C. Guess the Array

727C

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

*This is an interactive problem. You should use flush operation after each printed line. For example, in C++ you should use fflush(stdout), in Java you should use System.out.flush(), and in Pascal — flush(output).*

In this problem you should guess an array *a* which is unknown for you. The only information you have initially is the length *n* of the array *a*.

The only allowed action is to ask the sum of two elements by their indices. Formally, you can print two indices *i* and *j* (the indices should be **distinct**). Then your program should read the response: the single integer equals to *ai* + *aj*.

It is easy to prove that it is always possible to guess the array using at most *n* requests.

Write a program that will guess the array *a* by making at most *n* requests.

**Interaction**

In each test your program should guess a single array.

The input starts with a line containing integer *n* (3 ≤ *n* ≤ 5000) — the length of the array. Your program should read it at first.

After that your program should print to the standard output the requests about the sum of two elements or inform that the array is guessed.

* In case your program is making a request to ask the sum of two elements, it should print line in the format "? i j" (*i* and *j* are distinct integers between 1 and *n*), where *i* and *j* are indices in the array *a*.
* In case your program informs that the array is guessed, it should print line in the format "! *a*1 *a*2 ... *an*" (it is guaranteed that all *ai*are positive integers not exceeding 105), where *ai* is the *i*-th element of the array *a*.

The response on a request is a single integer equal to *ai* + *aj*, printed on a separate line.

Your program can do at most *n* requests. Note that the final line «! *a*1 *a*2 ... *an*» is not counted as a request.

Do not forget about flush operation after each printed line.

After you program prints the guessed array, it should terminate normally.

**Example**

**input**

5  
   
9  
   
7  
   
9  
   
11  
   
6

**output**

? 1 5  
   
? 2 3  
   
? 4 1  
   
? 5 2  
   
? 3 4  
   
! 4 6 1 5 5

**Note**

The format of a test to make a hack is:

* The first line contains an integer number *n* (3 ≤ *n* ≤ 5000) — the length of the array.
* The second line contains *n* numbers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 105) — the elements of the array to guess.

B. Bill Total Value

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasily exited from a store and now he wants to recheck the total price of all purchases in his bill. The bill is a string in which the names of the purchases and their prices are printed in a row without any spaces. Check has the format "*name*1*price*1*name*2*price*2...*namenpricen*", where *namei* (name of the *i*-th purchase) is a non-empty string of length not more than 10, consisting of lowercase English letters, and *pricei* (the price of the *i*-th purchase) is a non-empty string, consisting of digits and dots (decimal points). It is possible that purchases with equal names have different prices.

The price of each purchase is written in the following format. If the price is an integer number of dollars then cents are not written.

Otherwise, after the number of dollars a dot (decimal point) is written followed by cents **in a two-digit format** (if number of cents is between 1 and 9 inclusively, there is a leading zero).

Also, every three digits (from less significant to the most) in dollars are separated by dot (decimal point). No extra leading zeroes are allowed. The price always starts with a digit and ends with a digit.

For example:

* "234", "1.544", "149.431.10", "0.99" and "123.05" are valid prices,
* ".333", "3.33.11", "12.00", ".33", "0.1234" and "1.2" are not valid.

Write a program that will find the total price of all purchases in the given bill.

**Input**

The only line of the input contains a non-empty string *s* with length not greater than 1000 — the content of the bill.

It is guaranteed that the bill meets the format described above. It is guaranteed that each price in the bill is not less than one cent and not greater than 106 dollars.

**Output**

Print the total price **exactly in the same format** as prices given in the input.

**Examples**

**input**

chipsy48.32televizor12.390

**output**

12.438.32

**input**

a1b2c3.38

**output**

6.38

**input**

aa0.01t0.03

**output**

0.04

A. Transformation: from A to B

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasily has a number *a*, which he wants to turn into a number *b*. For this purpose, he can do two types of operations:

* multiply the current number by 2 (that is, replace the number *x* by 2·*x*);
* append the digit 1 to the right of current number (that is, replace the number *x* by 10·*x* + 1).

You need to help Vasily to transform the number *a* into the number *b* using only the operations described above, or find that it is impossible.

Note that in this task you are not required to minimize the number of operations. It suffices to find any way to transform *a* into *b*.

**Input**

The first line contains two positive integers *a* and *b* (1 ≤ *a* < *b* ≤ 109) — the number which Vasily has and the number he wants to have.

**Output**

If there is no way to get *b* from *a*, print "NO" (without quotes).

Otherwise print three lines. On the first line print "YES" (without quotes). The second line should contain single integer *k* — the length of the transformation sequence. On the third line print the sequence of transformations *x*1, *x*2, ..., *xk*, where:

* *x*1 should be equal to *a*,
* *xk* should be equal to *b*,
* *xi* should be obtained from *xi*- 1 using any of two described operations (1 < *i* ≤ *k*).

If there are multiple answers, print any of them.

**Examples**

**input**

2 162

**output**

YES  
5  
2 4 8 81 162

**input**

4 42

**output**

NO

**input**

100 40021

**output**

YES  
5  
100 200 2001 4002 40021

G. Messages on a Tree

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Alice and Bob are well-known for sending messages to each other. This time you have a rooted tree with Bob standing in the root node and copies of Alice standing in each of the other vertices. The root node has number 0, the rest are numbered 1 through *n*.

At some moments of time some copies of Alice want to send a message to Bob and receive an answer. We will call this copy the *initiator*. The process of sending a message contains several steps:

* The initiator sends the message to the person standing in the parent node and begins waiting for the answer.
* When some copy of Alice receives a message from some of her children nodes, she sends the message to the person standing in the parent node and begins waiting for the answer.
* When Bob receives a message from some of his child nodes, he immediately sends the answer to the child node where the message came from.
* When some copy of Alice (except for initiator) receives an answer she is waiting for, she immediately sends it to the child vertex where the message came from.
* When the initiator receives the answer she is waiting for, she doesn't send it to anybody.
* There is a special case: a copy of Alice can't wait for two answers at the same time, so if some copy of Alice receives a message from her child node while she already waits for some answer, she rejects the message and sends a message saying this back to the child node where the message came from. Then the copy of Alice in the child vertex processes this answer as if it was from Bob.
* The process of sending a message to a parent node or to a child node is instant but a receiver (a parent or a child) gets a message after 1 second.

If some copy of Alice receives several messages from child nodes at the same moment while she isn't waiting for an answer, she processes the message from the **initiator** with the smallest number and rejects all the rest. If some copy of Alice receives messages from children nodes and also receives the answer she is waiting for at the same instant, then Alice first processes the answer, then immediately continue as normal with the incoming messages.

You are given the moments of time when some copy of Alice becomes the initiator and sends a message to Bob. For each message, find the moment of time when the answer (either from Bob or some copy of Alice) will be received by the initiator.

You can assume that if Alice wants to send a message (i.e. become the initiator) while waiting for some answer, she immediately rejects the message and receives an answer from herself in no time.

**Input**

The first line of input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 200 000) — the number of nodes with Alices and the number of messages.

Second line contains *n* integers *p*1, *p*2, ..., *pn* (0 ≤ *pi* < *i*). The integer *pi* is the number of the parent node of node *i*.

The next *m* lines describe the messages. The *i*-th of them contains two integers *xi* and *ti* (1 ≤ *xi* ≤ *n*, 1 ≤ *ti* ≤ 109) — the number of the vertex of the initiator of the *i*-th message and the time of the initiation (in seconds). The messages are given in order of increasing initiation time (i.e. *ti*+ 1 ≥ *ti* holds for 1 ≤ *i* < *m*). The pairs (*xi*, *ti*) are distinct.

**Output**

Print *m* integers — the *i*-th of them is the moment of time when the answer for the *i*-th message will be received by the initiator.

**Examples**

**input**

6 3  
0 1 2 3 2 5  
4 6  
6 9  
5 11

**output**

14 13 11

**input**

3 2  
0 1 1  
2 1  
3 1

**output**

5 3

**input**

8 3  
0 1 1 2 3 3 4 5  
6 1  
8 2  
4 5

**output**

7 6 11

**Note**

In the first example the first message is initiated at the moment 6, reaches Bob at the moment 10, and the answer reaches the initiator at the moment 14. The second message reaches vertex 2 at the moment 11. At this moment the copy of Alice in this vertex is still waiting for the answer for the first message, so she rejects the second message. The answer reaches the initiator at the moment 13. The third message is not sent at all, because at the moment 11 Alice in vertex 5 is waiting for the answer for the second message.

In the second example the first message reaches Bob, the second is rejected by Alice in vertex 1. This is because the message with smaller initiator number has the priority.

In the third example the first and the third messages reach Bob, while the second message is rejected by Alice in vertex 3.

F. Family Photos

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Alice and Bonnie are sisters, but they don't like each other very much. So when some old family photos were found in the attic, they started to argue about who should receive which photos. In the end, they decided that they would take turns picking photos. Alice goes first.

There are *n* stacks of photos. Each stack contains **exactly two** photos. In each turn, a player may take only a photo from the top of one of the stacks.

Each photo is described by two non-negative integers *a* and *b*, indicating that it is worth *a* units of happiness to Alice and *b* units of happiness to Bonnie. Values of *a* and *b* might differ for different photos.

It's allowed to pass instead of taking a photo. The game ends when all photos are taken or both players pass consecutively.

The players don't act to maximize their own happiness. Instead, each player acts to maximize the amount by which her happiness exceeds her sister's. Assuming both players play optimal, find the difference between Alice's and Bonnie's happiness. That is, if there's a perfectly-played game such that Alice has *x* happiness and Bonnie has *y* happiness at the end, you should print *x* - *y*.

**Input**

The first line of input contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the number of two-photo stacks. Then follow *n* lines, each describing one of the stacks. A stack is described by four space-separated non-negative integers *a*1, *b*1, *a*2 and *b*2, each not exceeding 109. *a*1 and *b*1 describe the top photo in the stack, while *a*2 and *b*2 describe the bottom photo in the stack.

**Output**

Output a single integer: the difference between Alice's and Bonnie's happiness if both play optimally.

**Examples**

**input**

2  
12 3 4 7  
1 15 9 1

**output**

1

**input**

2  
5 4 8 8  
4 12 14 0

**output**

4

**input**

1  
0 10 0 10

**output**

-10

E. Too Much Money

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Alfred wants to buy a toy moose that costs *c* dollars. The store doesn’t give change, so he must give the store exactly *c* dollars, no more and no less. He has *n* coins. To make *c* dollars from his coins, he follows the following algorithm: let *S* be the set of coins being used. *S*is initially empty. Alfred repeatedly adds to *S* the highest-valued coin he has such that the total value of the coins in *S* after adding the coin doesn’t exceed *c*. If there is no such coin, and the value of the coins in *S* is still less than *c*, he gives up and goes home. Note that Alfred never removes a coin from *S* after adding it.

As a programmer, you might be aware that Alfred’s algorithm can fail even when there is a set of coins with value exactly *c*. For example, if Alfred has one coin worth $3, one coin worth $4, and two coins worth $5, and the moose costs $12, then Alfred will add both of the $5 coins to *S* and then give up, since adding any other coin would cause the value of the coins in *S* to exceed $12. Of course, Alfred could instead combine one $3 coin, one $4 coin, and one $5 coin to reach the total.

Bob tried to convince Alfred that his algorithm was flawed, but Alfred didn’t believe him. Now Bob wants to give Alfred some coins (in addition to those that Alfred already has) such that Alfred’s algorithm fails. Bob can give Alfred any number of coins of any denomination (subject to the constraint that each coin must be worth a positive integer number of dollars). There can be multiple coins of a single denomination. He would like to minimize the total value of the coins he gives Alfred. Please find this minimum value. If there is no solution, print "Greed is good". You can assume that the answer, if it exists, is positive. In other words, Alfred's algorithm will work if Bob doesn't give him any coins.

**Input**

The first line contains *c* (1 ≤ *c* ≤ 200 000) — the price Alfred wants to pay. The second line contains *n* (1 ≤ *n* ≤ 200 000) — the number of coins Alfred initially has. Then *n* lines follow, each containing a single integer *x* (1 ≤ *x* ≤ *c*) representing the value of one of Alfred's coins.

**Output**

If there is a solution, print the minimum possible total value of the coins in a solution. Otherwise, print "Greed is good" (without quotes).

**Examples**

**input**

12  
3  
5  
3  
4

**output**

5

**input**

50  
8  
1  
2  
4  
8  
16  
37  
37  
37

**output**

Greed is good

**Note**

In the first sample, Bob should give Alfred a single coin worth $5. This creates the situation described in the problem statement.

In the second sample, there is no set of coins that will cause Alfred's algorithm to fail.

D. Contest Balloons

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

One tradition of ACM-ICPC contests is that a team gets a balloon for every solved problem. We assume that the submission time doesn't matter and teams are sorted only by the number of balloons they have. It means that one's place is equal to the number of teams with more balloons, increased by 1. For example, if there are seven teams with more balloons, you get the eight place. Ties are allowed.

You should know that it's important to eat before a contest. If the number of balloons of a team is greater than the weight of this team, the team starts to float in the air together with their workstation. They eventually touch the ceiling, what is strictly forbidden by the rules. The team is then disqualified and isn't considered in the standings.

A contest has just finished. There are *n* teams, numbered 1 through *n*. The *i*-th team has *ti* balloons and weight *wi*. It's guaranteed that *ti* doesn't exceed *wi* so nobody floats initially.

Limak is a member of the first team. He doesn't like cheating and he would never steal balloons from other teams. Instead, he can give his balloons away to other teams, possibly making them float. Limak can give away zero or more balloons of his team. Obviously, he can't give away more balloons than his team initially has.

What is the best place Limak can get?

**Input**

The first line of the standard input contains one integer *n* (2 ≤ *n* ≤ 300 000) — the number of teams.

The *i*-th of *n* following lines contains two integers *ti* and *wi* (0 ≤ *ti* ≤ *wi* ≤ 1018) — respectively the number of balloons and the weight of the *i*-th team. Limak is a member of the first team.

**Output**

Print one integer denoting the best place Limak can get.

**Examples**

**input**

8  
20 1000  
32 37  
40 1000  
45 50  
16 16  
16 16  
14 1000  
2 1000

**output**

3

**input**

7  
4 4  
4 4  
4 4  
4 4  
4 4  
4 4  
5 5

**output**

2

**input**

7  
14000000003 1000000000000000000  
81000000000 88000000000  
5000000000 7000000000  
15000000000 39000000000  
46000000000 51000000000  
0 1000000000  
0 0

**output**

2

**Note**

In the first sample, Limak has 20 balloons initially. There are three teams with more balloons (32, 40 and 45 balloons), so Limak has the fourth place initially. One optimal strategy is:

1. Limak gives 6 balloons away to a team with 32 balloons and weight 37, which is just enough to make them fly. Unfortunately, Limak has only 14 balloons now and he would get the fifth place.
2. Limak gives 6 balloons away to a team with 45 balloons. Now they have 51 balloons and weight 50 so they fly and get disqualified.
3. Limak gives 1 balloon to each of two teams with 16 balloons initially.
4. Limak has 20 - 6 - 6 - 1 - 1 = 6 balloons.
5. There are three other teams left and their numbers of balloons are 40, 14 and 2.
6. Limak gets the third place because there are two teams with more balloons.

In the second sample, Limak has the second place and he can't improve it.

In the third sample, Limak has just enough balloons to get rid of teams 2, 3 and 5 (the teams with 81 000 000 000, 5 000 000 000 and 46 000 000 000 balloons respectively). With zero balloons left, he will get the second place (ex-aequo with team 6 and team 7).

C. Hidden Word

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Let’s define a grid to be a set of tiles with 2 rows and 13 columns. Each tile has an English letter written in it. The letters don't have to be unique: there might be two or more tiles with the same letter written on them. Here is an example of a grid:

ABCDEFGHIJKLM  
NOPQRSTUVWXYZ

We say that two tiles are adjacent if they share a side or a corner. In the example grid above, the tile with the letter 'A' is adjacent only to the tiles with letters 'B', 'N', and 'O'. A tile is not adjacent to itself.

A sequence of tiles is called a path if each tile in the sequence is adjacent to the tile which follows it (except for the last tile in the sequence, which of course has no successor). In this example, "ABC" is a path, and so is "KXWIHIJK". "MAB" is not a path because 'M' is not adjacent to 'A'. A single tile can be used more than once by a path (though the tile cannot occupy two consecutive places in the path because no tile is adjacent to itself).

You’re given a string *s* which consists of 27 upper-case English letters. Each English letter **occurs at least once** in *s*. Find a grid that contains a path whose tiles, viewed in the order that the path visits them, form the string *s*. If there’s no solution, print "Impossible" (without the quotes).

**Input**

The only line of the input contains the string *s*, consisting of 27 upper-case English letters. Each English letter occurs at least once in *s*.

**Output**

Output two lines, each consisting of 13 upper-case English characters, representing the rows of the grid. If there are multiple solutions, print any of them. If there is no solution print "Impossible".

**Examples**

**input**

ABCDEFGHIJKLMNOPQRSGTUVWXYZ

**output**

YXWVUTGHIJKLM  
ZABCDEFSRQPON

**input**

BUVTYZFQSNRIWOXXGJLKACPEMDH

**output**

Impossible

B. Food on the Plane

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

A new airplane SuperPuperJet has an infinite number of rows, numbered with positive integers starting with 1 from cockpit to tail. There are six seats in each row, denoted with letters from 'a' to 'f'. Seats 'a', 'b' and 'c' are located to the left of an aisle (if one looks in the direction of the cockpit), while seats 'd', 'e' and 'f' are located to the right. Seats 'a' and 'f' are located near the windows, while seats 'c' and 'd' are located near the aisle.

![http://codeforces.com/predownloaded/ea/33/ea33130a9c92fe0622a46c8d9840bf807e6aab55.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfQAAAELCAYAAAAvEnRGAAAczElEQVR42u2dB9gU1b2HzycSBbH3EsRKYleSqKgogorYsAAqFxVF7BIb6hUjlsslYlRir8m1i2hswYJeFcWrXkGNsYSosQT1YgVRqnj//8x8j/OdPbs7szs7O+V9n+f3POLOnG/27Jl5p5w5xxgAgOqcLfkhkF4Z/R5rWd/jRn5aAABA6AgdAAAAoWdA6MdLrgtkKZoCAAAg9OwJ/X5r+WVoCgAAgNCbz8qSSYGchtABAACh5x+EDgAACB2hAwAAIHSEDgAAsbKu5CjJFZI7JI/5B3rtUKXPYLeXLFlDuWtIhkiulNwteVRym+QSyb4xymNtyRGS30tu9//OA5KbJWdIdpK0b6DQu0q6BbK1pMVaZk1rmWUDn7X42zhacotkouS/JCMlm0Ssi/bW31nXscyqgc+ftr73jtb6wWzArgIAkE56Sp61Dujl8oVknKRjiHLXk9wpWVylzDmSCySdatz+HSRPhNz+ryVXS5aPWeinSL4PrDdXMsCx3LlW+Tv7/38vyfQq264nKF1Cbk+YXu4nhKwzOw+wywAApAu9iruhxoN65ypl95V8G7HM6f5JQFja+ScXtWz/pjEJfQnJ5dY6X0p6lFneJfRjQ5z0BE9IfoXQAQAgKPNJjoP1d8a71XuhZLhkhC9NvYKfH1LoerW5wCp3oeQRySj/anaM5FXH3/9Y8tOQMn/Asf48yeOS/5D82ni32i813i3luTELvYNkgrX8+5KfV1jHFvqIQF2p1J+R/EYyzN+WiX7d2ScMXWMQ+h6S8X5mWMvfF/jMzgh2HwCA9HCZdQBXmeiz85UrrLOi5GjJ2xWErs/LZ1plTzXlnwH3k3xuLf/f/pVvJS5wyPx6yeoV1llOcrjk9RiErvU0xVp2mvGekZsIQp8fOJHpWWYdfRb/N2u956rUEQPLAAAUgO1N6S3eYRHWV5GU6xxn38J/wz8RqITeQrZvzx9aYfktTNvn1ZpTI2x/iynfOS6M0Nd3CFY7EC4b4m+f6zgR+cb/TpX4qS/9sHWE0AEACsCD1sH7mpjKXdESs0p3u5Dr2qL7nwrL3m4te1uMdVNN6L+UfGot80dTvfd8JaGHvYV9qLXeZIQOAFBcVreuzvW58ioxlX2kKe2VHRYVyGxrfdfrUXrbPPh8Xp8vr5OQ0Pc2Xo/84Ofnm9JX06IIXcsL27tf74x8aK2/LkIHACgm/a0D910xlm3fbh8ScX37yvvfHMv0sZb5c8z1U07ox0gWWScSQ2so3xb6vRHXt/s+DEToAADF5FLrwH1CjGVPs8qOOhjKydb6lzuWOd9a5qwGC7238XrM28+8+9ZYvi30syOuP8hafyxCBwAoJndYB+6eMZb9kWnbaz7qqHL21fftjmWus5bZp8FCf836tz4//0Ud5dtC7x9x/V9Z69+C0AEAislj1oF7qxjLDj5fnlPD+ttZ2zbRsYz93vdODRa6nSPqLN8W+h4R1+9qrf8QQgcAKCZPWgfuzWIse55pO6JZVLpZ2zYphHi2b7DQp5rSgXf6xCj03hHXX99a/xGEDgBQTO6xDtw7xFh28HUufWWtJeL6vaxtu9uxzM3WMn1irh/XM3S7I5oOBnNATELvF3H9ra3170DoAADF5BrrwD0oxrLfssqO+jrZEdb61zqWudha5tgGC71Xmb+rr84NjEHoUTsl7mOtfyVCBwAoJkOtA/cVMZY93tTXYW1cCNkNNKWDuiQhdGWU9Zm+xnZ4nUK/oc71j0HoAADFZGNTOhlK+5jKPrUOWemgKR9Y63cLIaqvTLipXOMQujLC+vz7ClINI+R/murj1gd50YTr1BhV6PbJ2GrsKgAA6WdqyKu8Wk4WgqPQzYoghv2tbVK5tyuz7NPWsqcnKHTlJOt76n//ukaha/YNue421nrvVjgZiCr0m0x9YwgAAEATsG9b65Crm8ZU9qMm+jjrOgb8eyb8gDF9rWXnlrmab5TQlaGmdIKYMIPEuISuE71UG/5V76I8F+HvRRW6vV37sZsAAKQfvfK1X1/TKUz3DLGuTpuqz7rLTRO6rSmdv/syU/62vk63+rzj6nz5CtugveftCWZm+Vf51dDt1tHVNqhT6Mogx3e9oAaht76it0KZdXTedXtYXL1Vv1yMQrcH9dHJcVZhVwEASD86ScsMh1ieMd4QrDtKfma8aT13k5xpvHnKW69KO1co+3xHua/75ep74zo4yi6S0ZIvTGlHszCj17mu6n/wTw70WX4Pf/s396Wst+UfNz+Ox17vfOitHGh+nNM8OBxrS0ih3xn47xn+nQkdiU4nXdHn4yeZ0qlaF4e4go4qdD3hsqdn1XEF/mK88fLHBzKC3QcAIF10kfzVVB4ZrVw6V7mC/l0NZc7zBRkWldbUGrc/LqErexnvtr/9OllLCKHv7Lj6rpaTQ9ZNFKEr/UzbCWjK5QF2HQCA9LG8f0X5XQShvCpZKUTZg413azhMmS8Yb5zyqOjrVTp5ypwI2/+GL7y4hK70dmyDdjRrF0LousxFpm1HO1c+kxwc4WQnqtCNf2fjmSrbgtABAFKMCkDf+9Zn0+8Yb0ax1qFO3zdeZzeV0TYRy+3oi12naf17oFyVk96Gv8p445m31Ln9+ghBB5m5z/87rXOr65WzPpPX2+36KGDbKuXoePJnBrJuhG3Y1lpXs0UIobeiPcvHSF6RzDQ/TgYzxXiPEaI80+5kbceeEetzVf8k5TDJcVZZB7K7AABA0akkdAAAAEDoAAAAgNABAAAAoQMAACB0AAAAQOgAAACA0AEAAAChAwAAFI+ljTcOfWuWpEoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAyw0jJPyV3UhUAAADZZIhpO6LbLVQJAABAtjhEssgSuua3VA0AAEC2ZY7UAQAAMkJ/ycIKMm/NJVQVAABAtmWO1AEAADIk87usfz8s+d76f2OoOgAAgPTK/HrJhtb/Gyg50iF1rtQBAABSKvMWyQYOoRukDgAAkB2ZmwpCR+oAAAAZkXk1oSN1AACADMg8jNCROgAAQMpkvoRj2TBCR+oAAAAplnkUoSN1AACAlMo8qtDLSX0sVQ8AABAPB9Ug81qEjtQBAABSJvNaha4chdQBAAAaK/MbQsq8HqEjdQAAgJTIvF6hI3UAAIAUyDwOoSN1AACAJss8LqEjdQAAgCbKPE6hI3UAAIAmyTxuoSN1AACAJsi8EUJH6gAAAAnLvFFCLyf1i/kpAQAAmccv80YKHakDAAAkJPNGC10ZitQBAKDoMl/QYJknIXSkDgAAyLzBMk9K6EgdAACQueTGBsk8SaEjdQAAQOYN/JtJCh2pAwAAMs+J0JE6AADklgObJPNmCR2pAwAAMs+J0JE6AAAg85wIvZzUf0vTAACArNDTlA4ac72kJeHtaLbQleMki63tOJcmAgAAWeDqFMg8LUJ3SV1PdjrSTAAAIO30lSzy5XVNk2SeJqErxwek/qGkHc0EAACywPqSrZu8DWkSurKb5Dy/bgAAACCjQgcAAACEDgAAgNAROgAAAEIHAAAAhA4AAAAIHQAAAKEjdAAAAIQOAAAACB0AAAAQOgAAACB0AAAAhA4AAAAIHQAAABA6AAAAIHQAAACEDgAAyRykhwUylCoBhB6KQ619Z1OaCJSho2QHSX/J0Va7OZjqgbg4xDpIL6BKAKGH4kOrPk6giYDFzpKJkoVWWwnmHaoJEDogdIQO6eU3ksUVRI7QAaEDQkfokHIGhRA5QgeEDggdoUOKWVLyvtU25khGS/pJtpV0C2QzqgwQOiB0hA7pY1fHVXgvqgUQOiB0hA7Z4hzDLXVA6IDQETpknpusdvE4VQIIHRA6QofscY/VLm6lSgChA0JH6JA9HrTaxR+pksaysWSI5GK/8p+TTJW8YLxBAPSWyZH+AQyhG7OF8d6p/JPkZb+utJ6ulewt+QlN6l8sI+krGSuZIHnar6uXJI9IrjDeKFEbIvTU0U6yu+QqycN+O9c8JLlA8guE/i86Ga+n9jj/eNB67HxCcrvkpAy371rZxLTttT7ZahcPWZ8HsxGHzegsYbwRe66RzDDh3w9c7Iure0GFric+j4aop/8z3jCYRWVdyQ2S+RHa1luS0yUdEHrT2dchZ1cm+ye3RRT62hHbuAp+m4Ls/69G2O/tPIKeo7N1HRXeKvZRkpYCCb23ZHbEerrTeO9gFomzIorcTleE3jRa/LtMUX6vuZIDCib04yXf1dC2v5ecidARelJCV1F/LnlX8rq/gy6qUPm/KYjQt5R8Y/3/eZK3jXd7rdJdDr3t1q4AbUofM9xS5SRwpuRNv33NRuipk/lVFX6/TySv+L/fXOszPYHrUQChax1dXOXk5n3JG8a7S1duubEIHaE3SugqpHP8HXJ5x7L6HFSfpU1wVL7KfqecC10nEXgt8G89aA326yWI3o4f55+F2/V0SgHa1BVldlDth6GPH1ZxrNPF/2xC4IoHoTeHw8uchF1nvGeiQfSxyADjvU/cuqyK7LOcC/1MRx3pycyNxps5rL21/Hr+RY/r5DXPHSjXkawfyJPWd7/X+jyYNdBzdDaX3GaiD7GnHb6+tX6cp3Iu9GCeK3PSE2R3/+rdHuZwvRy3p4GOutIToaNN+McyKvwLjff8HaEny2rGuzNn35nqV2U9Pamt1KckT0Lv7tdJ8PvpnaatQqy7kb9scN2vJasWxDf0ck8xBzp23M0LIHS9AlkpZBmHOda/PqftQW+1f+S4stu/APtCXoT+n472enzIdbWX9xsFEPo0U/oIIsrJp0p9llXGeQgd0sAU6wcaUQChHxSxnKes9fUZ/LI5bAtDHHU1riD7QR6E3t6XU/B76GuFS0Qoo1fOhd4rhuOBMtKUvg1ThE6zCD3l2M+S7su50N8z0Xv093WUM7gAJ3f6SGZFhJ4Z+jja6cE1lPNyjoVu9x/6q6ntDR+9w7fQKqsbQodm09/6gabnXOhjaihHz7zt55JX56wd6DNU+7nizQXaD/Ig9FGOE7Jlaijn9JwKvcWxH9dzq/wlq6zhCB0agb5apc959Bn5icZ7n3hMmYy3fqDPci70/Wos6xGrnJdz1mZctyIHIfRMYbfR52ssp3tOhb6p43vtUUd5t1llXYPQIU56+FdVX5na3x1caPIzyIxL6LUOeWu/s/pVztrOMY662hihZ4q3TTydN5fNqdAHGPf4G8NqzNNWWXcjdIiDNY337PuHmNI+x0KvtTPbGaZ0pKglctSG/j3GukLozcEeAOWiOsqam0OhHxvjMdKVSQgd6qWz5O9VGpoO9PGB8d6ftPNJgYS+uA4JD3PU0wo5akdjTelAQy0F2o/yIHRbwvUMTfppDoV+ToOF/gxCh3rQA+4UR8PSEdBGSXYx7lG9guxZMKHXOnTrcTm/gh2T8zsQRRC6PVDU2XWUlceR4s5z7MNfxpiHETrUg2tUL501KMqUn/1NsW65L19jWfbrfXnqa6CMyPkdiCII/WPrO4yuo6z5ORT6iY423gmNIPS08CdT2vM66hXosQUT+s9rLOsyq5zPc9aWjjL5HjWwCEJ/0/oOf6ixnJVNPjvFuY4Hm6IRhJ4W7N7sx9VQxlUFE/qAGsuyR4t7NmdtaTtHXR2F0DOF3TF2Wo3l7JpToXdzfK8haAShp4EOjsa5Sw3lvF4woV9ZY13bsyz9LmftSX/zOdZ3vAehZ4qzTOmkLLWM9HdeToWufUK+sL7XBFSC0NPAao6drnvEMrY3xXttTXvvRh1z2dVXIY8Tlkx0CGEthJ4ZdnS006E1lPM3k9+hX+8xpVOmdkEnCL3ZaMe3xab220faoWtSAYWuOSbiWb09trX2AF4qh23KNWb9vQg9M+g+bb/C+k7EtjrA5Htylh6O7zYenSD0NPAPU/t7kKebYg4s0yrksNMlnuFY/+KcticVwl8c3/ekAuxLXUz9M3ClgTMdv9/5Iddd3XjjVeR9+tSnHN/v7DrL3AShQ71c62iY51RZp52/zOICC12jw2SuX2V9HUzme1M6TeLKOW5T+hhmgXFPatMxZBlbSu6SbJih790ucDKjnU2z+qhhGceJvu7rp5jKr1muY0rnCc+r0FW+sx3f8UYT7VVNHYfiMMkrxhsGFqFD3Q1zkaNh6gAHOtlGh8CyOjzsEL/x2R2fiiJ0FdWTpu285nr18jPz4yAqKi299fznMge2QwvQrk4t890/Ml6HKe0Rv1Lgql77c/T0r3KmBpbvmrHvrQdonbxn7Yz/fnuWOWF/wv9+nQK/3Yb+CX7wjZlXTekIkifkrI3vX6aOZknGSfaWrBE4Fi7t/3sXf/+437QdmQ+hQyyMMZWHI9QddV6Zz24wxRopToXe2biHu13o78yV6vKiArWrandxWuus0udd2T1Td1LWmtll7sR87V8ofJhzoSs6V/wcU31I1wUhlkHoEAt6ZXmziT7u8O+Nd5uxaEJXNvOvNsPW1SIT/jlkntAOUjNN7WNbI/TmckpIGbVmpn/3xRRE6Io+HnrN1D+O+00IHeJksPEmW6nW8F72Jd5KEYWu6HPw6yrcvWjNi5JtC9yu9Da03mafEfLApo8xdBrJ3UyxxoJPK1v4V4+Lq9xpudV4j+VMwYSu6KOHfsabF2NRhJP8F4w3Z8ZGBWpPCD1B9IpbX8sYabwOHuP96NX48aY4PTGjoGIfZLzZxu7yZaT1dRpXmE45nCy5xN+RtW3dYrxnjtq+dsrRyWDe6CIZLrk80M4vlRxhvN7t4KGd4vbzT2L1OHC7385vCrTzXU2x5jkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAgBrZw3jjsech3RtUR8vlqI5Oa2BbGpyjetqwwMeEY3P0O67ZoDo6PUd11KlBdXR+juooM+iEHz/kJCc3qI7WylEdvdXAtnRfjuqpV4GFPjlHv+OWDaqj6Tmqo0aN1Dc7R3WE0BE6QkfoCB2hI3SE3hyh67zcK2YsPRIW+iUZrCPNiwkK/auM1tEwhN5G6O9m9Hc8K0GhP5/ROrosQaHfn9E6ui3rQl8zgwefrRIW+oUZPUhPSVDoX2a0jgYh9DZCn57R7R+eoNAnZ7SORico9PEZraObEDpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hN40oXeU7ODLyH737USEjtAROkJH6AgdoadP6O0lm0oOk4yTPCeZb8p3lX8JoSN0hI7QETpCR+jpEvoukoUm2rtvCB2hI3SEjtAROkJPmdD7mOgvsyN0hI7QETpCR+gIPWNC/9CU3n5H6AgdoSN0hI7QEXqKhf6x5CHJKMk+kjX8ZT5A6AgdoSN0hI7QEXq6hd5Z0rdK5SF0hI7QETpCR+gIPeVCDwNCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6MpgyXUV8o0l9JlVlt8PoSN0hI7QETpCR+jJC/16S9j1Jg65IHSEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoGRR6D8mwGPNLhI7QETpCR+gIHaEnL/Q0gtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSP0UqHvIemWsRySsNBvzGAdaV5LUOizMlpHIxF6G6F/mNHfcWyCQp+W0Tr6Q4JCn5TROnog60LPepIQetaThNDzEISejzRa6HlIo4WehyB0hI7QETpCR+gIHaEnh77LPiwn2axBddQxR3U0oIFtafcc1dPaBRb6vjn6HVduUB0NzFEddWhQHQ3JUR0BAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAFJ2LTH4moT+5QXW0Vo7q6K0GtqX7clRPvQp8TJico99xywbV0fQc1dHqDaqj2TmqI4SO0BE6QkfoCB2hI/TmCP1ByfiM5fGEhf5mButI83mCQp+f0Tp6AaG3Efo3Gf0dX0lQ6J9ltI7eSlDoH2W0jt7LutDXzODBZ6uEhX5hRg/SUxIU+pcZraNBCL2N0KdndPuHJyj0yRmto9EJCn18RuvoJoSO0BE6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEnKvQVJJtLekh2lWwj6SxpQegIHaEjdISO0BF6eoW+rmSY5B7TtuecHT0QTpQMlXRE6AgdoSN0hI7QEXrzhb6aL5j/NbW996YHxRMTuGpH6AgdoSN0hI7QEXoFoT9r4nmhfZJkWYSO0BE6QkfoCB2hp0/o30rekDwjeUzysmRuheWfknRA6AgdoSN0hI7QEXrzhf62ZKSku+QnjpWXlhzsL+eS+miEjtAROkJH6AgdoTdH6N9L7vYlHpaOxj0m9jxJF4SO0BE6QkfoCB2hJyv0s4z3alotLCWZ6pD6CISO0BE6QkfoCB2hJyv0eult3M/SETpCR+gIHaEjdISeIaG38w+MQaH/A6EjdISO0BE6Qkfo2RK6Yt92/xahI3SEjtAROkJH6NkT+uuW0D9B6AgdoSN0hI7QEXq2hK633OdYQp+K0BE6QkfoCB2hI/RsCX0vU9op7lKEjtAROkJH6AgdoWdL6BMdQu+J0BE6QkfoCB2hI/TsCP0Ah8xfNI2ZqAWhI3SEjtAROkJH6A0Qus7SNsMh9B4N2miEjtAROkJH6Agdoccs9PbGGzzGlvmVDdxohI7QETpCR+gIHaHHLPRrHTJ/zXgTtyB0hI7QETpCR+gIPQNCv9Ah85mSjRu80QgdoSN0hI7QETpCj0nopzlkPkvSLYGNRugIHaEjdISO0BF6DEIf7pC5DvHaI6GNRugIHaEjdISO0BF6nUI/SrLYkvl8yZ4JbjRCR+gIHaEjdISO0OsQ+hCHzBdI9kt4oxE6QkfoCB2hI3SEXqPQD5UssmS+UHJQEzYaoSN0hI7QETpCR+g1CP0AX95BmS/yDybNAKEjdISO0BE6QkfoEYXez3i31YMy19vuRzdxoxE6QkfoCB2hI3SEHkHofSTzHDI/tskbjdAROkJH6AgdoSP0kELfXTLXIfMTUrDRCB2hI3SEjtAROkIPIfTeku9M6bvmI1Ky0QgdoSN0hI7QETpCryL0HSXfOGR+doo2GqEjdISO0BE6QkfoFYTevYzMR6ZsoxE6QkfoCB2hI3SEXkHos417fPbxdaYzQkfoCB2hI3SEjtCTE/oPDcrmCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BF6sYTeu0HphNAROkJH6AgdoSP05ISeFRA6QkfoCB2hI3SEjtAROkJH6AgdoSN0hI7QETpCR+gIHaEjdISO0BE6QkfoCB2hI3SEXir0WyXXZSwTEhb6tAzWkebTBIU+L6N19CRCbyP0rzP6O05JUOifZLSOXklQ6O9mtI7ezrrQs54khJ71JCH0PASh5yONFnoe0mih5yEIHaEjdISO0BE6Qs96/h9RXzSkzvPOqQAAAABJRU5ErkJggg==)

It's lunch time and two flight attendants have just started to serve food. They move from the first rows to the tail, always maintaining a distance of two rows from each other because of the food trolley. Thus, at the beginning the first attendant serves row 1 while the second attendant serves row 3. When both rows are done they move one row forward: the first attendant serves row 2 while the second attendant serves row 4. Then they move three rows forward and the first attendant serves row 5 while the second attendant serves row 7. Then they move one row forward again and so on.

Flight attendants work with the same speed: it takes exactly 1 second to serve one passenger and 1 second to move one row forward. Each attendant first serves the passengers on the seats to the right of the aisle and then serves passengers on the seats to the left of the aisle (if one looks in the direction of the cockpit). Moreover, they always serve passengers in order from the window to the aisle. Thus, the first passenger to receive food in each row is located in seat 'f', and the last one — in seat 'c'. Assume that all seats are occupied.

Vasya has seat *s* in row *n* and wants to know how many seconds will pass before he gets his lunch.

**Input**

The only line of input contains a description of Vasya's seat in the format *ns*, where *n* (1 ≤ *n* ≤ 1018) is the index of the row and *s* is the seat in this row, denoted as letter from 'a' to 'f'. The index of the row and the seat **are not separated** by a space.

**Output**

Print one integer — the number of seconds Vasya has to wait until he gets his lunch.

**Examples**

**input**

1f

**output**

1

**input**

2d

**output**

10

**input**

4a

**output**

11

**input**

5e

**output**

18

**Note**

In the first sample, the first flight attendant serves Vasya first, so Vasya gets his lunch after 1 second.

In the second sample, the flight attendants will spend 6 seconds to serve everyone in the rows 1 and 3, then they will move one row forward in 1 second. As they first serve seats located to the right of the aisle in order from window to aisle, Vasya has to wait 3 more seconds. The total is 6 + 1 + 3 = 10.

A. Jumping Ball

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

In a new version of the famous Pinball game, one of the most important parts of the game field is a sequence of *n* bumpers. The bumpers are numbered with integers from 1 to *n* from left to right. There are two types of bumpers. They are denoted by the characters '<' and '>'. When the ball hits the bumper at position *i* it goes one position to the right (to the position *i* + 1) if the type of this bumper is '>', or one position to the left (to *i* - 1) if the type of the bumper at position *i* is '<'. If there is no such position, in other words if *i* - 1 < 1 or *i* + 1 > *n*, the ball falls from the game field.

Depending on the ball's starting position, the ball may eventually fall from the game field or it may stay there forever. You are given a string representing the bumpers' types. Calculate the number of positions such that the ball will eventually fall from the game field if it starts at that position.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 200 000) — the length of the sequence of bumpers. The second line contains the string, which consists of the characters '<' and '>'. The character at the *i*-th position of this string corresponds to the type of the *i*-th bumper.

**Output**

Print one integer — the number of positions in the sequence such that the ball will eventually fall from the game field if it starts at that position.

**Examples**

**input**

4  
<<><

**output**

2

**input**

5  
>>>>>

**output**

5

**input**

4  
>><<

**output**

0

**Note**

In the first sample, the ball will fall from the field if starts at position 1 or position 2.

In the second sample, any starting position will result in the ball falling from the field.

G. Xor-matic Number of the Graph

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given an undirected graph, constisting of *n* vertices and *m* edges. Each edge of the graph has some non-negative integer written on it.

Let's call a triple (*u*, *v*, *s*) **interesting**, if 1 ≤ *u* < *v* ≤ *n* and there is a path (**possibly non-simple**, i.e. it can visit the same vertices and edges multiple times) between vertices *u* and *v* such that xor of all numbers written on the edges of this path is equal to *s*. **When we compute the value s for some path, each edge is counted in xor as many times, as it appear on this path.** It's not hard to prove that there are finite number of such triples.

Calculate the sum over modulo 109 + 7 of the values of *s* over all **interesting** triples.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n* ≤ 100 000, 0 ≤ *m* ≤ 200 000) — numbers of vertices and edges in the given graph.

The follow *m* lines contain three integers *ui*, *vi* and *ti* (1 ≤ *ui*, *vi* ≤ *n*, 0 ≤ *ti* ≤ 1018, *ui* ≠ *vi*) — vertices connected by the edge and integer written on it. It is guaranteed that graph doesn't contain self-loops and multiple edges.

**Output**

Print the single integer, equal to the described sum over modulo 109 + 7.

**Examples**

**input**

4 4  
1 2 1  
1 3 2  
2 3 3  
3 4 1

**output**

12

**input**

4 4  
1 2 1  
2 3 2  
3 4 4  
4 1 8

**output**

90

**input**

8 6  
1 2 2  
2 3 1  
2 4 4  
4 5 5  
4 6 3  
7 8 5

**output**

62

**Note**

In the first example the are 6 interesting triples:

1. (1, 2, 1)
2. (1, 3, 2)
3. (1, 4, 3)
4. (2, 3, 3)
5. (2, 4, 2)
6. (3, 4, 1)

The sum is equal to 1 + 2 + 3 + 3 + 2 + 1 = 12.

In the second example the are 12 interesting triples:

1. (1, 2, 1)
2. (2, 3, 2)
3. (1, 3, 3)
4. (3, 4, 4)
5. (2, 4, 6)
6. (1, 4, 7)
7. (1, 4, 8)
8. (2, 4, 9)
9. (3, 4, 11)
10. (1, 3, 12)
11. (2, 3, 13)
12. (1, 2, 14)

The sum is equal to 1 + 2 + 3 + 4 + 6 + 7 + 8 + 9 + 11 + 12 + 13 + 14 = 90.

F. Uniformly Branched Trees

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

A tree is a connected graph without cycles.

Two trees, consisting of *n* vertices each, are called *isomorphic* if there exists a permutation *p*: {1, ..., *n*} → {1, ..., *n*} such that the edge (*u*, *v*) is present in the first tree if and only if the edge (*pu*, *pv*) is present in the second tree.

Vertex of the tree is called internal if its degree is greater than or equal to two.

Count the number of different non-isomorphic trees, consisting of *n* vertices, such that the degree of each internal vertex is **exactly** *d*. Print the answer over the given prime modulo *mod*.

**Input**

The single line of the input contains three integers *n*, *d* and *mod* (1 ≤ *n* ≤ 1000, 2 ≤ *d* ≤ 10, 108 ≤ *mod* ≤ 109)  — the number of vertices in the tree, the degree of internal vertices and the prime modulo.

**Output**

Print the number of trees over the modulo *mod*.

**Examples**

**input**

5 2 433416647

**output**

1

**input**

10 3 409693891

**output**

2

**input**

65 4 177545087

**output**

910726

E. Goods transportation

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* cities located along the one-way road. Cities are numbered from 1 to *n* in the direction of the road.

The *i*-th city had produced *pi* units of goods. No more than *si* units of goods can be sold in the *i*-th city.

For each pair of cities *i* and *j* such that **1 ≤ *i* < *j* ≤ *n*** you can **no more than once** transport **no more than** *c* units of goods from the city *i* to the city *j*. Note that goods can only be transported from a city with a lesser index to the city with a larger index. **You can transport goods between cities in any order.**

Determine the maximum number of produced goods that can be sold in total in all the cities after a sequence of transportations.

**Input**

The first line of the input contains two integers *n* and *c* (1 ≤ *n* ≤ 10 000, 0 ≤ *c* ≤ 109) — the number of cities and the maximum amount of goods for a single transportation.

The second line contains *n* integers *pi* (0 ≤ *pi* ≤ 109) — the number of units of goods that were produced in each city.

The third line of input contains *n* integers *si* (0 ≤ *si* ≤ 109) — the number of units of goods that can be sold in each city.

**Output**

Print the maximum total number of produced goods that can be sold in all cities after a sequence of transportations.

**Examples**

**input**

3 0  
1 2 3  
3 2 1

**output**

4

**input**

5 1  
7 4 2 1 0  
1 2 3 4 5

**output**

12

**input**

4 3  
13 10 7 4  
4 7 10 13

**output**

34

D. Dense Subsequence

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a string *s*, consisting of lowercase English letters, and the integer *m*.

One should choose some symbols from the given string so that any contiguous subsegment of length *m* has at least one selected symbol. Note that here we choose positions of symbols, not the symbols themselves.

Then one uses the chosen symbols to form **a new string**. All symbols from the chosen position should be used, but we are allowed to rearrange them in any order.

Formally, we choose a subsequence of indices 1 ≤ *i*1 < *i*2 < ... < *it* ≤ |*s*|. The selected sequence must meet the following condition: for every *j* such that 1 ≤ *j* ≤ |*s*| - *m* + 1, there must be at least one selected index that belongs to the segment [*j*,  *j* + *m* - 1], i.e. there should exist a *k* from 1 to *t*, such that *j* ≤ *ik* ≤ *j* + *m* - 1.

Then we take any permutation *p* of the selected indices and form a new string *sip*1*sip*2... *sipt*.

Find the lexicographically smallest string, that can be obtained using this procedure.

**Input**

The first line of the input contains a single integer *m* (1 ≤ *m* ≤ 100 000).

The second line contains the string *s* consisting of lowercase English letters. It is guaranteed that this string is non-empty and its length doesn't exceed 100 000. It is also guaranteed that the number *m* doesn't exceed the length of the string *s*.

**Output**

Print the single line containing the lexicographically smallest string, that can be obtained using the procedure described above.

**Examples**

**input**

3  
cbabc

**output**

a

**input**

2  
abcab

**output**

aab

**input**

3  
bcabcbaccba

**output**

aaabb

**Note**

In the first sample, one can choose the subsequence {3} and form a string "a".

In the second sample, one can choose the subsequence {1, 2, 4} (symbols on this positions are 'a', 'b' and 'a') and rearrange the chosen symbols to form a string "aab".

C. Ray Tracing

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *k* sensors located in the rectangular room of size *n* × *m* meters. The *i*-th sensor is located at point (*xi*, *yi*). All sensors are located at distinct points strictly inside the rectangle.

Opposite corners of the room are located at points (0, 0) and (*n*, *m*). Walls of the room are parallel to coordinate axes.

At the moment 0, from the point (0, 0) the laser ray is released in the direction of point (1, 1). The ray travels with a speed of ![http://codeforces.com/predownloaded/2a/b5/2ab51c90d460da0abc5c722c35772dc30203dd91.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAYAAACKsM07AAABkElEQVR42rXVyytEcRTA8THIa2HyfmfhMZSSjSjEloXBRsgrGZEslEcWigUbFkjJKyErLLwiKyvZsLCyZCF/gaXvT+fWz+3O3JmLU5/NuXN/v3PP79w7LpezqMYlznEWgLq26mTxaMyhGR4kB+FxskEVVpDg+oeIwiJ8pnwE4hDz2w3Kpa+JWi4T7RjHPAaR4WTxSMyiRcslYQy1SEEZDnGKbCfVb8nhGdGKbtPvKvCGiXAWVz2eQYcpv4RnFJue6gEn4ZxJCdakDXo0YlnOwYh0POJIRvq7t3Xokimxqn4SvQGuuU05dR7v6NGrOMALvBaLFGIjxMmIxSb29ElT/avEK6YtbhrRq7E5p37sI8/qBdrBE3K0fL5UH8rINWHBanEj6vGBIS03Kk9gFzWYkgM2CvaazzQex7iTUcvCerCKJErhR5qWS0WfDNCP8MlTtGEghOqLcCGf523sSqvVOzBsdYP6vN7iXl75ApsNOnGFa82N/Fc0BLpJTcKn9NQu3NIGM7dMlWXkyqh5/+L7/gXgxkD7lYYOQwAAAABJRU5ErkJggg==) meters per second. Thus, the ray will reach the point (1, 1) in exactly one second after the start.

When the ray meets the wall it's reflected by the rule that the angle of incidence is equal to the angle of reflection. If the ray reaches any of the four corners, it immediately stops.

For each sensor you have to determine the first moment of time when the ray will pass through the point where this sensor is located. If the ray will never pass through this point, print  - 1 for such sensors.

**Input**

The first line of the input contains three integers *n*, *m* and *k* (2 ≤ *n*, *m* ≤ 100 000, 1 ≤ *k* ≤ 100 000) — lengths of the room's walls and the number of sensors.

Each of the following *k* lines contains two integers *xi* and *yi* (1 ≤ *xi* ≤ *n* - 1, 1 ≤ *yi* ≤ *m* - 1) — coordinates of the sensors. It's guaranteed that no two sensors are located at the same point.

**Output**

Print *k* integers. The *i*-th of them should be equal to the number of seconds when the ray first passes through the point where the *i*-th sensor is located, or  - 1 if this will never happen.

**Examples**

**input**

3 3 4  
1 1  
1 2  
2 1  
2 2

**output**

1  
-1  
-1  
2

**input**

3 4 6  
1 1  
2 1  
1 2  
2 2  
1 3  
2 3

**output**

1  
-1  
-1  
2  
5  
-1

**input**

7 4 5  
1 3  
2 2  
5 1  
5 3  
4 3

**output**

13  
2  
9  
5  
-1

**Note**

In the first sample, the ray will consequently pass through the points (0, 0), (1, 1), (2, 2), (3, 3). Thus, it will stop at the point (3, 3) after 3 seconds.

![http://codeforces.com/predownloaded/f3/6c/f36c002b199518167c20c0ab8e6b288168a0c2b0.png](data:image/png;base64,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)

In the second sample, the ray will consequently pass through the following points: (0, 0), (1, 1), (2, 2), (3, 3), (2, 4), (1, 3), (0, 2), (1, 1), (2, 0), (3, 1), (2, 2), (1, 3), (0, 4). The ray will stop at the point (0, 4) after 12 seconds. It will reflect at the points (3, 3), (2, 4), (0, 2), (2, 0) and (3, 1).
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B. Batch Sort

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a table consisting of *n* rows and *m* columns.

Numbers in each row form a permutation of integers from 1 to *m*.

You are allowed to pick two elements in one row and swap them, but **no more than once** for each row. Also, **no more than once** you are allowed to pick two columns and swap them. Thus, you are allowed to perform from 0 to *n* + 1 actions in total. **Operations can be performed in any order**.

You have to check whether it's possible to obtain the identity permutation 1, 2, ..., *m* in each row. In other words, check if one can perform some of the operation following the given rules and make each row sorted in increasing order.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 20) — the number of rows and the number of columns in the given table.

Each of next *n* lines contains *m* integers — elements of the table. It's guaranteed that numbers in each line form a permutation of integers from 1 to *m*.

**Output**

If there is a way to obtain the identity permutation in each row by following the given rules, print "YES" (without quotes) in the only line of the output. Otherwise, print "NO" (without quotes).

**Examples**

**input**

2 4  
1 3 2 4  
1 3 4 2

**output**

YES

**input**

4 4  
1 2 3 4  
2 3 4 1  
3 4 1 2  
4 1 2 3

**output**

NO

**input**

3 6  
2 1 3 4 5 6  
1 2 4 3 5 6  
1 2 3 4 6 5

**output**

YES

**Note**

In the first sample, one can act in the following way:

1. Swap second and third columns. Now the table is

1 2 3 4

1 4 3 2

1. In the second row, swap the second and the fourth elements. Now the table is

1 2 3 4

1 2 3 4

A. Checking the Calendar

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given names of two days of the week.

Please, determine whether it is possible that during some **non-leap year** the first day of some month was equal to the first day of the week you are given, while the first day of **the next month** was equal to the second day of the week you are given. **Both months should belong to one year**.

In this problem, we consider the Gregorian calendar to be used. The number of months in this calendar is equal to 12. The number of days in months during any non-leap year is: 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31.

Names of the days of the week are given with lowercase English letters: "monday", "tuesday", "wednesday", "thursday", "friday", "saturday", "sunday".

**Input**

The input consists of two lines, each of them containing the name of exactly one day of the week. It's guaranteed that each string in the input is from the set "monday", "tuesday", "wednesday", "thursday", "friday", "saturday", "sunday".

**Output**

Print "YES" (without quotes) if such situation is possible during some non-leap year. Otherwise, print "NO" (without quotes).

**Examples**

**input**

monday  
tuesday

**output**

NO

**input**

sunday  
sunday

**output**

YES

**input**

saturday  
tuesday

**output**

YES

**Note**

In the second sample, one can consider February 1 and March 1 of year 2015. Both these days were Sundays.

In the third sample, one can consider July 1 and August 1 of year 2017. First of these two days is Saturday, while the second one is Tuesday.

F. st-Spanning Tree

time limit per test

4 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given an undirected connected graph consisting of *n* vertices and *m* edges. There are no loops and no multiple edges in the graph.

You are also given two distinct vertices *s* and *t*, and two values *ds* and *dt*. Your task is to build any spanning tree of the given graph (note that the graph is not weighted), such that the degree of the vertex *s* doesn't exceed *ds*, and the degree of the vertex *t* doesn't exceed *dt*, or determine, that there is no such spanning tree.

The *spanning tree* of the graph *G* is a subgraph which is a tree and contains all vertices of the graph *G*. In other words, it is a connected graph which contains *n* - 1 edges and can be obtained by removing some of the edges from *G*.

The degree of a vertex is the number of edges incident to this vertex.

**Input**

The first line of the input contains two integers *n* and *m* (2 ≤ *n* ≤ 200 000, 1 ≤ *m* ≤ *min*(400 000, *n*·(*n* - 1) / 2)) — the number of vertices and the number of edges in the graph.

The next *m* lines contain the descriptions of the graph's edges. Each of the lines contains two integers *u* and *v* (1 ≤ *u*, *v* ≤ *n*, *u* ≠ *v*) — the ends of the corresponding edge. It is guaranteed that the graph contains no loops and no multiple edges and that it is connected.

The last line contains four integers *s*, *t*, *ds*, *dt* (1 ≤ *s*, *t* ≤ *n*, *s* ≠ *t*, 1 ≤ *ds*, *dt* ≤ *n* - 1).

**Output**

If the answer doesn't exist print "No" (without quotes) in the only line of the output.

Otherwise, in the first line print "Yes" (without quotes). In the each of the next (*n* - 1) lines print two integers — the description of the edges of the spanning tree. Each of the edges of the spanning tree must be printed exactly once.

You can output edges in any order. You can output the ends of each edge in any order.

If there are several solutions, print any of them.

**Examples**

**input**

3 3  
1 2  
2 3  
3 1  
1 2 1 1

**output**

Yes  
3 2  
1 3

**input**

7 8  
7 4  
1 3  
5 4  
5 7  
3 2  
2 4  
6 1  
1 2  
6 4 1 4

**output**

Yes  
1 3  
5 7  
3 2  
7 4  
2 4  
6 1

E. One-Way Reform

723E

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* cities and *m* two-way roads in Berland, each road connects two cities. It is known that there is no more than one road connecting each pair of cities, and there is no road which connects the city with itself. It is possible that there is no way to get from one city to some other city using only these roads.

The road minister decided to make a reform in Berland and to orient all roads in the country, i.e. to make each road one-way. The minister wants to **maximize** the number of cities, for which the number of roads that begins in the city **equals** to the number of roads that ends in it.

**Input**

The first line contains a positive integer *t* (1 ≤ *t* ≤ 200) — the number of testsets in the input.

Each of the testsets is given in the following way. The first line contains two integers *n* and *m* (1 ≤ *n* ≤ 200, 0 ≤ *m* ≤ *n*·(*n* - 1) / 2) — the number of cities and the number of roads in Berland.

The next *m* lines contain the description of roads in Berland. Each line contains two integers *u* and *v* (1 ≤ *u*, *v* ≤ *n*) — the cities the corresponding road connects. It's guaranteed that there are no self-loops and multiple roads. It is possible that there is no way along roads between a pair of cities.

It is guaranteed that the total number of cities in all testset of input data doesn't exceed 200.

Pay attention that for **hacks**, you can only use tests consisting of **one testset**, so *t* should be equal to one.

**Output**

For each testset print the maximum number of such cities that the number of roads that begins in the city, is equal to the number of roads that ends in it.

In the next *m* lines print oriented roads. First print the number of the city where the road begins and then the number of the city where the road ends. If there are several answers, print any of them. It is allowed to print roads in each test in arbitrary order. Each road should be printed exactly once.

**Example**

**input**

2  
5 5  
2 1  
4 5  
2 3  
1 3  
3 5  
7 2  
3 7  
4 2

**output**

3  
1 3  
3 5  
5 4  
3 2  
2 1  
3  
2 4  
3 7

D. Lakes in Berland

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The map of Berland is a rectangle of the size *n* × *m*, which consists of cells of size 1 × 1. Each cell is either land or water. The map is surrounded by the ocean.

*Lakes* are the maximal regions of water cells, connected by sides, which are not connected with the ocean. Formally, lake is a set of water cells, such that it's possible to get from any cell of the set to any other without leaving the set and moving only to cells adjacent by the side, none of them is located on the border of the rectangle, and it's impossible to add one more water cell to the set such that it will be connected with any other cell.

You task is to fill up with the earth the minimum number of water cells so that there will be **exactly** *k* lakes in Berland. Note that the initial number of lakes on the map is **not less** than *k*.

**Input**

The first line of the input contains three integers *n*, *m* and *k* (1 ≤ *n*, *m* ≤ 50, 0 ≤ *k* ≤ 50) — the sizes of the map and the number of lakes which should be left on the map.

The next *n* lines contain *m* characters each — the description of the map. Each of the characters is either '.' (it means that the corresponding cell is water) or '\*' (it means that the corresponding cell is land).

It is guaranteed that the map contain at least *k* lakes.

**Output**

In the first line print the minimum number of cells which should be transformed from water to land.

In the next *n* lines print *m* symbols — the map after the changes. The format must strictly follow the format of the map in the input data (there is no need to print the size of the map). If there are several answers, print any of them.

It is guaranteed that the answer exists on the given data.

**Examples**

**input**

5 4 1  
\*\*\*\*  
\*..\*  
\*\*\*\*  
\*\*.\*  
..\*\*

**output**

1  
\*\*\*\*  
\*..\*  
\*\*\*\*  
\*\*\*\*  
..\*\*

**input**

3 3 0  
\*\*\*  
\*.\*  
\*\*\*

**output**

1  
\*\*\*  
\*\*\*  
\*\*\*

**Note**

In the first example there are only two lakes — the first consists of the cells (2, 2) and (2, 3), the second consists of the cell (4, 3). It is profitable to cover the second lake because it is smaller. Pay attention that the area of water in the lower left corner is not a lake because this area share a border with the ocean.

C. Polycarp at the Radio

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Polycarp is a music editor at the radio station. He received a playlist for tomorrow, that can be represented as a sequence *a*1, *a*2, ..., *an*, where *ai* is a band, which performs the *i*-th song. Polycarp likes bands with the numbers from 1 to *m*, but he doesn't really like others.

We define as *bj* the number of songs the group *j* is going to perform tomorrow. Polycarp wants to change the playlist in such a way that the minimum among the numbers *b*1, *b*2, ..., *bm* will be as large as possible.

Find this maximum possible value of the minimum among the *bj* (1 ≤ *j* ≤ *m*), and the minimum number of changes in the playlist Polycarp needs to make to achieve it. One change in the playlist is a replacement of the performer of the *i*-th song with any other group.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *m* ≤ *n* ≤ 2000).

The second line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109), where *ai* is the performer of the *i*-th song.

**Output**

In the first line print two integers: the maximum possible value of the minimum among the *bj* (1 ≤ *j* ≤ *m*), where *bj* is the number of songs in the changed playlist performed by the *j*-th band, and the minimum number of changes in the playlist Polycarp needs to make.

In the second line print the changed playlist.

If there are multiple answers, print any of them.

**Examples**

**input**

4 2  
1 2 3 2

**output**

2 1  
1 2 1 2

**input**

7 3  
1 3 2 2 2 2 1

**output**

2 1  
1 3 3 2 2 2 1

**input**

4 4  
1000000000 100 7 1000000000

**output**

1 4  
1 2 3 4

**Note**

In the first sample, after Polycarp's changes the first band performs two songs (*b*1 = 2), and the second band also performs two songs (*b*2 = 2). Thus, the minimum of these values equals to 2. It is impossible to achieve a higher minimum value by any changes in the playlist.

In the second sample, after Polycarp's changes the first band performs two songs (*b*1 = 2), the second band performs three songs (*b*2 = 3), and the third band also performs two songs (*b*3 = 2). Thus, the best minimum value is 2.

B. Text Document Analysis

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Modern text editors usually show some information regarding the document being edited. For example, the number of words, the number of pages, or the number of characters.

In this problem you should implement the similar functionality.

You are given a string which only consists of:

* uppercase and lowercase English letters,
* underscore symbols (they are used as separators),
* parentheses (both opening and closing).

It is guaranteed that each opening parenthesis has a succeeding closing parenthesis. Similarly, each closing parentheses has a preceding opening parentheses matching it. For each pair of matching parentheses there are no other parenthesis between them. In other words, each parenthesis in the string belongs to a matching "opening-closing" pair, and such pairs can't be nested.

For example, the following string is valid: "\_Hello\_Vasya(and\_Petya)\_\_bye\_(and\_OK)".

*Word* is a maximal sequence of consecutive letters, i.e. such sequence that the first character to the left and the first character to the right of it is an underscore, a parenthesis, or it just does not exist. For example, the string above consists of seven words: "Hello", "Vasya", "and", "Petya", "bye", "and" and "OK". Write a program that finds:

* the length of the longest word outside the parentheses (print 0, if there is no word outside the parentheses),
* the number of words inside the parentheses (print 0, if there is no word inside the parentheses).

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 255) — the length of the given string. The second line contains the string consisting of only lowercase and uppercase English letters, parentheses and underscore symbols.

**Output**

Print two space-separated integers:

* the length of the longest word outside the parentheses (print 0, if there is no word outside the parentheses),
* the number of words inside the parentheses (print 0, if there is no word inside the parentheses).

**Examples**

**input**

37  
\_Hello\_Vasya(and\_Petya)\_\_bye\_(and\_OK)

**output**

5 4

**input**

37  
\_a\_(\_b\_\_\_c)\_\_de\_f(g\_)\_\_h\_\_i(j\_k\_l)m\_\_

**output**

2 6

**input**

27  
(LoooonG)\_\_shOrt\_\_(LoooonG)

**output**

5 2

**input**

5  
(\_\_\_)

**output**

0 0

**Note**

In the first sample, the words "Hello", "Vasya" and "bye" are outside any of the parentheses, and the words "and", "Petya", "and" and "OK" are inside. Note, that the word "and" is given twice and you should count it twice in the answer.

A. The New Year: Meeting Friends

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

There are three friend living on the straight line *Ox* in Lineland. The first friend lives at the point *x*1, the second friend lives at the point *x*2, and the third friend lives at the point *x*3. They plan to celebrate the New Year together, so they need to meet at one point. What is the minimum total distance they have to travel in order to meet at some point and celebrate the New Year?

It's guaranteed that the optimal answer is always integer.

**Input**

The first line of the input contains three **distinct** integers *x*1, *x*2 and *x*3 (1 ≤ *x*1, *x*2, *x*3 ≤ 100) — the coordinates of the houses of the first, the second and the third friends respectively.

**Output**

Print one integer — the minimum total distance the friends need to travel in order to meet together.

**Examples**

**input**

7 1 4

**output**

6

**input**

30 20 10

**output**

20

**Note**

In the first sample, friends should meet at the point 4. Thus, the first friend has to travel the distance of 3 (from the point 7 to the point 4), the second friend also has to travel the distance of 3 (from the point 1 to the point 4), while the third friend should not go anywhere because he lives at the point 4.

F. Cyclic Cipher

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* sequences. Each sequence consists of positive integers, not exceeding *m*. All integers in one sequence are distinct, but the same integer may appear in multiple sequences. The length of the *i*-th sequence is *ki*.

Each second integers in each of the sequences are shifted by one to the left, i.e. integers at positions *i* > 1 go to positions *i* - 1, while the first integers becomes the last.

Each second we take the first integer of each sequence and write it down to a new array. Then, for each value *x* from 1 to *m* we compute the longest **segment** of the array consisting of element *x* only.

The above operation is performed for 10100 seconds. For each integer from 1 to *m* find out the longest segment found at this time.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100 000) — the number of sequences and the maximum integer that can appear in the sequences.

Then follow *n* lines providing the sequences. Each of them starts with an integer *ki* (1 ≤ *ki* ≤ 40) — the number of integers in the sequence, proceeded by *ki* positive integers — elements of the sequence. It's guaranteed that all integers in each sequence are pairwise distinct and do not exceed *m*.

**The total length** of all sequences doesn't exceed 200 000.

**Output**

Print *m* integers, the *i*-th of them should be equal to the length of the longest segment of the array with all its values equal to *i* during the first 10100 seconds.

**Examples**

**input**

3 4  
3 3 4 1  
4 1 3 4 2  
3 3 1 4

**output**

2  
1  
3  
2

**input**

5 5  
2 3 1  
4 5 1 3 2  
4 2 1 3 5  
1 3  
2 5 3

**output**

3  
1  
4  
0  
1

**input**

4 6  
3 4 5 3  
2 6 3  
2 3 6  
3 3 6 5

**output**

0  
0  
2  
1  
1  
2

E. Research Rover

time limit per test

2.5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

*Unfortunately, the formal description of the task turned out to be too long, so here is the legend.*

Research rover finally reached the surface of Mars and is ready to complete its mission. Unfortunately, due to the mistake in the navigation system design, the rover is located in the wrong place.

The rover will operate on the grid consisting of *n* rows and *m* columns. We will define as (*r*, *c*) the cell located in the row *r* and column *c*. From each cell the rover is able to move to any cell that share a side with the current one.

The rover is currently located at cell (1, 1) and has to move to the cell (*n*, *m*). It will randomly follow some **shortest path** between these two cells. Each possible way is chosen equiprobably.

The cargo section of the rover contains the battery required to conduct the research. Initially, the battery charge is equal to *s* units of energy.

Some of the cells contain anomaly. Each time the rover gets to the cell with anomaly, the battery looses half of its charge rounded down. Formally, if the charge was equal to *x* before the rover gets to the cell with anomaly, the charge will change to ![http://codeforces.com/predownloaded/98/ea/98ea5b1147f0cd47f76c0c7a19aed60be7155d6f.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAUCAYAAACJfM0wAAABW0lEQVR42q3UTSsFURzH8XPvjEFcD+XhBYgrOykLKWEhilCeF5QlkvKwYsXC0uImD5GsLCysLGTlVfAKvAzfU79bR417rpn516c79945v5n5zznHGGM+cI9r3GAdefO7ahDqOELO+a8BJxp/hRc8Gn1pQy3qFOJWL+awiQmsYgsF55xIY23GGB7sj5doNPHVjgW0Yht3GERJNxNXw25w4Y+TmtGh43PsIqhwI1UHB3rEJjxrkO1vp/5LHDyOYwzhFd0oYiptcD+OMIM1LGNSPU/VCuNMM6O37itvcKipdeDY1+ehniKfNHhFYXGmkwYnrX8F28XQJ/VZBRc1I0axhwvN41TBts9nmmZGC+UNO1msPLtHLDoXetLFUrci52yTPXjHSFYvz1YLTrV9BtUEl6oItr3d0AuMKmyZ5eDb8n4Qeu7U9nkJXWrDrGdqDvgeP9AS/sanfGHeN/AHPuNBJVs3CW8AAAAASUVORK5CYII=).

While the rover picks a random shortest path to proceed, compute the expected value of the battery charge after it reaches cell (*n*, *m*). If the cells (1, 1) and (*n*, *m*) contain anomaly, they also affect the charge of the battery.

**Input**

The first line of the input contains four integers *n*, *m*, *k* and *s* (1 ≤ *n*, *m* ≤ 100 000, 0 ≤ *k* ≤ 2000, 1 ≤ *s* ≤ 1 000 000) — the number of rows and columns of the field, the number of cells with anomaly and the initial charge of the battery respectively.

The follow *k* lines containing two integers *ri* and *ci* (1 ≤ *ri* ≤ *n*, 1 ≤ *ci* ≤ *m*) — coordinates of the cells, containing anomaly. It's guaranteed that each cell appears in this list no more than once.

**Output**

The answer can always be represented as an irreducible fraction ![http://codeforces.com/predownloaded/1d/99/1d99bb55692869d248f3e0a82cd378cfc79e13ec.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAZCAYAAADnstS2AAABT0lEQVR42q3TzStEURjH8TPDmBoWlDRIhKwoFmSjSJGFBRbyHpOEhWShptgplB1JUpTsbdiQvJSFLGz8Pb6PfpfpdN2Zhac+de/pueec+5znOPcblVjHC6YxhBkcYhhx58UcblCmd0uYwj3SuYkxzbLrTbCIV1TnDpbjQUunNHsbLjHrb6MDn9jCAiYxjy4U+fu1hDvUoUIzx1xI2OAxDlyeSKAeb8igOCq5BSua2erc5P4rNgpk5XPZAmWiVozn21ISnWqcCYyiISzRDmMT42hUL/TjTKf7EzU4VaK/fFZlLQkOZR8nevZjDM+ospdWfGDwj/9YxZMux3dJ3lEbkmjddo6joPOW9WVpSMnadc26gwHr10f1SDNG9Pdp3Zyl3AkS2pf95Jo+3saOqpPy92Zl6dEFsIO4QJ8uwUDUaVo/7+EWV0qOjF5ca1vJYPALU7w34bHBewwAAAAASUVORK5CYII=). Print the only integer *P*·*Q*- 1 modulo 109 + 7.

**Examples**

**input**

3 3 2 11  
2 1  
2 3

**output**

333333342

**input**

4 5 3 17  
1 2  
3 3  
4 1

**output**

514285727

**input**

1 6 2 15  
1 1  
1 5

**output**

4

**Note**

In the first sample, the rover picks one of the following six routes:

1. ![http://codeforces.com/predownloaded/17/e3/17e355eba0c4f50011e2aaf46c8139ab9941d4d7.png](data:image/png;base64,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), after passing cell (2, 3) charge is equal to 6.
2. ![http://codeforces.com/predownloaded/4b/b6/4bb68cf5065033188acc3290cb1eab530a2de8b1.png](data:image/png;base64,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), after passing cell (2, 3) charge is equal to 6.
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Expected value of the battery charge is calculated by the following formula:
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Thus *P* = 19, and *Q* = 3.

3- 1 modulo 109 + 7 equals 333333336.

19·333333336 = 333333342 (*mod* 109 + 7)

D. Generating Sets

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a set *Y* of *n* **distinct** positive integers *y*1, *y*2, ..., *yn*.

Set *X* of *n* **distinct** positive integers *x*1, *x*2, ..., *xn* is said to *generate* set *Y* if one can transform *X* to *Y* by applying some number of the following two operation to integers in *X*:

1. Take any integer *xi* and multiply it by two, i.e. replace *xi* with 2·*xi*.
2. Take any integer *xi*, multiply it by two and add one, i.e. replace *xi* with 2·*xi* + 1.

Note that integers in *X* are not required to be distinct after each operation.

Two sets of distinct integers *X* and *Y* are equal if they are equal as sets. In other words, if we write elements of the sets in the array in the increasing order, these arrays would be equal.

Note, that any set of integers (or its permutation) generates itself.

You are given a set *Y* and have to find a set *X* that generates *Y* and the **maximum element of *X* is mininum possible**.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 50 000) — the number of elements in *Y*.

The second line contains *n* integers *y*1, ..., *yn* (1 ≤ *yi* ≤ 109), that are guaranteed to be distinct.

**Output**

Print *n* integers — set of distinct integers that generate *Y* and the maximum element of which is minimum possible. If there are several such sets, print any of them.

**Examples**

**input**

5  
1 2 3 4 5

**output**

4 5 2 3 1

**input**

6  
15 14 3 13 1 12

**output**

12 13 14 7 3 1

**input**

6  
9 7 13 17 5 11

**output**

4 5 2 6 3 1

C. Destroying Array

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given an array consisting of *n* non-negative integers *a*1, *a*2, ..., *an*.

You are going to destroy integers in the array one by one. Thus, you are given the permutation of integers from 1 to *n* defining the order elements of the array are destroyed.

After each element is destroyed you have to find out the segment of the array, such that it contains no destroyed elements and the sum of its elements is maximum possible. The sum of elements in the empty segment is considered to be 0.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the length of the array.

The second line contains *n* integers *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 109).

The third line contains a permutation of integers from 1 to *n* — the order used to destroy elements.

**Output**

Print *n* lines. The *i*-th line should contain a single integer — the maximum possible sum of elements on the segment containing no destroyed elements, after first *i* operations are performed.

**Examples**

**input**

4  
1 3 2 5  
3 4 1 2

**output**

5  
4  
3  
0

**input**

5  
1 2 3 4 5  
4 2 3 5 1

**output**

6  
5  
5  
1  
0

**input**

8  
5 5 4 4 6 6 5 5  
5 2 8 7 1 3 4 6

**output**

18  
16  
11  
8  
8  
6  
6  
0

**Note**

Consider the first sample:

1. Third element is destroyed. Array is now 1 3  \*  5. Segment with maximum sum 5 consists of one integer 5.
2. Fourth element is destroyed. Array is now 1 3  \*   \* . Segment with maximum sum 4 consists of two integers 1 3.
3. First element is destroyed. Array is now  \*  3  \*   \* . Segment with maximum sum 3 consists of one integer 3.
4. Last element is destroyed. At this moment there are no valid nonempty segments left in this array, so the answer is equal to 0.

B. Verse Pattern

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a text consisting of *n* lines. Each line contains some space-separated words, consisting of lowercase English letters.

We define a syllable as a string that contains exactly one vowel and any arbitrary number (possibly none) of consonants. In English alphabet following letters are considered to be vowels: 'a', 'e', 'i', 'o', 'u' and 'y'.

Each word of the text that contains at least one vowel can be divided into syllables. Each character should be a part of exactly one syllable. For example, the word "mamma" can be divided into syllables as "ma" and "mma", "mam" and "ma", and "mamm" and "a". Words that consist of only consonants should be ignored.

The verse patterns for the given text is a sequence of *n* integers *p*1, *p*2, ..., *pn*. Text matches the given verse pattern if for each *i* from 1to *n* one can divide words of the *i*-th line in syllables in such a way that the total number of syllables is equal to *pi*.

You are given the text and the verse pattern. Check, if the given text matches the given verse pattern.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of lines in the text.

The second line contains integers *p*1, ..., *pn* (0 ≤ *pi* ≤ 100) — the verse pattern.

Next *n* lines contain the text itself. Text consists of lowercase English letters and spaces. It's guaranteed that all lines are non-empty, each line starts and ends with a letter and words are separated by exactly one space. The length of each line doesn't exceed 100characters.

**Output**

If the given text matches the given verse pattern, then print "YES" (without quotes) in the only line of the output. Otherwise, print "NO" (without quotes).

**Examples**

**input**

3  
2 2 3  
intel  
code  
ch allenge

**output**

YES

**input**

4  
1 2 3 1  
a  
bcdefghi  
jklmnopqrstu  
vwxyz

**output**

NO

**input**

4  
13 11 15 15  
to be or not to be that is the question  
whether tis nobler in the mind to suffer  
the slings and arrows of outrageous fortune  
or to take arms against a sea of troubles

**output**

YES

**Note**

In the first sample, one can split words into syllables in the following way:

in-tel  
co-de  
ch al-len-ge

Since the word "ch" in the third line doesn't contain vowels, we can ignore it. As the result we get 2 syllabels in first two lines and 3syllables in the third one.

A. Broken Clock

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given a broken clock. You know, that it is supposed to show time in 12- or 24-hours HH:MM format. In 12-hours format hours change from 1 to 12, while in 24-hours it changes from 0 to 23. In both formats minutes change from 0 to 59.

You are given a time in format HH:MM that is currently displayed on the broken clock. Your goal is to change minimum number of digits in order to make clocks display the correct time in the given format.

For example, if 00:99 is displayed, it is enough to replace the second 9 with 3 in order to get 00:39 that is a correct time in 24-hours format. However, to make 00:99 correct in 12-hours format, one has to change at least two digits. Additionally to the first change one can replace the second 0 with 1 and obtain 01:39.

**Input**

The first line of the input contains one integer 12 or 24, that denote 12-hours or 24-hours format respectively.

The second line contains the time in format HH:MM, that is currently displayed on the clock. First two characters stand for the hours, while next two show the minutes.

**Output**

The only line of the output should contain the time in format HH:MM that is a correct time in the given format. It should differ from the original in as few positions as possible. If there are many optimal solutions you can print any of them.

**Examples**

**input**

24  
17:30

**output**

17:30

**input**

12  
17:30

**output**

07:30

**input**

24  
99:99

**output**

09:09

E. Road to Home

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Once Danil the student was returning home from tram stop lately by straight road of length *L*. The stop is located at the point *x* = 0, but the Danil's home — at the point *x* = *L*. Danil goes from *x* = 0 to *x* = *L* with a constant speed and does not change direction of movement.

There are *n* street lights at the road, each of which lights some continuous segment of the road. All of the *n* lightened segments do not share common points.

Danil loves to sing, thus he wants to sing his favourite song over and over again during his walk. As soon as non-lightened segments of the road scare him, he sings only when he goes through the lightened segments.

Danil passes distance *p* while performing his favourite song once. Danil can't start another performance if the segment passed while performing is not fully lightened. Moreover, if Danil has taken a pause between two performances, he is not performing while not having passed a segment of length at least *t*. Formally,

1. Danil can start single performance at a point *x* only if every point of segment [*x*, *x* + *p*] is lightened;
2. If Danil has finished performing at a point *x* + *p*, then the next performance can be started only at a point *y* such that *y* = *x* + *p* or *y* ≥ *x* + *p* + *t* satisfying the statement under the point 1.
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Determine how many times Danil can perform his favourite song during his walk from *x* = 0 to *x* = *L*.

Please note that Danil does not break a single performance, thus, started singing another time, he finishes singing when having a segment of length of *p* passed from the performance start point.

**Input**

The first line of the input contains four integers *L*, *n*, *p* and *t* (1 ≤ *L* ≤ 109, 0 ≤ *n* ≤ 100 000, 1 ≤ *p* ≤ 109, 1 ≤ *t* ≤ 109) — the length of the Danil's path, the number of street lights at the road, the distance Danil passes while doing single performance and the minimum distance of pause respectively.

The next *n* lines describe segments lightened by street lights. *i*-th of them contains two integers *li*, *ri* (0 ≤ *li* < *ri* ≤ *L*) — the endpoints of the segment lightened by *i*-th street light. It is guaranteed that no two segments are intersecting, nesting, or touching each other. The segments are given in the order from left to right.

**Output**

Print the only integer — the maximum number of performances of Danil's favourite song on the path from *x* = 0 to *x* = *L*.

**Examples**

**input**

17 2 2 6  
0 9  
13 17

**output**

5

**input**

12 2 2 2  
0 5  
6 11

**output**

4

**input**

12 2 2 4  
0 5  
6 11

**output**

3

**Note**

The first sample case is just about corresponding to the picture from the statement.

D. Maxim and Array

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Recently Maxim has found an array of *n* integers, needed by no one. He immediately come up with idea of changing it: he invented positive integer *x* and decided to add or subtract it from arbitrary array elements. Formally, by applying single operation Maxim chooses integer *i* (1 ≤ *i* ≤ *n*) and replaces the *i*-th element of array *ai* either with *ai* + *x* or with *ai* - *x*. Please note that the operation may be applied more than once to the same position.

Maxim is a curious minimalis, thus he wants to know what is the minimum value that the product of all array elements (i.e. ![http://codeforces.com/predownloaded/4d/5a/4d5ae9233afc8f3ab70c1a3f505413c96f0e1b8b.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAoCAYAAACSN4jeAAAC00lEQVR42u2YXUgUURiG58dsy9Xd2OwHzSQjKCO1IvrfIjMVsr8NSrGIkFWLCqIIutMuhKwo6CaiIqygKKI7DaGguyKCqKCLIIjoRrroTgh6P3yF02FnYXDOzF74wQPOembn3fOd+b73HMvKH7XgJNgFtoCjoBskrQhjFmijmGGwAcwD98D2qIUtBWfBAD+bA56B9VbEMRPcBnt5vRk8BQtALEphFeAFZ07iArgINoJlUQprYBpn8zoDzoEmzmakqSxVrovAXFBsTUcBhwNquK5WkYY81GvjFpsSNgOcAK/Bb/Ad3AU3PRgCP8EYeMlCbJsSZ7MNfQVfQDVnskhDxq0EP8A7jrNNp7QcvKWwRXnGLacwaVfxMNaaX2Ej08IMCpMXrA7sACtAAqSiFlYCzoDTvHc3eADORynMpqAhzpJEFfgIsjnGOmEJq6WIfdpnH8BabaykuTcsYZLCT9r3dYA3NAVq1Hs55KCFSVpugedc/JNxjSbU5fqz6GRKw1pjDgVcV7qDvImvQBef10hTehBcUoyp8VT2sL+69HiSxs9M2SbuIRrZ5h6DdWEJS3FTc4gvgFjzU+QA05dgCbnvlU5TdSxGa5RUim2Fsr5kNm+A4ywlnsJkqitDbEny3IdMaSbXgPngPfhG4+gV0lp+gVFQFpAf3AP26zPmMPeD4A8Y52uepgdTNyhNbCd/aRT7wJoAPJnNlP4X8vAj4ArFDfLvLm2rFueilf9dVsZmwjCLBRcF+YvlmKnTpzhZDwtBC4umY0LYarDN5z1ydLAVXOXxlBu0qJIp1iJ5Qe4ELaySbaGP2zCLtjfN2dBJc4PrmhbWpjTPSdMmAtrB4RzI581aCTEiTIyanLE+mkIFNyLMYaHs5UlhnP0qywfqZHnCaHzGyrlJ2AlarYmz1yr2Qi9qKMKlXZGdzhP+sMDOzopZg46BJT7vTbKN9bNF9XhZFr/xD/X9nS7CZczzAAAAAElFTkSuQmCC)) can reach, if Maxim would apply no more than *k* operations to it. Please help him in that.

**Input**

The first line of the input contains three integers *n*, *k* and *x* (1 ≤ *n*, *k* ≤ 200 000, 1 ≤ *x* ≤ 109) — the number of elements in the array, the maximum number of operations and the number invented by Maxim, respectively.

The second line contains *n* integers *a*1, *a*2, ..., *an* (![http://codeforces.com/predownloaded/99/f0/99f0b23d9ccd46839a6d9f9821172bc3db4b1a60.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAAAUCAYAAAAuoXvLAAADT0lEQVR42u2Yy0tUURzH55GO44xOjaVpD4uyJswcq5mIYnpBTWElYioxkRU9sAwRjBaVBGEUvcuSHrYJCloFQbSLFhUtgqCCCFq1itr0F/T9wffC4TT3cmfmDFr0gw+j5945957v+b3OeDz/zbJSkAY7QQZsBJPkwm5QYugh5aALhP5CgbaDETAN1IBrYLVcuAfKDD1kCrgCouO40CoQtrkmjjAXLKYIlvmpwzFl7CRF8twxLNAlQwIFwAqwl/M6WQQsBO3gKVhl8279DKEU6ANtFEe4DwaV+0+BlxNRIAnPdeACuAG2UiwnS4CDYAD8Auu16z5wHAwp6aQOPLTCCNYJblJsWccj8H4iCVQJWsF1hmnaIVR08/KzCfygwKrVg1dgjTY+DG7RgwJ8vuTQTcxHT5wE8jJhTecOeIsk0FTQwRc6T/cP5LlBcRuBROyvYJ42fhi8oddUg0Y+u5QbdcROIPnCHrCPLt7B+JxtSCARuxb0gFEmxIRVVgswO4EOgS9gpjbew/H5ShWL0NOGKdofAgXBOSapIBcj8fuZE5kQKAaegzGGhSmzE2iA+aRGG++kZzUzWsQRtvGz1rpJF6gbvAazlLFBVocyrWSmOHGuAkUV7zkBlhnwnkIEiivJPKinE1WgEHd2lDdbHaZk+zPa5BX0soYCclAVX3KU86cKLBh2AvUzlGZo4xkKtMRpUlWgBn4ho1yXcviWGd6rqOtj9jdRxSTuN4Or4CLb/JBBgaQyfWOTqFov+JBFOFuBloJPWqMlPcU7Tt5EN5VctAus1dyx0D6onAnyLEt9u4sm0Y1Asq6PYLk2PsRSHnArkFSpFyDJ/8Ns1p5xR3eARfSmboaGvwiddAnz0mmGccTl91rAzyyNogj/gB6jjj1mpfa4FcjPjvQo1W7jpGMMgTQXX88y2FfEo4b1PnXMg062AOxniH4Ht8EBLbckWcYTLCwZeurkXASyzkDikivZB/h4uEsww4vNoWs2sgMulkBuLcpS3UxRrL+rs3TUstFbwAbt3V0L5Ma6uBtxipmrQBVcSIsLYgZ/jsnL8hEoyeaxNU8PiimHUSdG+JzIeAp0N8/eozJLbhCBLrs8avhd4hvvX9J6DbpwmGe4sOcfsd/oQJQZecLLxwAAAABJRU5ErkJggg==)) — the elements of the array found by Maxim.

**Output**

Print *n* integers *b*1, *b*2, ..., *bn* in the only line — the array elements after applying no more than *k* operations to the array. In particular, ![http://codeforces.com/predownloaded/83/1c/831cc5bea4cea6aa07e411a95acaa76959eecd76.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAQCAYAAADH/1trAAAEgElEQVR42u2Y228UVRzHt5fd0m6hLNAWWgSsbQkgtlBLQZSWi3KTIkXBSJAKCqRpFAiXGKOxogGhgELwQRASfSKRi+ENNDxgwi0YjUoNd3jyz+B7zGfML5PdnWFZTNP6Sz7ZzvScM2d+9zORSO+XAaJDnBUnRCLSd2S2+F5cEpMi/URyRIk4Io6K/D70boWiVdwWUyP9SAaKH4nUviZTRE9vNqiLqKiIhSQaYs2nxW/i2T5o0Cbx1+My6CgxWYxE2UUZrPGE+ETsC8l25qSTFeJnMU7UiRqRl8X3rqSGNYgC9NDIswpw0kocqp5U6Zc4a8xhbqpa7xy4ljFV4vmHjNAC5rtnDWI9p5cJZLJ/BzmlbRbPiaWiW3RmoJw4m50ekkbmpIv4L8R5sQSP/kC8zv+ykVEWiVPispgvXkTBB8Q2dPISz94jPsLhPRkjusSr4hnGdmF8K8PFh+Id1p/F9U3WDpIidNAslovdPNM972vxufdC7eKYKGfiaHFNbOwFKWmwOIcivYwxk5o6LItlok3cFS8bR3GGvoXyvIzQQvqvNko+JN7zOdhiOtgy0wB9JT7zOcNSntsUYo9zzLhSbLSek4Bzvk0RQvWqeM1MHit+JYKsFIvVoiKgc6vnwWGYFJDaJ6LARl+7f4Pa6pWKt1KkwrDSSi0bb+418xxbu+u412DG9Jhrm8Z/EW9w/YK4kyS1hm2KYjiT945uT78bvcS9fsSljz9RiifOuBdNxHoyCMWVBtTQT8V+8WUAbswOUlYqeZN0a2tSJ8qv4tr9rqR0ZCqLUVC1udeCsuvMvXpSpGfkdeIeqdZKKY7YbfbsHOGpDJuiHF/fsIbMNdg/8LQ4ac53buIu8S0LFJj7xSHTV4x5YYgF1EK3l8Mi1zQV34kfmJ+fYfOWzKB/pDBofRqDrg0w6C6uO0jfNVnocvOomft9evnH4GeoT55S3SH+JzaQoHDn0Ri860vNQYYNQ5C42vCxua4llbVhyLni/ZBNRVDK9Udoc5IIrcOgDSb19ZBSrVSzXptJrbfoaq1MxaBB+8+nqYpiF9f1rzK6dn3FiAhFeq/J08vEdbxzCoYcSUFe4zN+MhlOce4KyRZvIynEpbSdpgHZTkqPodRG0lr7IxgzStd8nZqdhwIXYIRp5p7Tx30xg+uY0WGxWc81Sd8QIN5JYjcRW2j07VLx3wROuq9gLTSC4xnron+ecZ5WL5uO4hiwhJuz8PhOorGEjY7g09srAcopoY1uDcm8gO+zrkvcyv7WgqekoZzBTvGbieTSzbpO9QI1fSKRf5BeohvnmckR6jK/TaYTX4fOFuL4G5M0jwmy3NscjRbSpV7h02a6tDuNMcuJ+pUEw1w684S/e601xwBn6SdpgmyuP86Rpvw/PrrE2V+FqRmerKaWlCVrEB7i02ICRxnCMaCYv+29uO9eoa/ElONYlWk+fOTyHjXst4imbnRAL5DLO1aZjx0V2CmjZnA9qW7GI0RDtiWfr03tRHpZ5H8JLa4Z2MAZMNpL9pSDITtIiTn93UgPAP7TyxDrkG/5AAAAAElFTkSuQmCC) should stay true for every 1 ≤ *i* ≤ *n*, but the product of all array elements should be **minimum possible**.

If there are multiple answers, print any of them.

**Examples**

**input**

5 3 1  
5 4 3 5 2

**output**

5 4 3 5 -1

**input**

5 3 1  
5 4 3 5 5

**output**

5 4 0 5 5

**input**

5 3 1  
5 4 4 5 5

**output**

5 1 4 5 5

**input**

3 2 7  
5 4 2

**output**

5 11 -5

C. Journey

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Recently Irina arrived to one of the most famous cities of Berland — the Berlatov city. There are *n* showplaces in the city, numbered from 1 to *n*, and some of them are connected by one-directional roads. The roads in Berlatov are designed in a way such that there **are no** cyclic routes between showplaces.

Initially Irina stands at the showplace 1, and the endpoint of her journey is the showplace *n*. Naturally, Irina wants to visit as much showplaces as she can during her journey. However, Irina's stay in Berlatov is limited and she can't be there for more than *T* time units.

Help Irina determine how many showplaces she may visit during her journey from showplace 1 to showplace *n* within a time not exceeding *T*. It is guaranteed that there is at least one route from showplace 1 to showplace *n* such that Irina will spend no more than *T*time units passing it.

**Input**

The first line of the input contains three integers *n*, *m* and *T* (2 ≤ *n* ≤ 5000,  1 ≤ *m* ≤ 5000,  1 ≤ *T* ≤ 109) — the number of showplaces, the number of roads between them and the time of Irina's stay in Berlatov respectively.

The next *m* lines describes roads in Berlatov. *i*-th of them contains 3 integers *ui*, *vi*, *ti* (1 ≤ *ui*, *vi* ≤ *n*, *ui* ≠ *vi*, 1 ≤ *ti* ≤ 109), meaning that there is a road starting from showplace *ui* and leading to showplace *vi*, and Irina spends *ti* time units to pass it. It is guaranteed that the roads do not form cyclic routes.

**It is guaranteed, that there is at most one road between each pair of showplaces.**

**Output**

Print the single integer *k* (2 ≤ *k* ≤ *n*) — the maximum number of showplaces that Irina can visit during her journey from showplace 1 to showplace *n* within time not exceeding *T*, in the first line.

Print *k* distinct integers in the second line — indices of showplaces that Irina will visit on her route, in the order of encountering them.

If there are multiple answers, print any of them.

**Examples**

**input**

4 3 13  
1 2 5  
2 3 7  
2 4 8

**output**

3  
1 2 4

**input**

6 6 7  
1 2 2  
1 3 3  
3 6 3  
2 4 2  
4 6 2  
6 5 1

**output**

4  
1 2 4 6

**input**

5 5 6  
1 3 3  
3 5 3  
1 2 2  
2 4 3  
4 5 2

**output**

3  
1 3 5

B. Passwords

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vanya is managed to enter his favourite site Codehorses. Vanya uses *n* distinct passwords for sites at all, however he can't remember which one exactly he specified during Codehorses registration.

Vanya will enter passwords in order of non-decreasing their lengths, and he will enter passwords of same length in arbitrary order. Just when Vanya will have entered the correct password, he is immediately authorized on the site. Vanya will not enter any password twice.

Entering any passwords takes one second for Vanya. But if Vanya will enter wrong password *k* times, then he is able to make the next try only 5 seconds after that. Vanya makes each try immediately, that is, at each moment when Vanya is able to enter password, he is doing that.

Determine how many seconds will Vanya need to enter Codehorses in the best case for him (if he spends minimum possible number of second) and in the worst case (if he spends maximum possible amount of seconds).

**Input**

The first line of the input contains two integers *n* and *k* (1 ≤ *n*, *k* ≤ 100) — the number of Vanya's passwords and the number of failed tries, after which the access to the site is blocked for 5 seconds.

The next *n* lines contains passwords, one per line — pairwise distinct non-empty strings consisting of latin letters and digits. Each password length does not exceed 100 characters.

The last line of the input contains the Vanya's Codehorses password. It is guaranteed that the Vanya's Codehorses password is equal to some of his *n* passwords.

**Output**

Print two integers — time (in seconds), Vanya needs to be authorized to Codehorses in the best case for him and in the worst case respectively.

**Examples**

**input**

5 2  
cba  
abc  
bb1  
abC  
ABC  
abc

**output**

1 15

**input**

4 100  
11  
22  
1  
2  
22

**output**

3 4

**Note**

Consider the first sample case. As soon as all passwords have the same length, Vanya can enter the right password at the first try as well as at the last try. If he enters it at the first try, he spends exactly 1 second. Thus in the best case the answer is 1. If, at the other hand, he enters it at the last try, he enters another 4 passwords before. He spends 2 seconds to enter first 2 passwords, then he waits 5seconds as soon as he made 2 wrong tries. Then he spends 2 more seconds to enter 2 wrong passwords, again waits 5 seconds and, finally, enters the correct password spending 1 more second. In summary in the worst case he is able to be authorized in 15 seconds.

Consider the second sample case. There is no way of entering passwords and get the access to the site blocked. As soon as the required password has length of 2, Vanya enters all passwords of length 1 anyway, spending 2 seconds for that. Then, in the best case, he immediately enters the correct password and the answer for the best case is 3, but in the worst case he enters wrong password of length 2 and only then the right one, spending 4 seconds at all.

A. One-dimensional Japanese Crossword

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Recently Adaltik discovered japanese crosswords. Japanese crossword is a picture, represented as a table sized *a* × *b* squares, and each square is colored white or black. There are integers to the left of the rows and to the top of the columns, encrypting the corresponding row or column. The number of integers represents how many groups of black squares there are in corresponding row or column, and the integers themselves represents the number of consecutive black squares in corresponding group (you can find more detailed explanation in Wikipedia <https://en.wikipedia.org/wiki/Japanese_crossword>).

Adaltik decided that the general case of japanese crossword is too complicated and drew a row consisting of *n* squares (e.g. japanese crossword sized 1 × *n*), which he wants to encrypt in the same way as in japanese crossword.

![http://codeforces.com/predownloaded/23/5e/235efd2941598fa2c5d57c67f3506c0f94bf156e.png](data:image/png;base64,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)The example of encrypting of a single row of japanese crossword.

Help Adaltik find the numbers encrypting the row he drew.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100) — the length of the row. The second line of the input contains a single string consisting of *n* characters 'B' or 'W', ('B' corresponds to black square, 'W' — to white square in the row that Adaltik drew).

**Output**

The first line should contain a single integer *k* — the number of integers encrypting the row, e.g. the number of groups of black squares in the row.

The second line should contain *k* integers, encrypting the row, e.g. corresponding to sizes of groups of consecutive black squares in the order from left to right.

**Examples**

**input**

3  
BBW

**output**

1  
2

**input**

5  
BWBWB

**output**

3  
1 1 1

**input**

4  
WWWW

**output**

0

**input**

4  
BBBB

**output**

1  
4

**input**

13  
WBBBBWWBWBBBW

**output**

3  
4 1 3

**Note**

The last sample case correspond to the picture in the statement.

F. Array Covering

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Misha has an array of integers of length *n*. He wants to choose *k* different continuous subarrays, so that each element of the array belongs to at least one of the chosen subarrays.

Misha wants to choose the subarrays in such a way that if he calculated the sum of elements for each subarray, and then add up all these sums, the resulting value was maximum possible.

**Input**

The first line of input contains two integers: *n*, *k* (1 ≤ *n* ≤ 100 000, 1 ≤ *k* ≤ *n*·(*n* + 1) / 2) — the number of elements in the array and the number of different subarrays that must be chosen.

The second line contains *n* integers *ai* ( - 50 000 ≤ *ai* ≤ 50 000) — the elements of the array.

**Output**

Output one integer — the maximum possible value Misha can get by choosing *k* different subarrays.

**Example**

**input**

5 4  
6 -4 -10 -4 7

**output**

11

E. Cipher

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Borya has recently found a big electronic display. The computer that manages the display stores some integer number. The number has *n* decimal digits, the display shows the encoded version of the number, where each digit is shown using some lowercase letter of the English alphabet.

There is a legend near the display, that describes how the number is encoded. For each digit position *i* and each digit *j* the character *c*is known, that encodes this digit at this position. Different digits can have the same code characters.

Each second the number is increased by 1. And one second after a moment when the number reaches the value that is represented as *n* 9-s in decimal notation, the loud beep sounds.

Andrew knows the number that is stored in the computer. Now he wants to know how many seconds must pass until Borya can definitely tell what was the original number encoded by the display. Assume that Borya can precisely measure time, and that the encoded number will first be increased exactly one second after Borya started watching at the display.

**Input**

Input data contains multiple test cases. The first line of input contains *t* (1 ≤ *t* ≤ 100) — the number of test cases.

Each test case is described as follows. The first line of the description contains *n* (1 ≤ *n* ≤ 18) — the number of digits in the number. The second line contains *n* decimal digits without spaces (but possibly with leading zeroes) — the number initially stored in the display computer. The following *n* lines contain 10 characters each. The *j*-th character of the *i*-th of these lines is the code character for a digit *j* - 1 in position *i*, most significant digit positions are described first.

**Output**

For each test case print an integer: the number of seconds until Borya definitely knows what was the initial number stored on the display of the computer. Do not print leading zeroes.

**Example**

**input**

3  
2  
42  
abcdefghij  
jihgfedcba  
2  
42  
aaaaaaaaaa  
aaaaaaaaaa  
1  
2  
abcdabcdff

**output**

0  
58  
2

D. Slalom

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Little girl Masha likes winter sports, today she's planning to take part in slalom skiing.

The track is represented as a grid composed of *n* × *m* squares. There are rectangular obstacles at the track, composed of grid squares. Masha must get from the square (1, 1) to the square (*n*, *m*). She can move from a square to adjacent square: either to the right, or upwards. If the square is occupied by an obstacle, it is not allowed to move to that square.

One can see that each obstacle can actually be passed in two ways: either it is to the right of Masha's path, or to the left. Masha likes to try all ways to do things, so she would like to know how many ways are there to pass the track. Two ways are considered different if there is an obstacle such that it is to the right of the path in one way, and to the left of the path in the other way.

Help Masha to find the number of ways to pass the track. The number of ways can be quite big, so Masha would like to know it modulo 109 + 7.
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**Input**

The first line of input data contains three positive integers: *n*, *m* and *k* (3 ≤ *n*, *m* ≤ 106, 0 ≤ *k* ≤ 105) — the size of the track and the number of obstacles.

The following *k* lines contain four positive integers each: *x*1, *y*1, *x*2, *y*2 (1 ≤ *x*1 ≤ *x*2 ≤ *n*, 1 ≤ *y*1 ≤ *y*2 ≤ *m*) — coordinates of bottom left, and top right squares of the obstacle.

It is guaranteed that there are no obstacles at squares (1, 1) and (*n*, *m*), and no obstacles overlap (but some of them may touch).

**Output**

Output one integer — the number of ways to pass the track modulo 109 + 7.

**Examples**

**input**

3 3 0

**output**

1

**input**

4 5 1  
2 2 3 4

**output**

2

**input**

5 5 3  
2 2 2 3  
4 2 5 2  
4 4 4 4

**output**

3

C. Homework

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Today Peter has got an additional homework for tomorrow. The teacher has given three integers to him: *n*, *m* and *k*, and asked him to mark one or more squares on a square grid of size *n* × *m*.

The marked squares must form a connected figure, and there must be exactly *k* triples of marked squares that form an L-shaped tromino — all three squares are inside a 2 × 2 square.

The set of squares forms a connected figure if it is possible to get from any square to any other one if you are allowed to move from a square to any adjacent by a common side square.

Peter cannot fulfill the task, so he asks you for help. Help him to create such figure.

**Input**

Input data contains one or more test cases. The first line contains the number of test cases *t* (1 ≤ *t* ≤ 100).

Each of the following *t* test cases is described by a line that contains three integers: *n*, *m* and *k* (3 ≤ *n*, *m*, *n* × *m* ≤ 105, 0 ≤ *k* ≤ 109).

The sum of values of *n* × *m* for all tests in one input data doesn't exceed 105.

**Output**

For each test case print the answer.

If it is possible to create such figure, print *n* lines, *m* characters each, use asterisk '\*' to denote the marked square, and dot '.' to denote the unmarked one.

If there is no solution, print -1.

Print empty line between test cases.

**Example**

**input**

3  
3 3 4  
3 3 5  
3 3 3

**output**

.\*.  
\*\*\*  
.\*.  
  
\*\*.  
\*\*.  
\*..  
  
.\*.  
\*\*\*  
\*..

B. Cactusophobia

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Tree is a connected undirected graph that has no cycles. Edge cactus is a connected undirected graph without loops and parallel edges, such that each edge belongs to at most one cycle.

Vasya has an edge cactus, each edge of this graph has some color.

Vasya would like to remove the minimal number of edges in such way that his cactus turned to a tree. Vasya wants to make it in such a way that there were edges of as many different colors in the resulting tree, as possible. Help him to find how many different colors can the resulting tree have.

**Input**

The first line contains two integers: *n*, *m* (2 ≤ *n* ≤ 10 000) — the number of vertices and the number of edges in Vasya's graph, respectively.

The following *m* lines contain three integers each: *u*, *v*, *c* (1 ≤ *u*, *v* ≤ *n*, *u* ≠ *v*, 1 ≤ *c* ≤ *m*) — the numbers of vertices connected by the corresponding edge, and its color. It is guaranteed that the described graph is indeed an edge cactus.

**Output**

Output one integer: the maximal number of different colors that the resulting tree can have.

**Examples**

**input**

4 4  
1 2 4  
2 3 1  
3 4 2  
4 2 3

**output**

3

**input**

7 9  
1 2 1  
2 3 4  
3 1 5  
1 4 5  
4 5 2  
5 1 6  
1 6 4  
6 7 6  
7 1 3

**output**

6

A. Closing ceremony

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

The closing ceremony of Squanch Code Cup is held in the big hall with *n* × *m* seats, arranged in *n* rows, *m* seats in a row. Each seat has two coordinates (*x*, *y*) (1 ≤ *x* ≤ *n*, 1 ≤ *y* ≤ *m*).

There are two queues of people waiting to enter the hall: *k* people are standing at (0, 0) and *n*·*m* - *k* people are standing at (0, *m* + 1). Each person should have a ticket for a specific seat. If person *p* at (*x*, *y*) has ticket for seat (*xp*, *yp*) then he should walk |*x* - *xp*| + |*y* - *yp*|to get to his seat.

Each person has a stamina — the maximum distance, that the person agrees to walk. You should find out if this is possible to distribute all *n*·*m* tickets in such a way that each person has enough stamina to get to their seat.

**Input**

The first line of input contains two integers *n* and *m* (1 ≤ *n*·*m* ≤ 104) — the size of the hall.

The second line contains several integers. The first integer *k* (0 ≤ *k* ≤ *n*·*m*) — the number of people at (0, 0). The following *k* integers indicate stamina of each person there.

The third line also contains several integers. The first integer *l* (*l* = *n*·*m* - *k*) — the number of people at (0, *m* + 1). The following *l*integers indicate stamina of each person there.

The stamina of the person is a positive integer less that or equal to *n* + *m*.

**Output**

If it is possible to distribute tickets between people in the described manner print "YES", otherwise print "NO".

**Examples**

**input**

2 2  
3 3 3 2  
1 3

**output**

YES

**input**

2 2  
3 2 3 3  
1 2

**output**

NO

B. Anatoly and Cockroaches

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Anatoly lives in the university dorm as many other students do. As you know, cockroaches are also living there together with students. Cockroaches might be of two colors: black and red. There are *n* cockroaches living in Anatoly's room.

Anatoly just made all his cockroaches to form a single line. As he is a perfectionist, he would like the colors of cockroaches in the line to **alternate**. He has a can of black paint and a can of red paint. In one turn he can either swap any two cockroaches, or take any single cockroach and change it's color.

Help Anatoly find out the minimum number of turns he needs to make the colors of cockroaches in the line alternate.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the number of cockroaches.

The second line contains a string of length *n*, consisting of characters 'b' and 'r' that denote black cockroach and red cockroach respectively.

**Output**

Print one integer — the minimum number of moves Anatoly has to perform in order to make the colors of cockroaches in the line to alternate.

**Examples**

**input**

5  
rbbrr

**output**

1

**input**

5  
bbbbb

**output**

2

**input**

3  
rbr

**output**

0

**Note**

In the first sample, Anatoly has to swap third and fourth cockroaches. He needs 1 turn to do this.

In the second sample, the optimum answer is to paint the second and the fourth cockroaches red. This requires 2 turns.

In the third sample, the colors of cockroaches in the line are alternating already, thus the answer is 0.

A. Vitya in the Countryside

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Every summer Vitya comes to visit his grandmother in the countryside. This summer, he got a huge wart. Every grandma knows that one should treat warts when the moon goes down. Thus, Vitya has to catch the moment when the moon is down.

Moon cycle lasts 30 days. The size of the visible part of the moon (in Vitya's units) for each day is 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 14, 13, 12, 11, 10, 9, 8, 7, 6, 5, 4, 3, 2, 1, and then cycle repeats, thus after the second 1 again goes 0.

As there is no internet in the countryside, Vitya has been watching the moon for *n* consecutive days and for each of these days he wrote down the size of the visible part of the moon. Help him find out whether the moon will be up or down next day, or this cannot be determined by the data he has.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 92) — the number of consecutive days Vitya was watching the size of the visible part of the moon.

The second line contains *n* integers *ai* (0 ≤ *ai* ≤ 15) — Vitya's records.

It's guaranteed that the input data is consistent.

**Output**

If Vitya can be sure that the size of visible part of the moon on day *n* + 1 will be less than the size of the visible part on day *n*, then print "DOWN" at the only line of the output. If he might be sure that the size of the visible part will increase, then print "UP". If it's impossible to determine what exactly will happen with the moon, print -1.

**Examples**

**input**

5  
3 4 5 6 7

**output**

UP

**input**

7  
12 13 14 15 14 13 12

**output**

DOWN

**input**

1  
8

**output**

-1

**Note**

In the first sample, the size of the moon on the next day will be equal to 8, thus the answer is "UP".

In the second sample, the size of the moon on the next day will be 11, thus the answer is "DOWN".

In the third sample, there is no way to determine whether the size of the moon on the next day will be 7 or 9, thus the answer is -1.

E. Matvey's Birthday

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Today is Matvey's birthday. He never knows what to ask as a present so friends gave him a string *s* of length *n*. This string consists of only first eight English letters: 'a', 'b', ..., 'h'.

First question that comes to mind is: who might ever need some string? Matvey is a special boy so he instantly found what to do with this string. He used it to build an undirected graph where vertices correspond to position in the string and there is an edge between distinct positions *a* and *b* (1 ≤ *a*, *b* ≤ *n*) if **at least one** of the following conditions hold:

1. *a* and *b* are neighbouring, i.e. |*a* - *b*| = 1.
2. Positions *a* and *b* contain equal characters, i.e. *sa* = *sb*.

Then Matvey decided to find the diameter of this graph. Diameter is a maximum distance (length of the shortest path) among all pairs of vertices. Also, Matvey wants to find the number of pairs of vertices such that the distance between them is equal to the diameter of the graph. As he is very cool and experienced programmer he managed to solve this problem very fast. Will you do the same?

**Input**

The first line of the input contains a single integer *n* (2 ≤ *n* ≤ 100 000) — the length of the string.

The second line contains the string *s* itself. It's guaranteed that *s* consists of only first eight letters of English alphabet.

**Output**

Print two integers — the diameter of the graph and the number of pairs of positions with the distance equal to the diameter.

**Examples**

**input**

3  
abc

**output**

2 1

**input**

7  
aaabaaa

**output**

2 4

**Note**

Consider the second sample.

The maximum distance is 2. It's obtained for pairs (1, 4), (2, 4), (4, 6) and (4, 7).

D. Andrew and Chemistry

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

*During the chemistry lesson Andrew learned that the saturated hydrocarbons (alkanes) enter into radical chlorination reaction. Andrew is a very curious boy, so he wondered how many different products of the reaction may be forms for a given alkane. He managed to solve the task for small molecules, but for large ones he faced some difficulties and asks you to help.*

Formally, you are given a tree consisting of *n* vertices, such that the degree of each vertex doesn't exceed 4. You have to count the number of distinct non-isomorphic trees that can be obtained by adding to this tree one new vertex and one new edge, such that the graph is still the tree and the degree of each vertex doesn't exceed 4.

Two trees are isomorphic if there exists a bijection *f*(*v*) such that vertices *u* and *v* are connected by an edge if and only if vertices *f*(*v*)and *f*(*u*) are connected by an edge.

**Input**

The first line of the input contains an integer *n* (1 ≤ *n* ≤ 100 000) — the number of vertices in the tree.

Then follow *n* - 1 lines with edges descriptions. Each edge is given by two integers *ui* and *vi* (1 ≤ *ui*, *vi* ≤ *n*) — indices of vertices connected by an edge. It's guaranteed that the given graph is a tree and the degree of each vertex doesn't exceed 4.

**Output**

Print one integer — the answer to the question.

**Examples**

**input**

4  
1 2  
2 3  
2 4

**output**

2

**input**

5  
1 2  
1 3  
1 4  
1 5

**output**

1

**input**

5  
2 5  
5 3  
4 3  
4 1

**output**

3

**Note**

In the first sample, one can add new vertex to any existing vertex, but the trees we obtain by adding a new vertex to vertices 1, 3 and 4are isomorphic, thus the answer is 2.

In the second sample, one can't add new vertex to the first vertex, as its degree is already equal to four. Trees, obtained by adding a new vertex to vertices 2, 3, 4 and 5 are isomorphic, thus the answer is 1.

C. Sasha and Array

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Sasha has an array of integers *a*1, *a*2, ..., *an*. You have to perform *m* queries. There might be queries of two types:

1. 1 l r x — increase all integers on the segment from *l* to *r* by values *x*;
2. 2 l r — find ![http://codeforces.com/predownloaded/21/60/21609daba8f7bc13a6b19ca8be77d0d65a503521.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAVCAYAAADRhGlyAAAEdUlEQVR42t2YWWxVRRjHe2/bW6AglwpFWiJCBVLZtQYoLkDZ0hZUaNIabCCGAgm4RFAkhM2FoEIgVXFhVYJpgUQfiBA0AR6siSvhgYQEfDO+kPDEK/Cf5HebcZxz7jmX26bxS34Pd+bcc2a++dYpKMivjBKrxHKxSLwm6gr+5/KBOC4+EfuyYJ45Jk6Ib8QRMYn3JEUD/CDmiNfFG72wh0JRKhIB84+KmpD5qDKa9yTtwV3ijugUT4kZITwjXhR7xRVxl/8n2MRYsUwcFimRFoN6WHkjxRqxVqwUJc78GDxhRB6+1V+8LJ61Bx8UHeIfMS/GyyrFdvGjeMga3yk29JL3FIkPxXrxKmsZ6mx4C4efLzEH8R7hqluqxVXxm6iK8bJiFl7P7wHipJjdSwo0LvUznjMVD7Hdy6xrG4rOp7SIt/G6bjGud0scjel25WIublwh9jgW2ZNSz6FXeOb6iU976DAryQPjXHd4X9wW69xAmUWSVjAflIdgHcV1TdLYSMIqJ+a6XnVKDMvynuFicMzvm/22U3H8S0z8+F78jTv0VXlEtIoL4rxYIZ50nllGlZAMcf9XRLNYKppQSHHENZj/HvRNmDR9Q1zCVPuiFGJZF8iwAzwWuIkKwSdjSJxLeFeZOIvFpiKu4QWs3ysrceV2FtcXxSjhz5BC3ZRab3nGTZlzQHxhJReTrc+gdFvSZHCfUs13fwpaXD+Ud1PU9lEFmhBzGUX65CBu5srj4i/c1j6M38V859lJlGU+I5rFfwJltfhcDOklhSSpScvd8iBA1uLC6YB50zm96Rk3ce46cTQjjeJXTzZPhsRE02l1FYRMfkmVn4ssYFFxJIVSTkY8NKOgQyEZf0tADNyE4h+wxt6hE+tPMiohFyx3C2ZLllC4/0fGUwvW3Ic1zaa4jStLcb1smdBs9JwnZtnSSkuZ8Ix/xzsyFyBdxMsysvFkYtxuWrcgD/jKVxR/LJ7PIStmpNTTj0YRs9F36WyyycO4XFjrOU2cRiluK7af/z5BV2Hi/VaxmI5mNH19R4AhJGgh17mJYweDhTE2XsENTILTbGExw4ghEwi4tR5mMW+eG0h1PyfCN58Wv4S4V+YgjQXODOhnTcKYjisPppuaYmXmBm6pyjwGYerlr8VEO1i2YbIDYyivBNPPKLCBRXzLFVIR8dC4zUseWrk3LCZ0nAloyzIHPIMNrSZGZ+txzTc2x+yqMh71Ebc8tZ56+DmMrfv783HdoTHcrYqPXOREE1hdC3Esrhs3kRSCCtmZlA2LOOgoF7VpwkJ1DhXBKsqgOicmp0lOEzID08lKG7GWhSEstlqYa9wH7rUCdQq3aUappTT8bSzIpQ2rTbHRDVigL4mM4vpsDckmascwheuushyqguHOWlIYSKOdnHYTT7q4GsqGefYPrKGLeGT3qJ2MLcQKqwjoUz1MY9489xku14C7BsW1ETm4ZA3x9n4vOcYRK4vcgFjJycehks0UOxtsQxFx+ugErmky8GM9VKiX5EGBKffw7gHs3rvlyICFtwAAAABJRU5ErkJggg==), where *f*(*x*) is the *x*-th Fibonacci number. As this number may be large, you only have to find it modulo 109 + 7.

In this problem we define Fibonacci numbers as follows: *f*(1) = 1, *f*(2) = 1, *f*(*x*) = *f*(*x* - 1) + *f*(*x* - 2) for all *x* > 2.

Sasha is a very talented boy and he managed to perform all queries in five seconds. Will you be able to write the program that performs as well as Sasha?

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n* ≤ 100 000, 1 ≤ *m* ≤ 100 000) — the number of elements in the array and the number of queries respectively.

The next line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109).

Then follow *m* lines with queries descriptions. Each of them contains integers *tpi*, *li*, *ri* and may be *xi* (1 ≤ *tpi* ≤ 2, 1 ≤ *li* ≤ *ri* ≤ *n*, 1 ≤ *xi* ≤ 109). Here *tpi* = 1 corresponds to the queries of the first type and *tpi* corresponds to the queries of the second type.

It's guaranteed that the input will contains at least one query of the second type.

**Output**

For each query of the second type print the answer modulo 109 + 7.

**Examples**

**input**

5 4  
1 1 2 1 1  
2 1 5  
1 2 4 2  
2 2 4  
2 1 5

**output**

5  
7  
9

**Note**

Initially, array *a* is equal to 1, 1, 2, 1, 1.

The answer for the first query of the second type is *f*(1) + *f*(1) + *f*(2) + *f*(1) + *f*(1) = 1 + 1 + 1 + 1 + 1 = 5.

After the query 1 2 4 2 array *a* is equal to 1, 3, 4, 3, 1.

The answer for the second query of the second type is *f*(3) + *f*(4) + *f*(3) = 2 + 3 + 2 = 7.

The answer for the third query of the second type is *f*(1) + *f*(3) + *f*(4) + *f*(3) + *f*(1) = 1 + 2 + 3 + 2 + 1 = 9.

A. Efim and Strange Grade

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Efim just received his grade for the last test. He studies in a special school and his grade can be equal to any positive decimal fraction. First he got disappointed, as he expected a way more pleasant result. Then, he developed a tricky plan. Each second, he can ask his teacher to round the grade at any place after the decimal point (also, he can ask to round to the nearest integer).

There are *t* seconds left till the end of the break, so Efim has to act fast. Help him find what is the maximum grade he can get in no more than *t* seconds. Note, that he can choose to not use all *t* seconds. Moreover, he can even choose to not round the grade at all.

In this problem, classic rounding rules are used: while rounding number to the *n*-th digit one has to take a look at the digit *n* + 1. If it is less than 5 than the *n*-th digit remain unchanged while all subsequent digits are replaced with 0. Otherwise, if the *n* + 1 digit is greater or equal to 5, the digit at the position *n* is increased by 1 (this might also change some other digits, if this one was equal to 9) and all subsequent digits are replaced with 0. At the end, all trailing zeroes are thrown away.

For example, if the number 1.14 is rounded to the first decimal place, the result is 1.1, while if we round 1.5 to the nearest integer, the result is 2. Rounding number 1.299996121 in the fifth decimal place will result in number 1.3.

**Input**

The first line of the input contains two integers *n* and *t* (1 ≤ *n* ≤ 200 000, 1 ≤ *t* ≤ 109) — the length of Efim's grade and the number of seconds till the end of the break respectively.

The second line contains the grade itself. It's guaranteed that the grade is a positive number, containing at least one digit after the decimal points, and it's representation doesn't finish with 0.

**Output**

Print the maximum grade that Efim can get in *t* seconds. Do not print trailing zeroes.

**Examples**

**input**

6 1  
10.245

**output**

10.25

**input**

6 2  
10.245

**output**

10.3

**input**

3 100  
9.2

**output**

9.2

**Note**

In the first two samples Efim initially has grade 10.245.

During the first second Efim can obtain grade 10.25, and then 10.3 during the next second. Note, that the answer 10.30 will be considered incorrect.

In the third sample the optimal strategy is to not perform any rounding at all.

I. Cowboy Beblop at his computer

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Cowboy Beblop is a funny little boy who likes sitting at his computer. He somehow obtained two elastic hoops in the shape of 2D polygons, which are not necessarily convex. Since there's no gravity on his spaceship, the hoops are standing still in the air. Since the hoops are very elastic, Cowboy Beblop can stretch, rotate, translate or shorten their edges as much as he wants.

For both hoops, you are given the number of their vertices, as well as the position of each vertex, defined by the X , Y and Z coordinates. The vertices are given in the order they're connected: the 1st vertex is connected to the 2nd, which is connected to the 3rd, etc., and the last vertex is connected to the first one. Two hoops are connected if it's impossible to pull them to infinity in different directions by manipulating their edges, without having their edges or vertices intersect at any point – **just like when two links of a chain are connected**. **The polygons' edges do not intersect or overlap**.

To make things easier, we say that two polygons are **well-connected**, if the edges of one polygon cross the area of the other polygon in two different directions (from the upper and lower sides of the plane defined by that polygon) a different number of times.

Cowboy Beblop is fascinated with the hoops he has obtained and he would like to know whether they are well-connected or not. Since he’s busy playing with his dog, Zwei, he’d like you to figure it out for him. He promised you some sweets if you help him!

**Input**

The first line of input contains an integer *n* (3 ≤ *n* ≤ 100 000), which denotes the number of edges of the first polygon. The next N lines each contain the integers *x*, *y* and *z* ( - 1 000 000 ≤ *x*, *y*, *z* ≤ 1 000 000) — coordinates of the vertices, in the manner mentioned above. The next line contains an integer *m* (3 ≤ *m* ≤ 100 000) , denoting the number of edges of the second polygon, followed by *m*lines containing the coordinates of the second polygon’s vertices.

It is guaranteed that both polygons are simple (no self-intersections), and in general that **the obtained polygonal lines do not intersect each other**. Also, you can assume that no 3 consecutive points of a polygon lie on the same line.

**Output**

Your output should contain only one line, with the words "YES" or "NO", depending on whether the two given polygons are well-connected.

**Example**

**input**

4  
0 0 0  
2 0 0  
2 2 0  
0 2 0  
4  
1 1 -1  
1 1 1  
1 3 1  
1 3 -1

**output**

YES

**Note**
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H. Pokermon League challenge

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Welcome to the world of Pokermon, yellow little mouse-like creatures, who absolutely love playing poker!

Yeah, right…

In the ensuing Pokermon League, there are *n* registered Pokermon trainers, and *t* existing trainer teams each of which belongs to one of two conferences. Since there is a lot of jealousy between trainers, there are *e* pairs of trainers who hate each other. Their hate is mutual, there are no identical pairs among these, and no trainer hates himself (the world of Pokermon is a joyful place!). Each trainer has a wish-list of length *li* of teams he’d like to join.

Your task is to divide players into teams and the teams into two conferences, so that:

* each trainer belongs to exactly one team;
* no team is in both conferences;
* total hate between conferences is at least *e* / 2;
* every trainer is in a team from his wish-list.

Total hate between conferences is calculated as the number of pairs of trainers from teams from different conferences who hate each other.

**Input**

The first line of the input contains two integer *n* (4 ≤ *n* ≤ 50 000) and *e* (2 ≤ *e* ≤ 100 000) — the total number of Pokermon trainers and the number of pairs of trainers who hate each other.

Pokermon trainers are numbered from 1 to *n*. Next *e* lines contain two integers *a* and *b* (1 ≤ *a*, *b* ≤ *n*) indicating that Pokermon trainers *a* and *b* hate each other. Next 2*n* lines are in a following format. Starting with Pokermon trainer 1, for each trainer in consecutive order: first number *li* (16 ≤ *li* ≤ 20) — a size of Pokermon trainers wish list, then *li* positive integers *ti*,*j* (1 ≤ *ti*,*j* ≤ *T*), providing the teams the *i*-th trainer would like to be on.

Each trainers wish list will contain each team no more than once. Teams on the wish lists are numbered in such a way that the set of all teams that appear on at least 1 wish list is set of consecutive positive integers {1, 2, 3, …, *T*}. Here *T* might be up to 1 000 000.

**Output**

Print two lines. The first line should contain *n* numbers, specifying for each trainer the team he is in.

The second line should contain *T* numbers, specifying the conference for each team (1 or 2).

**Example**

**input**

4 3  
1 2  
2 3  
4 1  
16  
1 2 3 4 5 6 7 8 9 10 11 12 13 14 16 15  
16  
2 3 4 5 6 7 8 9 10 11 12 13 14 15 17 18  
16  
2 3 4 5 6 7 8 9 10 11 12 13 14 15 18 19  
16  
1 2 3 4 5 6 7 8 9 10 11 12 13 14 16 19

**output**

16 15 19 14   
2 2 2 1 1 1 2 1 1 2 1 1 1 2 2 1 1 1 1

**Note**

G. Underfail

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You have recently fallen through a hole and, after several hours of unconsciousness, have realized you are in an underground city. On one of your regular, daily walks through the unknown, you have encountered two unusually looking skeletons called Sanz and P’pairus, who decided to accompany you and give you some puzzles for seemingly unknown reasons.

One day, Sanz has created a crossword for you. Not any kind of crossword, but a 1D crossword! You are given *m* words and a string of length *n*. You are also given an array *p*, which designates how much each word is worth — the *i*-th word is worth *pi* points. Whenever you find one of the *m* words in the string, you are given the corresponding number of points. Each position in the crossword can be used at most *x* times. A certain word can be counted at different places, but you cannot count the same appearance of a word multiple times. If a word is a substring of another word, you can count them both (presuming you haven’t used the positions more than *x* times).

In order to solve the puzzle, you need to tell Sanz what’s the maximum achievable number of points in the crossword. There is no need to cover all postions, just get the maximal score! Crossword and words contain only lowercase English letters.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 500) — the length of the crossword. The second line contains the crossword string. The third line contains a single integer *m* (1 ≤ *m* ≤ 100) — the number of given words, and next *m* lines contain description of words: each line will have a string representing a non-empty word (its length doesn't exceed the length of the crossword) and integer *pi* (0 ≤ *pi* ≤ 100). Last line of the input will contain *x* (1 ≤ *x* ≤ 100) — maximum number of times a position in crossword can be used.

**Output**

Output single integer — maximum number of points you can get.

**Example**

**input**

6  
abacba  
2  
aba 6  
ba 3  
3

**output**

12

**Note**

For example, with the string "abacba", words "aba" (6 points) and "ba" (3 points), and *x* = 3, you can get at most 12 points - the word "aba" appears once ("abacba"), while "ba" appears two times ("abacba"). Note that for *x* = 1, you could get at most 9 points, since you wouldn’t be able to count both "aba" and the first appearance of "ba".

F. Heroes of Making Magic III

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

I’m strolling on sunshine, yeah-ah! And doesn’t it feel good! Well, it certainly feels good for our Heroes of Making Magic, who are casually walking on a one-directional road, fighting imps. Imps are weak and feeble creatures and they are not good at much. However, Heroes enjoy fighting them. For fun, if nothing else.

Our Hero, Ignatius, simply adores imps. He is observing a line of imps, represented as a zero-indexed array of integers *a* of length *n*, where *ai* denotes the number of imps at the *i*-th position. Sometimes, imps can appear out of nowhere. When heroes fight imps, they select a segment of the line, start at one end of the segment, and finish on the other end, without ever exiting the segment. They can move exactly one cell left or right from their current position and when they do so, they defeat one imp on the cell that they moved to, so, the number of imps on that cell decreases by one. This also applies when heroes appear at one end of the segment, at the beginning of their walk.

Their goal is to defeat all imps on the segment, without ever moving to an empty cell in it (without imps), since they would get bored. Since Ignatius loves imps, he doesn’t really want to fight them, so no imps are harmed during the events of this task. However, he would like you to tell him whether it would be possible for him to clear a certain segment of imps in the above mentioned way if he wanted to.

You are given *q* queries, which have two types:

* 1 *a* *b* *k* — denotes that *k* imps appear at each cell from the interval [*a*, *b*]
* 2 *a* *b* - asks whether Ignatius could defeat all imps on the interval [*a*, *b*] in the way described above

**Input**

The first line contains a single integer *n* (1 ≤ *n* ≤ 200 000), the length of the array *a*. The following line contains *n* integers *a*1, *a*2, ..., *an*(0 ≤ *ai* ≤ 5 000), the initial number of imps in each cell. The third line contains a single integer *q* (1 ≤ *q* ≤ 300 000), the number of queries. The remaining *q* lines contain one query each. Each query is provided by integers *a*, *b* and, possibly, *k* (0 ≤ *a* ≤ *b* < *n*, 0 ≤ *k* ≤ 5 000).

**Output**

For each second type of query output 1 if it is possible to clear the segment, and 0 if it is not.

**Example**

**input**

3  
2 2 2  
3  
2 0 2  
1 1 1 1  
2 0 2

**output**

0  
1

**Note**

For the first query, one can easily check that it is indeed impossible to get from the first to the last cell while clearing everything. After we add 1 to the second position, we can clear the segment, for example by moving in the following way: ![http://codeforces.com/predownloaded/bb/0d/bb0d6152150dfec2cd7e3dc23264a33a6cdd6a20.png](data:image/png;base64,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).

E. Paint it really, really dark gray

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

I see a pink boar and I want it painted black. Black boars look much more awesome and mighty than the pink ones. Since Jaggy became the ruler of the forest, he has been trying his best to improve the diplomatic relations between the forest region and the nearby ones.

Some other rulers, however, have requested too much in return for peace between their two regions, so he realized he has to resort to intimidation. Once a delegate for diplomatic relations of a neighboring region visits Jaggy’s forest, if they see a whole bunch of black boars, they might suddenly change their mind about attacking Jaggy. Black boars are really scary, after all.

Jaggy’s forest can be represented as a tree (connected graph without cycles) with *n* vertices. Each vertex represents a boar and is colored either black or pink. Jaggy has sent a squirrel to travel through the forest and paint all the boars black. The squirrel, however, is quite unusually trained and while it traverses the graph, it changes the color of every vertex it visits, regardless of its initial color: pink vertices become black and black vertices become pink.

Since Jaggy is too busy to plan the squirrel’s route, he needs your help. He wants you to construct a walk through the tree starting from vertex 1 such that in the end all vertices are black. A walk is a sequence of vertices, such that every consecutive pair has an edge between them in a tree.

**Input**

The first line of input contains integer *n* (2 ≤ *n* ≤ 200 000), denoting the number of vertices in the tree. The following *n* lines contains *n*integers, which represent the color of the nodes.

If the *i*-th integer is 1, if the *i*-th vertex is black and  - 1 if the *i*-th vertex is pink.

Each of the next *n* - 1 lines contains two integers, which represent the indexes of the vertices which are connected by the edge. Vertices are numbered starting with 1.

**Output**

Output path of a squirrel: output a sequence of visited nodes' indexes in order of visiting. In case of all the nodes are initially black, you should print 1. Solution is guaranteed to exist. If there are multiple solutions to the problem you can output any of them provided length of sequence is not longer than 107.

**Example**

**input**

5  
1  
1  
-1  
1  
-1  
2 5  
4 3  
2 4  
4 1

**output**

1 4 2 5 2 4 3 4 1 4 1

**Note**

At the beginning squirrel is at node 1 and its color is black. Next steps are as follows:

* From node 1 we walk to node 4 and change its color to pink.
* From node 4 we walk to node 2 and change its color to pink.
* From node 2 we walk to node 5 and change its color to black.
* From node 5 we return to node 2 and change its color to black.
* From node 2 we walk to node 4 and change its color to black.
* We visit node 3 and change its color to black.
* We visit node 4 and change its color to pink.
* We visit node 1 and change its color to pink.
* We visit node 4 and change its color to black.
* We visit node 1 and change its color to black.

D. Dexterina’s Lab

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Dexterina and Womandark have been arch-rivals since they’ve known each other. Since both are super-intelligent teenage girls, they’ve always been trying to solve their disputes in a peaceful and nonviolent way. After god knows how many different challenges they’ve given to one another, their score is equal and they’re both desperately trying to best the other in various games of wits. This time, Dexterina challenged Womandark to a game of Nim.

Nim is a two-player game in which players take turns removing objects from distinct heaps. On each turn, a player must remove at least one object, and may remove any number of objects from a single heap. The player who can't make a turn loses. By their agreement, the sizes of piles are selected randomly from the range [0, *x*]. Each pile's size is taken independently from the same probability distribution that is known before the start of the game.

Womandark is coming up with a brand new and evil idea on how to thwart Dexterina’s plans, so she hasn’t got much spare time. She, however, offered you some tips on looking fabulous in exchange for helping her win in Nim. Your task is to tell her what is the probability that the first player to play wins, given the rules as above.

**Input**

The first line of the input contains two integers *n* (1 ≤ *n* ≤ 109) and *x* (1 ≤ *x* ≤ 100) — the number of heaps and the maximum number of objects in a heap, respectively. The second line contains *x* + 1 real numbers, given with up to 6 decimal places each: *P*(0), *P*(1), ... , *P*(*X*). Here, *P*(*i*) is the probability of a heap having exactly *i* objects in start of a game. It's guaranteed that the sum of all *P*(*i*) is equal to 1.

**Output**

Output a single real number, the probability that the first player wins. The answer will be judged as correct if it differs from the correct answer by at most 10- 6.

**Example**

**input**

2 2  
0.500000 0.250000 0.250000

**output**

0.62500000

C. Potions Homework

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Harry Water, Ronaldo, Her-my-oh-knee and their friends have started a new school year at their MDCS School of Speechcraft and Misery. At the time, they are very happy to have seen each other after a long time. The sun is shining, birds are singing, flowers are blooming, and their Potions class teacher, professor Snipe is sulky as usual. Due to his angst fueled by disappointment in his own life, he has given them a lot of homework in Potions class.

Each of the *n* students has been assigned a single task. Some students do certain tasks faster than others. Thus, they want to redistribute the tasks so that each student still does exactly one task, and that all tasks are finished. Each student has their own laziness level, and each task has its own difficulty level. Professor Snipe is trying hard to improve their work ethics, so each student’s laziness level is equal to their task’s difficulty level. Both sets of values are given by the sequence *a*, where *ai* represents both the laziness level of the *i*-th student and the difficulty of his task.

The time a student needs to finish a task is equal to the product of their laziness level and the task’s difficulty. They are wondering, what is the minimum possible total time they must spend to finish all tasks if they distribute them in the optimal way. Each person should receive one task and each task should be given to one person. Print the answer modulo 10 007.

**Input**

The first line of input contains integer *n* (1 ≤ *n* ≤ 100 000) — the number of tasks. The next *n* lines contain exactly one integer number *ai* (1 ≤ *ai* ≤ 100 000) — both the difficulty of the initial task and the laziness of the *i*-th students.

**Output**

Print the minimum total time to finish all tasks modulo 10 007.

**Example**

**input**

2  
1  
3

**output**

6

**Note**

In the first sample, if the students switch their tasks, they will be able to finish them in 3 + 3 = 6 time units.

B. R3D3’s Summer Adventure

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

R3D3 spent some time on an internship in MDCS. After earning enough money, he decided to go on a holiday somewhere far, far away. He enjoyed suntanning, drinking alcohol-free cocktails and going to concerts of popular local bands. While listening to "The White Buttons" and their hit song "Dacan the Baker", he met another robot for whom he was sure is the love of his life. Well, his summer, at least. Anyway, R3D3 was too shy to approach his potential soulmate, so he decided to write her a love letter. However, he stumbled upon a problem. Due to a terrorist threat, the Intergalactic Space Police was monitoring all letters sent in the area. Thus, R3D3 decided to invent his own alphabet, for which he was sure his love would be able to decipher.

There are *n* letters in R3D3’s alphabet, and he wants to represent each letter as a sequence of '0' and '1', so that no letter’s sequence is a prefix of another letter's sequence. Since the Intergalactic Space Communications Service has lately introduced a tax for invented alphabets, R3D3 must pay a certain amount of money for each bit in his alphabet’s code (check the sample test for clarifications). He is too lovestruck to think clearly, so he asked you for help.

Given the costs *c*0 and *c*1 for each '0' and '1' in R3D3’s alphabet, respectively, you should come up with a coding for the alphabet (with properties as above) with minimum total cost.

**Input**

The first line of input contains three integers *n* (2 ≤ *n* ≤ 108), *c*0 and *c*1 (0 ≤ *c*0, *c*1 ≤ 108) — the number of letters in the alphabet, and costs of '0' and '1', respectively.

**Output**

Output a single integer — minimum possible total a cost of the whole alphabet.

**Example**

**input**

4 1 2

**output**

12

**Note**

There are 4 letters in the alphabet. The optimal encoding is "00", "01", "10", "11". There are 4 zeroes and 4 ones used, so the total cost is 4·1 + 4·2 = 12.

A. Festival Organization

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The Prodiggers are quite a cool band and for this reason, they have been the surprise guest at the ENTER festival for the past 80 years. At the beginning of their careers, they weren’t so successful, so they had to spend time digging channels to earn money; hence the name. Anyway, they like to tour a lot and have surprising amounts of energy to do extremely long tours. However, they hate spending two consecutive days without having a concert, so they would like to avoid it.

A *tour* is defined by a sequence of concerts and days-off. You need to count in how many ways The Prodiggers can select *k* different tours of the same length between *l* and *r*.

For example if *k* = 2, *l* = 1 and *r* = 2, if we define concert day as {1} and day-off as {0}, here are all possible tours: {0}, {1}, {00}, {01}, {10}, {11}. But tour 00 can not be selected because it has 2 days-off in a row. Now, we need to count in how many ways we can select *k* = 2 tours **of the same length** in range [1;2]. Here they are: {0,1}; {01,10}; {01,11}; {10,11}.

Since their schedule is quite busy, they want you to tell them in how many ways can do that, modulo 1 000 000 007 (109 + 7).

**Input**

The first line of the input contains three integers *k*, *l* and *r* (1 ≤ *k* ≤ 200, 1 ≤ *l* ≤ *r* ≤ 1018).

**Output**

Output a single number: the number of ways to select *k* different tours of the same length, modulo 1 000 000 007.

**Example**

**input**

1 1 2

**output**

5

B. Complete the Word

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder loves to read the dictionary. He thinks that a word is *nice* if there exists a **substring** (contiguous segment of letters) of it of length 26 where each letter of English alphabet appears exactly once. In particular, if the string has length strictly less than 26, no such substring exists and thus it is not nice.

Now, ZS the Coder tells you a word, where some of its letters are missing as he forgot them. He wants to determine if it is possible to fill in the missing letters so that the resulting word is nice. If it is possible, he needs you to find an example of such a word as well. Can you help him?

**Input**

The first and only line of the input contains a single string *s* (1 ≤ |*s*| ≤ 50 000), the word that ZS the Coder remembers. Each character of the string is the uppercase letter of English alphabet ('A'-'Z') or is a question mark ('?'), where the question marks denotes the letters that ZS the Coder can't remember.

**Output**

If there is no way to replace all the question marks with **uppercase letters** such that the resulting word is nice, then print  - 1 in the only line.

Otherwise, print a string which denotes a possible nice word that ZS the Coder learned. This string should match the string from the input, except for the question marks replaced with uppercase English letters.

If there are multiple solutions, you may print any of them.

**Examples**

**input**

ABC??FGHIJK???OPQR?TUVWXY?

**output**

ABCDEFGHIJKLMNOPQRZTUVWXYS

**input**

WELCOMETOCODEFORCESROUNDTHREEHUNDREDANDSEVENTYTWO

**output**

-1

**input**

??????????????????????????

**output**

MNBVCXZLKJHGFDSAQPWOEIRUYT

**input**

AABCDEFGHIJKLMNOPQRSTUVW??M

**output**

-1

**Note**

In the first sample case, ABCDEFGHIJKLMNOPQRZTUVWXYS is a valid answer beacuse it contains a substring of length 26 (the whole string in this case) which contains all the letters of the English alphabet exactly once. Note that there are many possible solutions, such as ABCDEFGHIJKLMNOPQRSTUVWXYZ or ABCEDFGHIJKLMNOPQRZTUVWXYS.

In the second sample case, there are no missing letters. In addition, the given string does not have a substring of length 26 that contains all the letters of the alphabet, so the answer is  - 1.

In the third sample case, any string of length 26 that contains all letters of the English alphabet fits as an answer.

A. Crazy Computer

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder is coding on a crazy computer. If you don't type in a word for a *c* consecutive seconds, everything you typed disappear!

More formally, if you typed a word at second *a* and then the next word at second *b*, then if *b* - *a* ≤ *c*, just the new word is appended to other words on the screen. If *b* - *a* > *c*, then everything on the screen disappears and after that the word you have typed appears on the screen.

For example, if *c* = 5 and you typed words at seconds 1, 3, 8, 14, 19, 20 then at the second 8 there will be 3 words on the screen. After that, everything disappears at the second 13 because nothing was typed. At the seconds 14 and 19 another two words are typed, and finally, at the second 20, one more word is typed, and a total of 3 words remain on the screen.

You're given the times when ZS the Coder typed the words. Determine how many words remain on the screen after he finished typing everything.

**Input**

The first line contains two integers *n* and *c* (1 ≤ *n* ≤ 100 000, 1 ≤ *c* ≤ 109) — the number of words ZS the Coder typed and the crazy computer delay respectively.

The next line contains *n* integers *t*1, *t*2, ..., *tn* (1 ≤ *t*1 < *t*2 < ... < *tn* ≤ 109), where *ti* denotes the second when ZS the Coder typed the *i*-th word.

**Output**

Print a single positive integer, the number of words that remain on the screen after all *n* words was typed, in other words, at the second *tn*.

**Examples**

**input**

6 5  
1 3 8 14 19 20

**output**

3

**input**

6 1  
1 3 5 7 9 10

**output**

2

**Note**

The first sample is already explained in the problem statement.

For the second sample, after typing the first word at the second 1, it disappears because the next word is typed at the second 3 and 3 - 1 > 1. Similarly, only 1 word will remain at the second 9. Then, a word is typed at the second 10, so there will be two words on the screen, as the old word won't disappear because 10 - 9 ≤ 1.

E. Complete the Permutations

715E

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder is given two permutations *p* and *q* of {1, 2, ..., *n*}, but some of their elements are replaced with 0. The *distance* between two permutations *p* and *q* is defined as the minimum number of moves required to turn *p* into *q*. A move consists of swapping exactly 2elements of *p*.

ZS the Coder wants to determine the number of ways to replace the zeros with positive integers from the set {1, 2, ..., *n*} such that *p*and *q* are permutations of {1, 2, ..., *n*} and the distance between *p* and *q* is exactly *k*.

ZS the Coder wants to find the answer for all 0 ≤ *k* ≤ *n* - 1. Can you help him?

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 250) — the number of elements in the permutations.

The second line contains *n* integers, *p*1, *p*2, ..., *pn* (0 ≤ *pi* ≤ *n*) — the permutation *p*. It is guaranteed that there is at least one way to replace zeros such that *p* is a permutation of {1, 2, ..., *n*}.

The third line contains *n* integers, *q*1, *q*2, ..., *qn* (0 ≤ *qi* ≤ *n*) — the permutation *q*. It is guaranteed that there is at least one way to replace zeros such that *q* is a permutation of {1, 2, ..., *n*}.

**Output**

Print *n* integers, *i*-th of them should denote the answer for *k* = *i* - 1. Since the answer may be quite large, and ZS the Coder loves weird primes, print them modulo 998244353 = 223·7·17 + 1, which is a prime.

**Examples**

**input**

3  
1 0 0  
0 2 0

**output**

1 2 1

**input**

4  
1 0 0 3  
0 0 0 4

**output**

0 2 6 4

**input**

6  
1 3 2 5 4 6  
6 4 5 1 0 0

**output**

0 0 0 0 1 1

**input**

4  
1 2 3 4  
2 3 4 1

**output**

0 0 0 1

**Note**

In the first sample case, there is the only way to replace zeros so that it takes 0 swaps to convert *p* into *q*, namely *p* = (1, 2, 3), *q* = (1, 2, 3).

There are two ways to replace zeros so that it takes 1 swap to turn *p* into *q*. One of these ways is *p* = (1, 2, 3), *q* = (3, 2, 1), then swapping 1 and 3 from *p* transform it into *q*. The other way is *p* = (1, 3, 2), *q* = (1, 2, 3). Swapping 2 and 3 works in this case.

Finally, there is one way to replace zeros so that it takes 2 swaps to turn *p* into *q*, namely *p* = (1, 3, 2), *q* = (3, 2, 1). Then, we can transform *p* into *q* like following: ![http://codeforces.com/predownloaded/bd/3a/bd3a9fdb5d1df7466b5b4cedbadd4149ac8cb0c4.png](data:image/png;base64,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).

D. Create a Maze

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder loves mazes. Your job is to create one so that he can play with it. A maze consists of *n* × *m* rooms, and the rooms are arranged in *n* rows (numbered from the top to the bottom starting from 1) and *m* columns (numbered from the left to the right starting from 1). The room in the *i*-th row and *j*-th column is denoted by (*i*, *j*). A player starts in the room (1, 1) and wants to reach the room (*n*, *m*).

Each room has four doors (except for ones at the maze border), one on each of its walls, and two adjacent by the wall rooms shares the same door. Some of the doors are locked, which means it is impossible to pass through the door. For example, if the door connecting (*i*, *j*) and (*i*, *j* + 1) is locked, then we can't go from (*i*, *j*) to (*i*, *j* + 1). Also, one can only travel between the rooms downwards (from the room (*i*, *j*) to the room (*i* + 1, *j*)) or rightwards (from the room (*i*, *j*) to the room (*i*, *j* + 1)) provided the corresponding door is not locked.
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ZS the Coder considers a maze to have *difficulty* *x* if there is exactly *x* ways of travelling from the room (1, 1) to the room (*n*, *m*). Two ways are considered different if they differ by the sequence of rooms visited while travelling.

Your task is to create a maze such that its difficulty is exactly equal to *T*. In addition, ZS the Coder doesn't like large mazes, so the size of the maze and the number of locked doors are limited. Sounds simple enough, right?

**Input**

The first and only line of the input contains a single integer *T* (1 ≤ *T* ≤ 1018), the difficulty of the required maze.

**Output**

The first line should contain two integers *n* and *m* (1 ≤ *n*, *m* ≤ 50) — the number of rows and columns of the maze respectively.

The next line should contain a single integer *k* (0 ≤ *k* ≤ 300) — the number of locked doors in the maze.

Then, *k* lines describing locked doors should follow. Each of them should contain four integers, *x*1, *y*1, *x*2, *y*2. This means that the door connecting room (*x*1, *y*1) and room (*x*2, *y*2) is locked. Note that room (*x*2, *y*2) should be adjacent either to the right or to the bottom of (*x*1, *y*1), i.e. *x*2 + *y*2 should be equal to *x*1 + *y*1 + 1. There should not be a locked door that appears twice in the list.

It is guaranteed that at least one solution exists. If there are multiple solutions, print any of them.

**Examples**

**input**

3

**output**

3 2  
0

**input**

4

**output**

4 3  
3  
1 2 2 2  
3 2 3 3  
1 3 2 3

**Note**

Here are how the sample input and output looks like. The colored arrows denotes all the possible paths while a red cross denotes a locked door.

In the first sample case:
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In the second sample case:
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C. Digit Tree

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder has a large tree. It can be represented as an undirected connected graph of *n* vertices numbered from 0 to *n* - 1 and *n* - 1edges between them. There is a single **nonzero** digit written on each edge.
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ZS consider an **ordered pair** of distinct vertices (*u*, *v*) *interesting* when if he would follow the shortest path from vertex *u* to vertex *v* and write down all the digits he encounters on his path in the same order, he will get a decimal representaion of an integer divisible by *M*.

Formally, ZS consider an ordered pair of distinct vertices (*u*, *v*) interesting if the following states true:

* Let *a*1 = *u*, *a*2, ..., *ak* = *v* be the sequence of vertices on the shortest path from *u* to *v* in the order of encountering them;
* Let *di* (1 ≤ *i* < *k*) be the digit written on the edge between vertices *ai* and *ai*+ 1;
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Help ZS the Coder find the number of interesting pairs!

**Input**
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The next *n* - 1 lines contain three integers each. *i*-th of them contains *ui*, *vi* and *wi*, denoting an edge between vertices *ui* and *vi* with digit *wi* written on it (0 ≤ *ui*, *vi* < *n*,  1 ≤ *wi* ≤ 9).

**Output**

Print a single integer — the number of interesting (by ZS the Coder's consideration) pairs.

**Examples**

**input**

6 7  
0 1 2  
4 2 4  
2 0 1  
3 0 9  
2 5 7

**output**

7

**input**

5 11  
1 2 3  
2 0 3  
3 0 3  
4 3 3

**output**

8

**Note**

In the first sample case, the interesting pairs are (0, 4), (1, 2), (1, 5), (3, 2), (2, 5), (5, 2), (3, 5). The numbers that are formed by these pairs are 14, 21, 217, 91, 7, 7, 917 respectively, which are all multiples of 7. Note that (2, 5) and (5, 2) are considered different.
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In the second sample case, the interesting pairs are (4, 0), (0, 4), (3, 2), (2, 3), (0, 1), (1, 0), (4, 1), (1, 4), and 6 of these pairs give the number 33 while 2 of them give the number 3333, which are all multiples of 11.

![http://codeforces.com/predownloaded/c9/73/c9735c719a76671b6a41cc882a8b0332ec8d2668.png](data:image/png;base64,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)

B. Complete The Graph

time limit per test

4 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder has drawn an undirected graph of *n* vertices numbered from 0 to *n* - 1 and *m* edges between them. Each edge of the graph is weighted, each weight is a **positive integer**.

The next day, ZS the Coder realized that some of the weights were erased! So he wants to reassign **positive integer** weight to each of the edges which weights were erased, so that the length of the shortest path between vertices *s* and *t* in the resulting graph is exactly *L*. Can you help him?

**Input**

The first line contains five integers *n*, *m*, *L*, *s*, *t* (2 ≤ *n* ≤ 1000,  1 ≤ *m* ≤ 10 000,  1 ≤ *L* ≤ 109,  0 ≤ *s*, *t* ≤ *n* - 1,  *s* ≠ *t*) — the number of vertices, number of edges, the desired length of shortest path, starting vertex and ending vertex respectively.

Then, *m* lines describing the edges of the graph follow. *i*-th of them contains three integers, *ui*, *vi*, *wi*(0 ≤ *ui*, *vi* ≤ *n* - 1,  *ui* ≠ *vi*,  0 ≤ *wi* ≤ 109). *ui* and *vi* denote the endpoints of the edge and *wi* denotes its weight. If *wi* is equal to 0 then the weight of the corresponding edge was erased.

It is guaranteed that there is at most one edge between any pair of vertices.

**Output**

Print "NO" (without quotes) in the only line if it's not possible to assign the weights in a required way.

Otherwise, print "YES" in the first line. Next *m* lines should contain the edges of the resulting graph, with weights assigned to edges which weights were erased. *i*-th of them should contain three integers *ui*, *vi* and *wi*, denoting an edge between vertices *ui* and *vi* of weight *wi*. The edges of the new graph must coincide with the ones in the graph from the input. The weights that were not erased must remain unchanged whereas the new weights can be any **positive integer** not exceeding 1018.

The order of the edges in the output doesn't matter. The length of the shortest path between *s* and *t* must be equal to *L*.

If there are multiple solutions, print any of them.

**Examples**

**input**

5 5 13 0 4  
0 1 5  
2 1 2  
3 2 3  
1 4 0  
4 3 4

**output**

YES  
0 1 5  
2 1 2  
3 2 3  
1 4 8  
4 3 4

**input**

2 1 123456789 0 1  
0 1 0

**output**

YES  
0 1 123456789

**input**

2 1 999999999 1 0  
0 1 1000000000

**output**

NO

**Note**

Here's how the graph in the first sample case looks like :
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In the first sample case, there is only one missing edge weight. Placing the weight of 8 gives a shortest path from 0 to 4 of length 13.

In the second sample case, there is only a single edge. Clearly, the only way is to replace the missing weight with 123456789.

In the last sample case, there is no weights to assign but the length of the shortest path doesn't match the required value, so the answer is "NO".

A. Plus and Square Root

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder is playing a game. There is a number displayed on the screen and there are two buttons, ' + ' (plus) and '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' (square root). Initially, the number 2 is displayed on the screen. There are *n* + 1 levels in the game and ZS the Coder start at the level 1.

When ZS the Coder is at level *k*, he can :

1. *Press the ' + ' button*. This increases the number on the screen by exactly *k*. So, if the number on the screen was *x*, it becomes *x* + *k*.
2. *Press the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button*. Let the number on the screen be *x*. After pressing this button, the number becomes ![http://codeforces.com/predownloaded/f6/88/f6882b74756d5243f4ab3ee90632620b752befc1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAATCAYAAABlcqYFAAABgUlEQVR42rXUzytEURTA8TfPbzJ+jN/GBpGyIGEhYSeUiIwhdhZsyJaF7KaIkGykSLImyUqK7JTyF9jwD9j6njr0evPem/HyTn2aue/Hufeee981DH8xjTtcpXCNAz8dlGIPnShBJIViP51MYQ0hI6CQUR2hwwgwhrGBzKA6KMAOuhzuSaf5lhJmI89PJ4PYQo7tej1GMY9JNGAMSxj5y9pJ4m30265XI4YqlOEWm4jiGGc6q7SiFwnkOsyuRf8X4RGL2u5B68+DGRhAHKbLLBKa0BpShhpL+drxor9JIXW7wJvW1x7d2NWF94o53OvHmhTNOrV3LNvuySzXMZRGSfdxaGlX6onwG7I453hGueV6m74cdkhaqGdYoyZ70B0lkYVx1Dpt0U/MatvUWcRcRi61f9XtK+9eYkUHJJXpc9q+MrIbJfVv0oMw4tJJWDdLXJNGdYATuo6uW3cGHzqyVU3gFaYmC9nanlGBJ63viX5kgYTU9QsLQZ60shanqPuvhN+OATe/u5eaXgAAAABJRU5ErkJggg==). After that, ZS the Coder levels up, so his current level becomes *k* + 1. This button can only be pressed when *x* is a **perfect square**, i.e. *x* = *m*2 for some positive integer *m*.

Additionally, after each move, if ZS the Coder is at level *k*, and the number on the screen is *m*, then ***m* must be a multiple of *k***. Note that this condition is only checked after performing the press. For example, if ZS the Coder is at level 4 and current number is 100, he presses the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button and the number turns into 10. Note that at this moment, 10 is not divisible by 4, but this press is still valid, because after it, ZS the Coder is at level 5, and 10 is divisible by 5.

ZS the Coder needs your help in beating the game — he wants to reach level *n* + 1. In other words, he needs to press the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button *n*times. Help him determine the number of times he should press the ' + ' button before pressing the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button at each level.

Please note that ZS the Coder wants to find just any sequence of presses allowing him to reach level *n* + 1, but not necessarily a sequence minimizing the number of presses.

**Input**

The first and only line of the input contains a single integer *n* (1 ≤ *n* ≤ 100 000), denoting that ZS the Coder wants to reach level *n* + 1.

**Output**

Print *n* non-negative integers, one per line. *i*-th of them should be equal to the number of times that ZS the Coder needs to press the ' + ' button before pressing the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button at level *i*.

Each number in the output should not exceed 1018. However, the number on the screen **can be greater** than 1018.

It is guaranteed that at least one solution exists. If there are multiple solutions, print any of them.

**Examples**

**input**

3

**output**

14  
16  
46

**input**

2

**output**

999999999999999998  
44500000000

**input**

4

**output**

2  
17  
46  
97

**Note**

In the first sample case:

On the first level, ZS the Coder pressed the ' + ' button 14 times (and the number on screen is initially 2), so the number became 2 + 14·1 = 16. Then, ZS the Coder pressed the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button, and the number became ![http://codeforces.com/predownloaded/c8/8e/c88ee2affeb9ab59e5515446424e7ccbf1477604.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAATCAYAAAAkhtu6AAAC2ElEQVR42uWYzUtUURjG73WcUTNFkyynjCStzBSFkERxUViQRYuKwpAUK4g+Fi1KN2pUGAW5yBKjj0XRF0QQlFZUmFkujFa18A9oU39Ay543noHT8d5zPwa6igd+MJy5c+57nnPe530Zywo3doMJ8CFNJsEgyLTm4cgD18FOsBasT5NSYM9HIVrBFRC3FvDI5W1odvk+5vF7OfkckD0H9mKnE0cLuAqytHnZXAM4ahAjCQ6Aw6CTz8ciFGIj6A/jT1kUoUWZWwzawWma52uXhSvAEE22ANSDh6A6IhHk4G6BV2GEaGZa5CpzsshqsATcBu8cFhZzvQuOK3NNrBqbIhKiEYyCsaBCJGiQrYZnRlyEkFvwFZQpc2K0KyMqm3Jwe8HFMDdCrvI1pkJQIYb4wuVMhXr6RRQlU9J7Hw+hVxdCDGsraHMxL3nwAtjj8RInIRaBcfCCAWxmWgzwnaYhvy0H63wim8vwkRJb+LlPF2IXeAxm2CDpow7coMkFFaIITIMvoEaZ30aBKg3ricGeA5d8cJnVKGFYT27hfsXjZglRyVP6Ac441Npu5pQVUggR4S3IV+aXgm+gx6POxwNgyvVMelWFMtfn5BGi5H0GnVTmRaSbDDyMEDmsDs+03kMqyUdwz2MDdkBMHneQB1PE2y036T1Yph2StR38Al3K3FnQ4dOInISwWa+fUxRViM/gjqGpWsP+pJtxmOjhRt1SQ3zhBBu5Tu7pDfgOjjBV/2mOXnIz+Sx3w1QsrBAWXzqh3aokgzhmWK+Q5trogyZ2ikE6Vbd4/w5pgX8yn055BJo6cblmxeARmAKr2GClHLyEqaH6TDtFXxFBCc3moUi8nxjDrLagmP8RTNEzSj0WFZM6xJ79AXgKzrOLzNNydJDPdjE/6yLqKmvZQ0i8Txj7DqcHT4LfvBF+Rpy5GSMpF7cdrnoV2KCJ9L9HhhZvwi09yqlW2UL6f+EPCCqLedWt1tgAAAAASUVORK5CYII=).

After that, on the second level, ZS pressed the ' + ' button 16 times, so the number becomes 4 + 16·2 = 36. Then, ZS pressed the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button, levelling up and changing the number into ![http://codeforces.com/predownloaded/e5/fb/e5fbffcf9d4b46603ed3dda2a4397f72077c1560.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAATCAYAAAAkhtu6AAADSUlEQVR42uWYWUiUURTHvxnN0slJdMzCLZdM04JKStRII5KkoGmjjYR2hcroIVsgkII2g6woKlrAFqKClodeok3qIdt7CAopqKd6ih567H/kP3A5zHxzTRwRD/we5s6Z+93v7Hcc5/+kBjwCT/vIM3ATjHYGoQwHbWAFGA+K+0gBiB+MhqgGp4DPGcKSAI6CBWrdAxKJxyKikiz0+lPk2SMszxtWKsBpkGysjQVLwFqwFTSCzDC/TQELwQbq1vEgsZZ0sBSs5zlq6GBriQMHwGK16W4aKIVGOQtuqwIYAIdpBPlNHrgYJrL6W7LBcbASpIIS0AHm9maTaeA8NwjJbPANBI21eeAPre6wEO6nIYZxLRc8BMtjaARJhZN0nJdrZeAxI9U6GlrDHFw8286ICMki8BvM5+cp4COYaeh4mT5JMTRELc8xSb1XFo1kJWK5MyDNwmDt9HY615rBB1AIJoAZIJ+6sRRJ6+d88Yk8R44RHT0HkhBfHeFworgHNLg8ZBRnAilAlwyre1gL3nLumAXKwV6wJooxJKXG0Xg2FLoUX0nJe+AJWAaqGMWtTOseY0jBuga+sHhoKWEBdJv+8pgSkn9HmA6hVimT43cwx9Av4mRZH8W428EhcNCCfSyG4SSZteCTSuNyTre1oRetBD/oeS3NUaJB9+fNoIsPEU/cAp9ZIE1v36UDElz2iucetniiGKLLSFmHNUoMccUMncvgnbJqPjtFpkvI6XCUEO1mSsj3F5gaAaV3DrxUBwtnjN7guJzzPu9HI5VDpNW/N5UldH9yIArJNtAUYXPJq13gBshQs8Ub0An8YCd4rXQcGuqFSwGW1NgIWriHGy1MoywXY7QxKvzKQHfAK1PRx8VOzgqZ7BTZLla+zg4xRkVRN8M+jgVSIq1UjdkPOKV6XUbxqbzbVFlQoSZeLUGmRo6x5qczTmhlmRp/cRjaRCs7UTZvUvOAePGrMa35mF47jC5RyQo+PYbtM5WOW2ekUT0dOVkrp/GAkrtXeUV2k0R2iy28bzSy1gRVayxgN5HvV7ET1A3AxUva+jG2+QZOu9WRlMWjf5l7tp0ig6FfpkZwnXrF1AkM4M3Tz4GqlPejiJLLaCgaSv8v/AMLxZvogE5T+gAAAABJRU5ErkJggg==).

After that, on the third level, ZS pressed the ' + ' button 46 times, so the number becomes 6 + 46·3 = 144. Then, ZS pressed the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button, levelling up and changing the number into ![http://codeforces.com/predownloaded/63/f5/63f5b7284f624ac179af9c3568b1e60b3d1f0ed3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAATCAYAAAAONioVAAADiElEQVR42u2YV2gUQRjH9+42OY0xOVM0JEYTYy8RBXtDbFiiYo0FNQaNQowFxYKKJUKsD3bsDyLxQURFFBUUC4gggoJgQdCH+KCgjz76/+S/sCyzs3NJuJOQD36Q25ubmf3P1yaW1TibCZ6BpwngObgAYlYLtfbgFCgDPUHvBFAEIi1V0GngCEi1Wq3J1g6cBON8vjf1oqjB2AjHJctCIKz5Xr5La+oeJ4JjoI3neVswAlQBO2AO2cQ+pgudlXG+ZAjZASzi+6qsACwBm0EtWAmy411IQvwomOx6lg6Wgk0sII8MBC0HX0F/zZh8FqODCRazO6gGO0EDWK8Ykws2gpEgBwwGN8FV0DGexcaC0xTRMZsFIwucB08CBO1Mkb5pBE0B88BbUJeEgltEPoMNPg6xWKFNAx3LyOQlD4MZmjFnAgSVNLGAYn3UCDqU68ipH0pS/pTw/eQjqHQ4b0CxJ6Leg1umCwwBJ3iCjRV0NBnG01cJmsPclfUfCzqbXU6u61kRnaTeqaYTmGRVlVcE2g/mBmxCJ2g+hYpqBJWqOYvPI4aCpjHv9TKkMKBymwiqqv4SUd/5jv+q6XUqrKq8g5g7Y40UVNLFHL64pRG0FEznZm1DQXuAvcy1QchcqwzbHJ2gqrxbzwiWttLqw1CUpLpVcRrybL7BxH6CShWc5PqsEjQDLHS1HimGgoY41hS7GULe2yuvAxdBJ29LJGX/NcPTMRH7nCdfxCOobGwtE3gWvVzari88xAxXqE9h/5fNzd0Fx0Em+1ydqPHQXIKGWGAlHeapBsgL/QSVrmfinRWGm1AJ2oW9XAVZzm7hN9jFvBxjK1LlGrcafAD3+Bu/jqCErco27lXHdtaJ1GYSVOrOFldURb37TKdXPKbnFFOkvCYIqrKp4AfopxkjLdYrg5AXjx4ORhkgETHA8HocJOhAHrr7dlSoutmV82UlBGsYrkE5LJM3hGsUoSvDO6zINzJ2BfgFxvPgvGEoB9sNvANnOVei7vQ21yvlba6Wn93tYl/wANwGl8AVcJk5f43qWvUCvGROLTTYwDKwh4LeYE6pplheb6phx3CHvVylQizx4APcoGx2B3N5IqyA9/M6Nuki1G46mGOSku5TVIeHFHiMalIR4w9f3vQWlUoPjLgqasinItuecapDcuZz/g4nSNAQ10vxrG97Ik1F2K/oldDbilv/Wxm//QWFib5+stDr/wAAAABJRU5ErkJggg==).

Note that 12 is indeed divisible by 4, so ZS the Coder can reach level 4.

Also, note that pressing the ' + ' button 10 times on the third level before levelling up does not work, because the number becomes 6 + 10·3 = 36, and when the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button is pressed, the number becomes ![http://codeforces.com/predownloaded/e5/fb/e5fbffcf9d4b46603ed3dda2a4397f72077c1560.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAATCAYAAAAkhtu6AAADSUlEQVR42uWYWUiUURTHvxnN0slJdMzCLZdM04JKStRII5KkoGmjjYR2hcroIVsgkII2g6woKlrAFqKClodeok3qIdt7CAopqKd6ih567H/kP3A5zHxzTRwRD/we5s6Z+93v7Hcc5/+kBjwCT/vIM3ATjHYGoQwHbWAFGA+K+0gBiB+MhqgGp4DPGcKSAI6CBWrdAxKJxyKikiz0+lPk2SMszxtWKsBpkGysjQVLwFqwFTSCzDC/TQELwQbq1vEgsZZ0sBSs5zlq6GBriQMHwGK16W4aKIVGOQtuqwIYAIdpBPlNHrgYJrL6W7LBcbASpIIS0AHm9maTaeA8NwjJbPANBI21eeAPre6wEO6nIYZxLRc8BMtjaARJhZN0nJdrZeAxI9U6GlrDHFw8286ICMki8BvM5+cp4COYaeh4mT5JMTRELc8xSb1XFo1kJWK5MyDNwmDt9HY615rBB1AIJoAZIJ+6sRRJ6+d88Yk8R44RHT0HkhBfHeFworgHNLg8ZBRnAilAlwyre1gL3nLumAXKwV6wJooxJKXG0Xg2FLoUX0nJe+AJWAaqGMWtTOseY0jBuga+sHhoKWEBdJv+8pgSkn9HmA6hVimT43cwx9Av4mRZH8W428EhcNCCfSyG4SSZteCTSuNyTre1oRetBD/oeS3NUaJB9+fNoIsPEU/cAp9ZIE1v36UDElz2iucetniiGKLLSFmHNUoMccUMncvgnbJqPjtFpkvI6XCUEO1mSsj3F5gaAaV3DrxUBwtnjN7guJzzPu9HI5VDpNW/N5UldH9yIArJNtAUYXPJq13gBshQs8Ub0An8YCd4rXQcGuqFSwGW1NgIWriHGy1MoywXY7QxKvzKQHfAK1PRx8VOzgqZ7BTZLla+zg4xRkVRN8M+jgVSIq1UjdkPOKV6XUbxqbzbVFlQoSZeLUGmRo6x5qczTmhlmRp/cRjaRCs7UTZvUvOAePGrMa35mF47jC5RyQo+PYbtM5WOW2ekUT0dOVkrp/GAkrtXeUV2k0R2iy28bzSy1gRVayxgN5HvV7ET1A3AxUva+jG2+QZOu9WRlMWjf5l7tp0ig6FfpkZwnXrF1AkM4M3Tz4GqlPejiJLLaCgaSv8v/AMLxZvogE5T+gAAAABJRU5ErkJggg==) and ZS the Coder is at Level 4. However, 6 is not divisible by 4 now, so this is **not a valid solution.**

In the second sample case:

On the first level, ZS the Coder pressed the ' + ' button 999999999999999998 times (and the number on screen is initially 2), so the number became 2 + 999999999999999998·1 = 1018. Then, ZS the Coder pressed the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button, and the number became ![http://codeforces.com/predownloaded/15/9d/159d231369998a4595804f8c92080d0fe04a69b2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAATCAYAAABvLghXAAAEHklEQVR42u2Y6UtUURjGrzM2mplaaZlRtKhZI1kiFRbaZoVlmdoeRFRWUtEChYHt0Ea0iNECZbtBC2REtmLLh/YPQUVB0Ic+1R/Qx54Xngunw5mZe2fSMeqFH9S91zvnvM+7nWtZ4dlk0AoeR4mn4DLobf2DlgCOgEqQDXKixEDQ6S/znQckgWQQE+5LJlKAztZ/c2NdwQJQAeaCKuBz+5J4cBhM+cOLk2jowoyawd+xLRGMAsVgHOjxlwqwkr7zUYwGMM3tS4pAPcuQSRwpDbEB/rY3HSmka/c68d3bwB3QjddjGTHDeW0MWKsJ1J4mpSMzyP0UkA8KWSI9vC5ObwKrlWfrwEk3Py5O2gemK9fEQYNZlg6B5gClSZy7nQ4s5I8XaRkglIBbigBJXKRfcYC8J7UdnS77GcZ9NzGKTTYI7ASlFGEdS46XfjrLa7btBs/cLGQ0OEEnqFEvEToTXAAvDQL0AdfpfNtEhGu8p9okTQBZ/C5OPrNZN6uUyGoPE7EXgjLwHJwxPBPHkrJc2/dVMJb/r+Az3VkBZP9vnS5CFNzDlwSyveCVQYAl4C6j2Tap9/d4L5gAFlNeFvsFPGQ0RmuCaQGNhnsFDD6/dl2GlaOKDyeAOcz0egrkyKQGH2ONcyuAlJAb2tgVS6c2hBBAsm0To6iAJUB6REYHE2ApeG8ojVvAEwZcPzCCWS3l/DhYZqf5RKaZ1/ByL5vj/BALNAkgJeq2IW09rInNWkPXBZA+UauIJwFwSutDHUEAqf2vtfIstgZ8AH3BPGZDCqfInfY+yxhZn9lQdculWj3CEEBGyPtMN33slIx6wJHMtlKWq15Kau9RnhFBN4coQ1JfNzBotoZAnqnRymM4Ahxgn+pqyAzbr5Ids9gvy0Ga/dAQNshvjDbdNrKbW20ogI8L2wEucdTMZfZJzaxmlsq/xwfIVLW/5HNoGBUCeSbP4YEoEgFylGoSZxoiZAHn2JXVySSLKZ8epgB2s200bOY0oz1RmSTiWB/jlfNEDKNlELMwxoqOBRNAxvM3hh5ZQwGynfyAdOYfjDY1+qsdLtAkgDjrCpuwZWjC54Mc3CL5VpXH8uWE3D+QAevBJ0OZrmVvSHOy8EQ2xVYq2Y+1PyMCAexJoEVrtvHMjE1tEKkZ7AF1DtjK02lyhAJMBe+YpaodZH91HGRSY79z3q9hF7ciFCCf9XGocs3Pa/ltVC68Lom0BKVy2qvUPlvcBIvcnvpkbn0BLoL+DhZVwmbzCHxlOs5VosrLI7hEW09SR3G9Vse3BAakZMpHHrhWcBRWP4dP57kmi1PVYrDf4YT1m60CP1n/nXzF9POgpDJSy4Q4Xi/nZorD+RQbJfOxV+h7zNMCyMPx2P40Uxri4BrQBnAUzGyDzcREcYppL3O1x19GU98v8W9uKAAAAABJRU5ErkJggg==).

After that, on the second level, ZS pressed the ' + ' button 44500000000 times, so the number becomes 109 + 44500000000·2 = 9·1010. Then, ZS pressed the '![http://codeforces.com/predownloaded/8e/78/8e789c13c3006eb096030764e2b4ab064c26c2ed.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAATCAYAAABPwleqAAAA4UlEQVR42mNgIA9YAHElORpZgLgViGPI0WwIxLOAWIQcW1uAOJIcW/WAeA4QC5GqkQmIa4A4lhxbtYB4PhCLk2NrFRAnkWOrCjSEJbCZ6gjEcUDMjMPWYiDOAGJGdElfIF4OxPeBWBuLZkVoCMtgcxJIgyUQPwXiejTTGaE2ZuDzEys0JK8CsTySOMi2uVDb8QKQv98AcR6SGMjGIqi/8QIuIF4PxCeh6RYUnzOAWInYKPEH4rdAHA3EiUBcgS2EcQFBIN4LxGeBeAUQq5OaIEA2fgfiOlJsRQ7hZdC0jBcAAPeMHYNzVD4dAAAAAElFTkSuQmCC)' button, levelling up and changing the number into ![http://codeforces.com/predownloaded/0b/dd/0bddda0267e6ff6b3eb3366c1a2c030ef75e42ab.png](data:image/png;base64,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).

Note that 300000 is a multiple of 3, so ZS the Coder can reach level 3.

B. Filya and Homework

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Today, hedgehog Filya went to school for the very first time! Teacher gave him a homework which Filya was unable to complete without your help.

Filya is given an array of non-negative integers *a*1, *a*2, ..., *an*. First, he pick an integer *x* and then he adds *x* to some elements of the array (no more than once), subtract *x* from some other elements (also, no more than once) and do no change other elements. He wants all elements of the array to be equal.

Now he wonders if it's possible to pick such integer *x* and change some elements of the array using this *x* in order to make all elements equal.

**Input**

The first line of the input contains an integer *n* (1 ≤ *n* ≤ 100 000) — the number of integers in the Filya's array. The second line contains *n* integers *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 109) — elements of the array.

**Output**

If it's impossible to make all elements of the array equal using the process given in the problem statement, then print "NO" (without quotes) in the only line of the output. Otherwise print "YES" (without quotes).

**Examples**

**input**

5  
1 3 3 2 1

**output**

YES

**input**

5  
1 2 3 4 5

**output**

NO

**Note**

In the first sample Filya should select *x* = 1, then add it to the first and the last elements of the array and subtract from the second and the third elements.

A. Meeting of Old Friends

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Today an outstanding event is going to happen in the forest — hedgehog Filya will come to his old fried Sonya!

Sonya is an owl and she sleeps during the day and stay awake from minute *l*1 to minute *r*1 inclusive. Also, during the minute *k* she prinks and is unavailable for Filya.

Filya works a lot and he plans to visit Sonya from minute *l*2 to minute *r*2 inclusive.

Calculate the number of minutes they will be able to spend together.

**Input**

The only line of the input contains integers *l*1, *r*1, *l*2, *r*2 and *k* (1 ≤ *l*1, *r*1, *l*2, *r*2, *k* ≤ 1018, *l*1 ≤ *r*1, *l*2 ≤ *r*2), providing the segments of time for Sonya and Filya and the moment of time when Sonya prinks.

**Output**

Print one integer — the number of minutes Sonya and Filya will be able to spend together.

**Examples**

**input**

1 10 9 20 1

**output**

2

**input**

1 100 50 200 75

**output**

50

**Note**

In the first sample, they will be together during minutes 9 and 10.

In the second sample, they will be together from minute 50 to minute 74 and from minute 76 to minute 100.

E. Sonya Partymaker

time limit per test

1.5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Owl Sonya decided to become a partymaker. To train for this role she gather all her owl friends in the country house. There are *m* chairs located in a circle and consequently numbered with integers from 1 to *m*. Thus, chairs *i* and *i* + 1 are neighbouring for all *i* from 1 to *m* - 1. Chairs 1 and *m* are also neighbouring. Some chairs are occupied by her friends. There are *n* friends in total. No two friends occupy the same chair. Rules are the following:

1. Each participant removes from the game the chair he is currently sitting on.
2. Each of the participants choose a direction that she will follow: clockwise (indices increase, from *m* goes to 1) and counter-clockwise (indices decrease, from 1 goes to *m*). This direction may coincide or be different for any pair of owls.
3. Each turn all guests move one step in the chosen directions. If some guest move to the position with a chair there, he removes this chair from the game.
4. Game ends if there are no more chairs left in the game.

Owls are very busy and want to get rid of the game as soon as possible. They cooperate to pick the direction. Your goal is to find the minimum number o moves required to finish the game.

**Input**

The first line of the input contains a single integer *m* (1 ≤ *m* ≤ 109) — the length of the circle.

The second line contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the number of friends.

Last line contains an increasing sequence of *n* integers *ai* (1 ≤ *ai* ≤ *m*) — initial positions of all owls.

**Output**

Print the minimum number of move required to finish the game. Note, that 0 also may be an answer.

**Examples**

**input**

6  
3  
1 3 5

**output**

1

**input**

6  
2  
1 6

**output**

2

**input**

406  
6  
1 2 3 204 205 206

**output**

100

**Note**

In the first sample, it's possible if all owls will move clockwise, i.e. in the direction of increasing indices.

In the sample, first owl has to move clockwise, while the second — counterclockwise.

In the third sample, the first and the fourth owls should move counterclockwise, while the third and the sixth — clockwise. The second and the firth may move in any direction.

D. Animals and Puzzle

time limit per test

5 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

Owl Sonya gave a huge lake puzzle of size *n* × *m* to hedgehog Filya as a birthday present. Friends immediately started to assemble the puzzle, but some parts of it turned out to be empty — there was no picture on them. Parts with picture on it are denoted by 1, while empty parts are denoted by 0. Rows of the puzzle are numbered from top to bottom with integers from 1 to *n*, while columns are numbered from left to right with integers from 1 to *m*.

Animals decided to complete the picture and play with it, as it might be even more fun! Owl and hedgehog ask each other some queries. Each query is provided by four integers *x*1, *y*1, *x*2, *y*2 which define the rectangle, where (*x*1, *y*1) stands for the coordinates of the up left cell of the rectangle, while (*x*2, *y*2) stands for the coordinates of the bottom right cell. The answer to the query is the size of the maximum **square** consisting of picture parts only (only parts denoted by 1) and located fully inside the query rectangle.

Help Sonya and Filya answer *t* queries.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 1000) — sizes of the puzzle.

Each of the following *n* lines contains *m* integers *aij*. Each of them is equal to 1 if the corresponding cell contains a picture and 0 if it's empty.

Next line contains an integer *t* (1 ≤ *t* ≤ 1 000 000) — the number of queries.

Then follow *t* lines with queries' descriptions. Each of them contains four integers *x*1, *y*1, *x*2, *y*2 (1 ≤ *x*1 ≤ *x*2 ≤ *n*, 1 ≤ *y*1 ≤ *y*2 ≤ *m*) — coordinates of the up left and bottom right cells of the query rectangle.

**Output**

Print *t* lines. The *i*-th of them should contain the maximum size of the square consisting of 1-s and lying fully inside the query rectangle.

**Example**

**input**

3 4  
1 1 0 1  
0 1 1 0  
0 1 1 0  
5  
1 1 2 3  
2 1 3 2  
3 2 3 4  
1 1 3 4  
1 2 3 4

**output**

1  
1  
1  
2  
2

C. Sonya and Problem Wihtout a Legend

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Sonya was unable to think of a story for this problem, so here comes the formal description.

You are given the array containing *n* positive integers. At one turn you can pick any element and increase or decrease it by 1. The goal is the make the array strictly increasing by making the minimum possible number of operations. You are allowed to change elements in any way, they can become negative or equal to 0.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 3000) — the length of the array.

Next line contains *n* integer *ai* (1 ≤ *ai* ≤ 109).

**Output**

Print the minimum number of operation required to make the array strictly increasing.

**Examples**

**input**

7  
2 1 5 11 5 9 11

**output**

9

**input**

5  
5 4 3 2 1

**output**

12

**Note**

In the first sample, the array is going to look as follows:

2 3 5 6 7 9 11

|2 - 2| + |1 - 3| + |5 - 5| + |11 - 6| + |5 - 7| + |9 - 9| + |11 - 11| = 9

And for the second sample:

1 2 3 4 5

|5 - 1| + |4 - 2| + |3 - 3| + |2 - 4| + |1 - 5| = 12

B. Searching Rectangles

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Filya just learned new geometry object — rectangle. He is given a field consisting of *n* × *n* unit cells. Rows are numbered from bottom to top with integer from 1 to *n*. Columns are numbered from left to right with integers from 1 to *n*. Cell, located at the intersection of the row *r* and column *c* is denoted as (*r*, *c*). Filya has painted two rectangles, such that their sides are parallel to coordinate axes and each cell lies fully inside or fully outside each of them. Moreover, no cell lies in both rectangles.

Later, hedgehog Filya became interested in the location of his rectangles but was unable to find the sheet of paper they were painted on. They were taken by Sonya and now she wants to play a little game with Filya. He tells her a query rectangle and she replies with the number of initial rectangles that lie **fully inside** the given query rectangle. The query rectangle should match the same conditions as initial rectangles. Rectangle lies fully inside the query if each o its cells lies inside the query.

Filya knows Sonya really well, so is sure that if he asks more than 200 questions she will stop to reply.

**Input**

The first line of the input contains an integer *n* (2 ≤ *n* ≤ 216) — size of the field.

For each query an integer between 0 and 2 is returned — the number of initial rectangles that lie fully inside the query rectangle.

**Output**

To make a query you have to print "? *x*1 *y*1 *x*2 *y*2" (without quotes) (1 ≤ *x*1 ≤ *x*2 ≤ *n*, 1 ≤ *y*1 ≤ *y*2 ≤ *n*), where (*x*1, *y*1) stands for the position of the bottom left cell of the query and (*x*2, *y*2) stands for the up right cell of the query. You are allowed to ask no more than 200queries. After each query you should perform "flush" operation and read the answer.

In case you suppose you've already determined the location of two rectangles (or run out of queries) you should print "! *x*11 *y*11 *x*12 *y*12*x*21 *y*21 *x*22 *y*22" (without quotes), where first four integers describe the bottom left and up right cells of the first rectangle, and following four describe the corresponding cells of the second rectangle. You can print the rectangles in an arbitrary order. After you have printed the answer, print the end of the line and perform "flush". Your program should terminate immediately after it print the answer.

**Interaction**

To flush you can use (just after printing an integer and end-of-line):

* fflush(stdout) in C++;
* System.out.flush() in Java;
* stdout.flush() in Python;
* flush(output) in Pascal;
* See the documentation for other languages.

You will get the Wrong Answer verdict if you ask more than 200 queries, or if you print an incorrect coordinates.

You will get the Idleness Limit Exceeded verdict if you don't print anything (but you should) or if you forget about flushing the output (more info below).

**Hacking.**

The first line should contain an integer *n* (2 ≤ *n* ≤ 216).

The second line should contain four integers *x*1, *y*1, *x*2, *y*2 (1 ≤ *x*1 ≤ *x*2 ≤ *n*, 1 ≤ *y*1 ≤ *y*2 ≤ *n*) — the description of the first rectangle.

The third line contains the description of the second rectangle in the similar way.

**Example**

**input**

5  
2  
1  
0  
1  
1  
1  
0  
1

**output**

? 1 1 5 5  
? 1 1 3 3  
? 1 1 3 1  
? 2 2 2 2  
? 3 3 5 5  
? 3 3 3 5  
? 3 3 3 4  
? 3 4 3 5  
! 2 2 2 2 3 4 3 5

A. Sonya and Queries

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Today Sonya learned about long integers and invited all her friends to share the fun. Sonya has an initially empty multiset with integers. Friends give her *t* queries, each of one of the following type:

1. +  *ai* — add non-negative integer *ai* to the multiset. Note, that she has a multiset, thus there may be many occurrences of the same integer.
2. -  *ai* — delete a single occurrence of non-negative integer *ai* from the multiset. It's guaranteed, that there is at least one *ai* in the multiset.
3. ? *s* — count the number of integers in the multiset (with repetitions) that match some pattern *s* consisting of 0 and 1. In the pattern, 0 stands for the even digits, while 1 stands for the odd. Integer *x* matches the pattern *s*, if the parity of the *i*-th from the right digit in decimal notation matches the *i*-th from the right digit of the pattern. If the pattern is shorter than this integer, it's supplemented with 0-s from the left. Similarly, if the integer is shorter than the pattern its decimal notation is supplemented with the 0-s from the left.

For example, if the pattern is *s* = 010, than integers 92, 2212, 50 and 414 match the pattern, while integers 3, 110, 25 and 1030 do not.

**Input**

The first line of the input contains an integer *t* (1 ≤ *t* ≤ 100 000) — the number of operation Sonya has to perform.

Next *t* lines provide the descriptions of the queries in order they appear in the input file. The *i*-th row starts with a character *ci* — the type of the corresponding operation. If *ci* is equal to '+' or '-' then it's followed by a space and an integer *ai* (0 ≤ *ai* < 1018) given without leading zeroes (unless it's 0). If *ci* equals '?' then it's followed by a space and a sequence of zeroes and onse, giving the pattern of length no more than 18.

It's guaranteed that there will be at least one query of type '?'.

It's guaranteed that any time some integer is removed from the multiset, there will be at least one occurrence of this integer in it.

**Output**

For each query of the third type print the number of integers matching the given pattern. Each integer is counted as many times, as it appears in the multiset at this moment of time.

**Examples**

**input**

12  
+ 1  
+ 241  
? 1  
+ 361  
- 241  
? 0101  
+ 101  
? 101  
- 101  
? 101  
+ 4000  
? 0

**output**

2  
1  
2  
1  
1

**input**

4  
+ 200  
+ 200  
- 200  
? 0

**output**

1

**Note**

Consider the integers matching the patterns from the queries of the third type. Queries are numbered in the order they appear in the input.

1. 1 and 241.
2. 361.
3. 101 and 361.
4. 361.
5. 4000.

E. Memory and Casinos

time limit per test

4 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

There are *n* casinos lined in a row. If Memory plays at casino *i*, he has probability *pi* to win and move to the casino on the right (*i* + 1) or exit the row (if *i* = *n*), and a probability 1 - *pi* to lose and move to the casino on the left (*i* - 1) or also exit the row (if *i* = 1).

We say that Memory *dominates* on the interval *i*... *j* if he completes a walk such that,

* He starts on casino *i*.
* He never looses in casino *i*.
* He finishes his walk by winning in casino *j*.

Note that Memory can still walk left of the 1-st casino and right of the casino *n* and that always finishes the process.

Now Memory has some requests, in one of the following forms:

* 1 *i* *a* *b*: Set ![http://codeforces.com/predownloaded/d6/78/d6789e958a223b18aa230b4f10a19d2d41df1eae.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAUCAYAAAAk/dWZAAACQ0lEQVR42tXW20sUYRjH8XG3jWY7buEmdKCi7ACdjKIwCxLEtqAs8tCBIDpQdqVWUJmYhXa4iZAgtKCii4iCMqrb6K7yKgj6a/w+8pvlRd2d8WbdeeDDzs7uvDPvzPM873hevGIJWnEGx7EvZtfvLUC/Lj6Dp+iN2yRO4R3mIoEXaI7bJOzO39T2cnzCFvjunxaiGvNRgSw2Kg/LIR7hvLaP4TNqUBv8YR5acEV5tx9HkMMA1pfBJHahEwdxCU/QpqcyHttV6TvwTx0gpd96dRcqpnFCm/Qd3ENfiPs4i9kRxl2EpZil7Yz7Yx2qVCg/UOn8dhvfndyzdGvUZ6Gw1NyqmxPGUmKtirXYeHt1nRPl26yvQR7juTNgEsMYwRztW4HuEteK1epLvMHrKeQjjW+46OxbjF9KC8+ZWCLkpBnl8O4I9qiBFBszqdaa1s309T2Qj034jZ3OvgP4q5MFtXNOqRJWEzdwK4JurQFRasLX2GsKTdpWwv9Y5zyZZ+jRAatVC52qk7BITFPUVfshBlXck+IBfuIkNqMd13VgsMDYRIbQNIOttk83clLYXf+Kq3pcDdg2xSO2VPuAZU6hlzJsPXurNSw78fo24I+KsVh0qf/XqGOUOqrVaGxRPo3LegDji5oV66hTD4WiVSmWCw4ucdjrxnutY5bmH4NGdAKv8EUdparIICmlkj9D9XAX17S9UjVcG7SttNN7k2X6FptSV8rp+yG9yWbj9Cpu724dOKpssbeLw14MY5Xq9wLqg7ViDIr+V2Z+K6A0AAAAAElFTkSuQmCC).
* 2 *l* *r*: Print the probability that Memory will *dominate* on the interval *l*... *r*, i.e. compute the probability that Memory will first leave the segment *l*... *r* after winning at casino *r*, if she starts in casino *l*.

It is guaranteed that at any moment of time *p* is a **non-decreasing sequence**, i.e. *pi* ≤ *pi*+ 1 for all *i* from 1 to *n* - 1.

Please help Memory by answering all his requests!

**Input**

The first line of the input contains two integers *n* and *q*(1 ≤ *n*, *q* ≤ 100 000),  — number of casinos and number of requests respectively.

The next *n* lines each contain integers *ai* and *bi* (1 ≤ *ai* < *bi* ≤ 109)  — ![http://codeforces.com/predownloaded/75/56/7556e975c5fa2f4dfd689e43eef7fe46e516faf4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAWCAYAAAD0OH0aAAABU0lEQVR42o3TyysFYRjH8Rm5dI7LYSHkFk4pCyXHJXVcSy6FUhYWFhaUzRE2lJWiZCX3LJRyycJSKeVP8335vXrmlHGe+tTM2zwzz7zzmyD4qXIsYAWLmEJR8EeVYgfrqMIerk1DCjMo8w0TeEODzo+QMzd0T+9BsV/YxyVCPeEJ40igXscddiQ3zoGOh/GBAYwhi628JwZt2MQclnGsl3fr1TjU2JFKolZzJnVhoFFOMYJmf3GlVJhjf+4atjGvG7q14DHGA17wrPML15BBr5HJY9e7/VjuI5XYvf6vunCjWBRUCc06XWhDO16RjgudLXfnTyxhVSPGlkvoLWowiSuzAYPaocj892Z+9y+8+49ENZkkf1erEuoTuYtz/Sf9mNWX/606nCkrLbhDHxo1not+p20INYZL6JoiHuodhnBiwhhpSimptjYkW2gKRrXNab/wBYSEL0MUPlagAAAAAElFTkSuQmCC) is the probability *pi* of winning in casino *i*.

The next *q* lines each contain queries of one of the types specified above (1 ≤ *a* < *b* ≤ 109, 1 ≤ *i* ≤ *n*, 1 ≤ *l* ≤ *r* ≤ *n*).

It's guaranteed that there will be at least one query of type 2, i.e. the output will be non-empty. Additionally, it is guaranteed that *p* forms a non-decreasing sequence at all times.

**Output**

Print a real number for every request of type 2 — the probability that boy will "dominate" on that interval. Your answer will be considered correct if its absolute error does not exceed 10- 4.

Namely: let's assume that one of your answers is *a*, and the corresponding answer of the jury is *b*. The checker program will consider your answer correct if |*a* - *b*| ≤ 10- 4.

**Example**

**input**

3 13  
1 3  
1 2  
2 3  
2 1 1  
2 1 2  
2 1 3  
2 2 2  
2 2 3  
2 3 3  
1 2 2 3  
2 1 1  
2 1 2  
2 1 3  
2 2 2  
2 2 3  
2 3 3

**output**

0.3333333333  
0.2000000000  
0.1666666667  
0.5000000000  
0.4000000000  
0.6666666667  
0.3333333333  
0.2500000000  
0.2222222222  
0.6666666667  
0.5714285714  
0.6666666667

D. Memory and Scores

time limit per test

2 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

Memory and his friend Lexa are competing to get higher score in one popular computer game. Memory starts with score *a* and Lexa starts with score *b*. In a single turn, both Memory and Lexa get some integer in the range [ - *k*;*k*] (i.e. one integer among  - *k*,  - *k* + 1,  - *k* + 2, ...,  - 2,  - 1, 0, 1, 2, ..., *k* - 1, *k*) and add them to their current scores. The game has exactly *t* turns. Memory and Lexa, however, are not good at this game, so they both always get a random integer at their turn.

Memory wonders how many possible games exist such that he ends with a strictly higher score than Lexa. Two games are considered to be different if in at least one turn at least one player gets different score. There are (2*k* + 1)2*t* games in total. Since the answer can be very large, you should print it modulo 109 + 7. Please solve this problem for Memory.

**Input**

The first and only line of input contains the four integers *a*, *b*, *k*, and *t* (1 ≤ *a*, *b* ≤ 100, 1 ≤ *k* ≤ 1000, 1 ≤ *t* ≤ 100) — the amount Memory and Lexa start with, the number *k*, and the number of turns respectively.

**Output**

Print the number of possible games satisfying the conditions modulo 1 000 000 007 (109 + 7) in one line.

**Examples**

**input**

1 2 2 1

**output**

6

**input**

1 1 1 2

**output**

31

**input**

2 12 3 1

**output**

0

**Note**

In the first sample test, Memory starts with 1 and Lexa starts with 2. If Lexa picks  - 2, Memory can pick 0, 1, or 2 to win. If Lexa picks  - 1, Memory can pick 1 or 2 to win. If Lexa picks 0, Memory can pick 2 to win. If Lexa picks 1 or 2, Memory cannot win. Thus, there are 3 + 2 + 1 = 6 possible games in which Memory wins.

C. Memory and De-Evolution

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Memory is now interested in the de-evolution of objects, specifically triangles. He starts with an equilateral triangle of side length *x*, and he wishes to perform operations to obtain an equilateral triangle of side length *y*.

In a single second, he can modify the length of a single side of the current triangle such that it remains a non-degenerate triangle (triangle of positive area). At any moment of time, the length of each side should be integer.

What is the minimum number of seconds required for Memory to obtain the equilateral triangle of side length *y*?

**Input**

The first and only line contains two integers *x* and *y* (3 ≤ *y* < *x* ≤ 100 000) — the starting and ending equilateral triangle side lengths respectively.

**Output**

Print a single integer — the minimum number of seconds required for Memory to obtain the equilateral triangle of side length *y* if he starts with the equilateral triangle of side length *x*.

**Examples**

**input**

6 3

**output**

4

**input**

8 5

**output**

3

**input**

22 4

**output**

6

**Note**

In the first sample test, Memory starts with an equilateral triangle of side length 6 and wants one of side length 3. Denote a triangle with sides *a*, *b*, and *c* as (*a*, *b*, *c*). Then, Memory can do ![http://codeforces.com/predownloaded/78/23/7823c31c27139a382b61aee582fd451f8c07905b.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZMAAAATCAYAAABV2+ANAAARKElEQVR42tWdeZBVxRXGexZmY8AZBmQQhCEsIuswCAyjgOyyzbCobIqguKCCgPu+I6IigopoENe4pyRxTxk1wRhjjGsqkZhFY2nKbCYxqeS/9Bl+V3t6+r53+96LvDlVp6Decl/36XO+853Tfe8o9bV01nqi1oNV25Q6rQu0Fufg2IoY28g2atspWqdpzc/BsR2gdbnWb7VR2w7WukRrWQ6OrVDrPK2Ht1Hbjtc6W2tBDo6tXOsJWge0Udv217pUawf7DQHglRjfBYTDtM7V2qi1JuaPd9E6SevRWsdpbR/TuQdpbdI6R2s/rXm8Jw5zPO/lmjQyNtupxQb1Wudrna71wBjXlvn35PtyncNYMx/pqHUs3z8GgCuwxnmW1tE5CHYnkehc7w3GT0T7Gr4SR6q1LowBTLIWwxnDAoC5xHhfEvSxvJeXY/adin3bGa/J/A8FpGXMk0noSWSg1pkxAbmBhCc2rGXdAxE7nx6Ca/tTAqxqdOBwneErDZav+PjqFGJ5bkzMljUfCp4uALPLLNxpJKG0IJlHaT3XWohgsdZpPYeAkAteT2D6Vg03MDBxnNNYZJ/ALCHhXQRgCghv0DrE+EwVr+VStu/HmLpYr3fTepXWFYCeLMzVWis9E8l01mQCtrgIB/JJ8qcAyLI2s7Q+B2sywW0A8+icY8zzEkc1Wqr1DK0Xah2hdQw2GhTzdyRYLtX6lKfPyrgWEdRDGceDWq+zyJQk82sBw1wRISgbtXa37DADABmO3qJ1p9auMX9HAOo+rZs8v1dJ7MxkXSXxPQ1GmGtUw9oflEO2HaX1SssHBN8WQ7aHkEge0nqNZ9U6ABuMJZ5P1voC2O2TSObju8PoqNytdTO+aq7dlWBxs1Ro3cKX7ACSJHIzSUXBTN8HwKKKLOZjLHYAgDKoXcZ1o4gA3p0G2Iqh3mHCpiwm8HOhJSNzPd8xxjKCcK3h+DLut2F9UUUc7gkDJMWe3ycwo85fWiw/0NrHeE2A7UPrNZGLAZJckDLmOcbxngTTNnxbEZzvAupxW1GvkGR9kokkkFcN3w+q1L/C7E0RorXeQej2l6ymKjGlK76ywnhNcONTrWti/o5UNntiJJMm1sQkCBJrH7NepqyBwOaCFEHKJlmvS2L+ifX6PHzFB2+FqNxrVIslJNnnXS2pDAT4xxYpnaj1Lw4sk/W7KaigZhJ4NrsTlvSmmXXIShIYnTwmJ4Z7wCqVh5CYopb1Ugm9YbUzyijlbEbUS+sjMKs05XCHk2aTg2Gidpk5D8fpYbx2EAsTtawtI0lfahGABs+ENBfAG24F5ecOpixs5x6Vbn+/gMq4u+f36mFLdrv0EK0/x5Zmm26qozqMIlWU+ZL8n/VMJsISd5OwAzlS67+0LnO0Jh5m/Gmz4OGe3+lCzNoVfmfIysVG7PYhmayPMbY+2PZJCKZvC+6nquV+jiSMv6vWezx1zKciZdv2AoN82pNDqcTsDsQg4nCh8Zokli+1Hudx/YtZowMNTHgULI/aVRC8eknrqcZr0g36QusqR4X4AH7WzAhcrOICra8D1lWAnW//rhuTWEtG7s61fHvDUpW8xyQruU5phtbCt1X6eyeyyOd5fkcS9Q4rkRYCyI8Ayl0BEl9GKu2b39B2KCUxxeldt4McFBjM6UGAs9wBeE9YrcU05MIYVcNaK5EGcjoVa88IvhKlspzJfC+PUZnkY9siiyXvcSR8Wf+tVuJJQ6QCusIz5sbjA6UOe1RYZGI21cAUz3EJlsg+R29iwTeZFFp+K/9u1/ojB9mt5DfqU7atMPg7PJPUyRDsKL4inaEP1N7Nbp+KvcJY72qI+I0ePpCHzUy8lyr19yRm+7MbGGtzCTTbwRafoKSVamAWDPZcT+Yki/dntbd/PYtrSbY7XvmduroLFnIUY21kLMNCPi/Bc1HKjiPgtFP57RedR0/RlE6A3TbmM50W11nKr+8sexqfEZCNXOcskkucFl8hyWMuTHF0SBVxP5VVmlIPEEQNynYEsQt474HhBX7bhK/ESYDSSp1DwFwZI5mYdiuFADwO03QF9tm0KdKUrhAan/mfTusiU5IsobLYQSXre+hjLFVaAcx5c8z5FVJ5Six9T4Vvtm8nZtKUQtYrKhHKx66nRfCVkWDwIhXvYEYRCWENlUOcU7rBOovvPASpLwhJkEI+mquPBuvNjmT4tygnA9Z8LMHQw6Ov+W+1d/M9mEwFAX9mRCOV4CR7uF7gtIHz9HN85zTAJu3+8yKcJ8omucztVuZpihxh/QOlaB2fKyAgb1fR95GkcvwnzlJptA12Kf+TMXkA+mpK8JUZ2PzNAQtJOSjPYy5RSEYHAm2q9bqM+Rmtv4Z0FBkV4i7Veg8o228sNNoFSZKJEJAVrO962KJLJDneq9I/3j4HEIva5rse/wqTagjhDcypv+d4uoMlZdjzsQTJZARkdSf+ExY/VzuIXRoi7ak7IyZrwbLvZCFj/QBnIZvXqHgnPIvAxwtIJHGPR0sbT47db6GyCcP9RtpizRvqA603pV2ym2RismVxxrdpMUQRYbn/VXtPhJkigfVLBptNBCDkFM2HlMRmsL+Kk7hA//4sQVmOA9RG1OBUw3aycH2WZJVPNl/kAJaPYWPm+GopI6Nutknl9R9H4pCgfF75HW4IxltIBSaAtlG5j29fHmJzU6qwV1TbDoVRSoK4hRZQXpbrv6Ba37dTRnvuA8u3xJ9fY+xRZbJVnSVJJoFthUhdAiHrFdKSejTL2skcB3v67QjsKqA9LkIVsQMWmol8FDKW5fjbCA/iMM+o8JMmk8C23YjNW5W73Xs2RCjb2Pp72Dbw3bX440LV8rSTC3OepiKL4iuX4w9xqooCKvg6YuLUGL4brHMHMDyMvB9JfDX33fs5APxF2lz28bUf0n+MUtYKc/xStdxUUgDm5xGBs5Dge8PqhQatOBdwzmcRMvXKa8m4d3jobVq/q/UftN6qsizmk4zFFMnuv+O3TcA8mLW4IuJCS0tLTnocZr2+jsrnUBVfpGx3ndwQuRCWkkmmedr1DkBAfOtvau9eSCYiIGztFdX6gEA7bP6a1TIrpDJ5RkU7PCDV49GWjwfJJGm1OwDScJOjHTmNcWYCpEMBRV+/lZj9AiJUnWWMwp6XRZxPFS3oJ1W0e8dGggt5xtokaXOZchR+e7LjvTNh+5lIilT4l5GUotp2G1jwKX53WIbrdwRXo94EKlXPR1SKSU6nCvn7o2q93+EjNVT8d6qWe8CK+cjeeHOl4TrffjfZ1nSQYrLcLhVtM16Y/yeOZDKZZBL1fogbcdhKB/N/2cFEllL2FmUB+/YeWgab3EpPOVt/P5923jIHO9ntSCZywOFXOE7Uqu8Th/OuwnGGRrhGOwJvmQWSI0hUtzqc+JoIDL8whm1r8bn5EQC/ksTgCsrNVKwV1lo/RiBHOR55NBWEsO6T+PdZqulTqKKiBPdUWg2m33aitfyag4zImj6cZf75vO9j24NIXuuyEKBAbne0ZxVgdIVqeTqxiDj8OEK7K5/ryjhOxLbif+9AXJer8H1QO3aXwraLrUT7KZW1nfTPpy2XjYmXEqNR7dsRYreJNmqmZNWepOu6yXY6YzT9tjMgvTtia70Sf7Pbv7JH9z/V8kh3Jgnu3zrQ6gRJ/LxLFWjjucRc8xFVV9m1kve6WBd8w2KmeRnKp04wSLstdixAWGuVU2GykJZbT8uJXwSAChws5GaV7r0mwb7GKR7l4iZHiy+PlsNDVrLrR0Aut4KvIANDlYWd4WAhb1mOUBji5F0I5Oes6u5wWKwrsW0hmaYpHQC7GRE/Xw6bneV4bwkB2MOqqF+GVRVE8LkSgroSFcC4D1/ubIB9XgbbFkBoPlItj9h2hcC95KhATghhfklExrYawIt63ath6LZcQFU+xepiPEkbulcEvy0zbFuBn74Oy+9gkdSCENseADbttroVwyGp2xyxv574TVum4rtRknQxfrTQQb7up2I1E7KA9nsk2vIIPheQQDtpSsKW7YbFEa6hwKc/WZVMJQnjZyEkSDCkucpY4LhgH9oO5umI0VzMvFGsCWAMu+t8HQYsNRxkE0kgcJwJgENY37Ub7Szz1NlAqhVXlt9AAKUptarljXBRZLVyn4qZQCI0nye1GLDqaQTkaoKsc0hVcbtqeeyzI224C63y9EGHAwfOfa1qvSG4lmQ/1vH5hx3MJ6k0UfFEbSHlUyG62hndCb4ZVoUsgGXeEDYFnxsW8TfvJh5MQK6n4glrWwj7Ps8iDeNhz6scnxc2eHHKtj2ENozPRu5y/M4FnButGOhH+2OzkUBWYK8od52XUqVtdcT8Pdgwz5GoL4M4mO/J735Gu8sG652OlnNSKaeFOMrjO3KA52zH6+LL51i+Mon5rDReOwKfcx1zrmY8dRZOyNx/YWBLLdeYnIG8X6ZabhOMhOxeFIJz2wMHvixDuX8X4DcOh1lusQ5hU79V4XdGV1ElrIM5LMNR+1tgIvsFa7L0Q+/GoRtw6lUOttUeJxyXsuOc4FEmBjIWxlHucO41JJrRAN92KzGKjeVxKx+o1qftAhEb7sD2I3DSjVbyGQCQ3hfCTPuTPJpYnwW0dFY42GVPnLB3inbNxwcneX7vxAy95Bn4yhSA/kaqqXaWbwubPiNCq/ZcWPCbJOojjPJe1ufSDJX5abQZRjLHh1gjuyopoiqZkbLfHhODWNVBGjo5Krbj8I0x+OVtgFUPg/Wej22zkY4JYM/7EIB16uu9vhrI1ePKvfdZQwzNY7zCjp9irrafSzX4iGp90CipDKEKKPFcj60O4lRF0lhC63oya3Cd1ZqVdtgeFX7a7gjsMoV4XkXVYCaOBlq2G0Ou0ZE1PoFEOZ7W4RZHVVJAJSO43vzhe5T7BIQE6mCApgnjFTgY8vCQCsEc3GSuMc0xoEKcqClLuS4sS46hzcGBCkMWeKfye8ZVFOmj/O+grmARhoVUFvXMuVG5n3orQTRRZd7UqwaA5tCuLHesYTWVT0mGXut4xjGPBOQC6dkkwDSfwprP2vuePhNfeCBkTfKYQ/BA0OEOXxH7D1Kt77Fy+W5fEmhv/l9l+G3fLIw3uGdgNp+rV+69vL4k/K4p+22No8edTdpDUsaE+K1gwkx8ZYJj7YohUtk2mrsw7xps28cAzjzeX5TBNw7gdxqx7eAQ35xI0kv7yHWV8n9OYU86BQeH+Moow1dGO3wlOHE2NwNOdieRB9jSw5EAekEc8zO05OpoJQdPjnbhRw8wrk/ANjZkKHmitoAaUijHJ6awwGtUy32H/S0r6FfHlYkq+SM2KnG+JL34YpjMhByxqwTVlSrZkw4GqszHNKNI7yxEKqrIXtyZOeS3i6jC4j7JWEB+aMIxdADIShL6yVXKvb+2PySfqmJxgmv0Vf5PHLCle0o2OY7K/SsZSrlZHnPB56toG1BhUgKDTPpkT8nY16rcerJtZ5y5b4zvHkQSSMKo8kgASZ9IO54gyKW/F3MICSXOM5fKsG2SSqAI5tcr4Tzk++tVbj3ZVlj/5Srek5a7qGin8rLJEcpvP8Ilo8C29jlkW6nE5JBDnBsSiyFQSf7uVCHdjL4J51GN39a4WhjHxGCvPVSyexoURk36vCdpR5yq/B9q902IjGllDNAboJL/sTIpneP8jRObxaxS6T88Mw2Rcn5JjCRXrfwf3Olqc9SqZH+HREBOjsjW56BtpXI7IwY5C9qCSaQYvy1JiCtnpgCa+0KEnC1T/s+Nk7UYltDnhCjUqWSnXWVdlqqQx9cUk61qVNuUkSmwmH0lsvANOTy+bGX5JOX/yIxvSoRlTcvh8WWTYSp5i3hfx1Vb/UuL41T8v2Gzr6WAuBrURm07kETyVVL7P2HW2tiNAxNzAAAAAElFTkSuQmCC).

In the second sample test, Memory can do ![http://codeforces.com/predownloaded/22/b2/22b2088d2e869848a78af18576dbfab0233bdbc2.png](data:image/png;base64,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).
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B. Memory and Trident

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Memory is performing a walk on the two-dimensional plane, starting at the origin. He is given a string *s* with his directions for motion:

* An 'L' indicates he should move one unit left.
* An 'R' indicates he should move one unit right.
* A 'U' indicates he should move one unit up.
* A 'D' indicates he should move one unit down.

But now Memory wants to end at the origin. To do this, he has a special trident. This trident can replace any character in *s* with any of 'L', 'R', 'U', or 'D'. However, because he doesn't want to wear out the trident, he wants to make the minimum number of edits possible. Please tell Memory what is the minimum number of changes he needs to make to produce a string that, when walked, will end at the origin, or if there is no such string.

**Input**

The first and only line contains the string *s* (1 ≤ |*s*| ≤ 100 000) — the instructions Memory is given.

**Output**

If there is a string satisfying the conditions, output a single integer — the minimum number of edits required. In case it's not possible to change the sequence in such a way that it will bring Memory to to the origin, output -1.

**Examples**

**input**

RRU

**output**

-1

**input**

UDUR

**output**

1

**input**

RUUR

**output**

2

**Note**

In the first sample test, Memory is told to walk right, then right, then up. It is easy to see that it is impossible to edit these instructions to form a valid walk.

In the second sample test, Memory is told to walk up, then down, then up, then right. One possible solution is to change *s* to "LDUR". This string uses 1 edit, which is the minimum possible. It also ends at the origin.

A. Memory and Crow

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

There are *n* integers *b*1, *b*2, ..., *bn* written in a row. For all *i* from 1 to *n*, values *ai* are defined by the crows performing the following procedure:

* The crow sets *ai* initially 0.
* The crow then adds *bi* to *ai*, subtracts *bi*+ 1, adds the *bi*+ 2 number, and so on until the *n*'th number. Thus, *ai* = *bi* - *bi*+ 1 + *bi*+ 2 - *bi*+ 3....

Memory gives you the values *a*1, *a*2, ..., *an*, and he now wants you to find the initial numbers *b*1, *b*2, ..., *bn* written in the row? Can you do it?

**Input**

The first line of the input contains a single integer *n* (2 ≤ *n* ≤ 100 000) — the number of integers written in the row.

The next line contains *n*, the *i*'th of which is *ai* ( - 109 ≤ *ai* ≤ 109) — the value of the *i*'th number.

**Output**

Print *n* integers corresponding to the sequence *b*1, *b*2, ..., *bn*. It's guaranteed that the answer is unique and fits in 32-bit integer type.

**Examples**

**input**

5  
6 -4 8 -2 3

**output**

2 4 6 1 3

**input**

5  
3 -2 -1 5 6

**output**

1 -3 4 11 6

**Note**

In the first sample test, the crows report the numbers 6, - 4, 8, - 2, and 3 when he starts at indices 1, 2, 3, 4 and 5 respectively. It is easy to check that the sequence 2 4 6 1 3 satisfies the reports. For example, 6 = 2 - 4 + 6 - 1 + 3, and  - 4 = 4 - 6 + 1 - 3.

In the second sample test, the sequence 1,  - 3, 4, 11, 6 satisfies the reports. For example, 5 = 11 - 6 and 6 = 6.

E. ZS and The Birthday Paradox

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder has recently found an interesting concept called the Birthday Paradox. It states that given a random set of 23 people, there is around 50% chance that some two of them share the same birthday. ZS the Coder finds this very interesting, and decides to test this with the inhabitants of Udayland.

In Udayland, there are 2*n* days in a year. ZS the Coder wants to interview *k* people from Udayland, each of them has birthday in one of 2*n* days (each day with equal probability). He is interested in the probability of at least two of them have the birthday at the same day.

ZS the Coder knows that the answer can be written as an irreducible fraction ![http://codeforces.com/predownloaded/f6/5a/f65a04cbc303b96bef980005e4c8a396d71433e9.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAXCAYAAADduLXGAAABRklEQVR42o3TzysEcRjH8Rm2bPm1JBtRm/xMoj0oZS8S0qb8KAdxQMqWk/YgF5y0h21p/QMcpHBGOSsk5eqP8f7W56uZMbP2qVc7PfvM9/vM851xnOiYRR41zj/RgmvcIFap0Kw0jyKeUV+peAhzmMEbuqMKzSrLSGAYnxiNKjbbr2MQ0/jCVFih2W4TExhX0atu9kUdFgP91eIWh97CFA5QVq92IiN4wB0GbHEXJrV9o3Iu+pXPoMcWm9WaxBxGqzR78gm762UVrnBmijurlPQ+qKsJ2EnE9OuGzbkNGyhgFVmsYFeT+RNLeES7Vo1jG09qxRdHKAVyC/jwjs+e4j12dN2g7cs6ct9H0IsX7OmFMv1eIKebfZHV8Sb1p5HWB5AJFh+H9NuBd72NvxFXv2uBXE67pWyyD/v4xim29JAnOMeYLfwBDQUxxf43S30AAAAASUVORK5CYII=). He wants to find the values of *A* and *B* (he does not like to deal with floating point numbers). Can you help him?

**Input**

The first and only line of the input contains two integers *n* and *k* (1 ≤ *n* ≤ 1018, 2 ≤ *k* ≤ 1018), meaning that there are 2*n* days in a year and that ZS the Coder wants to interview exactly *k* people.

**Output**

If the probability of at least two *k* people having the same birthday in 2*n* days long year equals ![http://codeforces.com/predownloaded/f6/5a/f65a04cbc303b96bef980005e4c8a396d71433e9.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAXCAYAAADduLXGAAABRklEQVR42o3TzysEcRjH8Rm2bPm1JBtRm/xMoj0oZS8S0qb8KAdxQMqWk/YgF5y0h21p/QMcpHBGOSsk5eqP8f7W56uZMbP2qVc7PfvM9/vM851xnOiYRR41zj/RgmvcIFap0Kw0jyKeUV+peAhzmMEbuqMKzSrLSGAYnxiNKjbbr2MQ0/jCVFih2W4TExhX0atu9kUdFgP91eIWh97CFA5QVq92IiN4wB0GbHEXJrV9o3Iu+pXPoMcWm9WaxBxGqzR78gm762UVrnBmijurlPQ+qKsJ2EnE9OuGzbkNGyhgFVmsYFeT+RNLeES7Vo1jG09qxRdHKAVyC/jwjs+e4j12dN2g7cs6ct9H0IsX7OmFMv1eIKebfZHV8Sb1p5HWB5AJFh+H9NuBd72NvxFXv2uBXE67pWyyD/v4xim29JAnOMeYLfwBDQUxxf43S30AAAAASUVORK5CYII=) (*A* ≥ 0, *B* ≥ 1, ![http://codeforces.com/predownloaded/48/ba/48ba4c75d4faed93cd3cfb4379c62a6f9d7eda08.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAAATCAYAAABx5zjkAAAFRElEQVR42uWZ+W9UVRTHh85Mi6W1U9qilFKdFksjoqRULUUrtMQakKJYgxsNqQtIXIq7cSFKiEtwAzU01gQ1GhPFJcZoNO4aF8SodY+4JupP/uI/4PeQzyQ3zzszr/O6TOJJPmk78959951zz/ecexuLTZyVidmiQczIcs0CsV6UhxxzjlgUYU7TRKU4VFSIKpFyKAtcb9cMiJbY/8iOFQ+K90W353sL6nUiHXK8ErFd7BTxAudkC2RQ7BLPMd4N4kZxk7hbXBBYaPPF9aJmiv1ZJ07CDxNq9oA28YNY4/nuSnHGGMZbIn7B4WURMq5U3CK+J5PKCZRl13LxJUF0HXSu2MT9k2nTRZc4XzwvXhKJyXhwsxj1BO4YsjEVchyTtsvFOzAjwpzsxR8Xz4qkZ0E9KfaLWufzWWJkCiTzENEjThBPizcmM3BfeQJ3lRgawzinixXifvGNqI4wJwvC58i0z1Gvireof67dLDZPoVQOizeDgYvj5A7Rygo3mesX9YFifaJYyc8qz2pu5rsWmo9gxplznkICwtgR4hIkzpz36xjqos+sTvzEQgjaWeJHcZ7nu9Xi0QgyPe6BS1KwrUAvRct3i1PIil6us+7wXrGRoPbg0BpHzq6mdi3hfvv9QCBwTWh1OqSsWVe3kL/teX+IxREccJn4lucnmXcTz9kjzvZIaIwFbdl4eJ7xkwS3NCTTCg1cp9gn2p0AfSjWOoNbljyCVCWdbuszVmKMgj9Cu52xLjKkz/msg8DNCjHZ48Q6p1GwjPiLRVOImbI8Jt5mTqt4zy3iCbYm2TJqNoFryzG+1d4rxH3injxYEmxDUQoK3EWswFb+nik+EFudmxYjLz2BPdVtBHAeY/SHqHG9dEgVeSZaQS1sx2mHEcS/CWChLfV+lCETyDir3p7zMYrjM/PLiyhJrk7a5npkSBrHIL3/CZzVo0+Rt0zG2d7rTOcmk5Gf6QZ9Zqv3N2eMXIGza18gi3OZBXiHuBauEXeJf3I4N8yW4kAW51sA9xI8354txbxPLZYaV0HabiWIQ9Q7NyM2sIdamGVQC8zv1Mh8getm5abynJBcSPOTQJ7jyIpJ760Fvvxm9mn1WWTudcqEr2utReKX5jkt6uJ9+/KwhiavutDApemi0khii2ev0EbGrfRsEOdwz3ceCZvnCZxJ0stISja5WUd988nVJ+KhQFEvCXGaEqeO7c0iT9Zl/kl2Z1tMr4ij8+y7zAeXogr5GAzR7GQNnK3ihynSNvllOHem45wyCu6eQCZ2Oscw2+hGXQlchTPWehwwP4tzV7DH8m00q2ksnqFpynSediT1gGd74lqjcyqSCXYJ79ZNXd+dQwkWkXHVkyyRmRiM8O5lmc9qCNw+dubGu+K1QIZZYb8dGV3Gd33OAXEKh2+ilvSw8kZx9HKnXR52utGYU1tt7I9wULB7Owo5HyXrtnBPAqn/OssBdDk1eif1bZjObwi289lgoCMO2jk8Jz6JQUugPnae+p74gu7dtlkHD1Y30LXV0abPFRej+Q3OQKV0n504sjTwoFLksZ0VniIAxwfa/wEWQdDBafZUac/Kr6Rmpp3ryp17T8tSgxOoSjOdXBO/NzufVYSQ2TsidLNRsq0Bn2beOzPvg2d/vheuohYtmIAJzUWWGsdxzN6IJyq5rBVVqo0Vkd1JQa5DxhKcJti/N3blqRtRrJ/OcTyskQYoOQHzjCOtq2NFZpW89EZODtazKR9APifKypHjjnEYa0GOLjWqnUwpKYsVqU2nNa2PRfu3yVislkVTWaQ+SZFpRTe/fwHrpOUjnDypVAAAAABJRU5ErkJggg==)), print the *A* and *B* in a single line.

Since these numbers may be too large, print them modulo 106 + 3. Note that *A* and *B* must be coprime **before** their remainders modulo 106 + 3 are taken.

**Examples**

**input**

3 2

**output**

1 8

**input**

1 3

**output**

1 1

**input**

4 3

**output**

23 128

**Note**

In the first sample case, there are 23 = 8 days in Udayland. The probability that 2 people have the same birthday among 2 people is clearly ![http://codeforces.com/predownloaded/38/8d/388d6e4e353e0ecbf223f59095bd113e721b68a3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAXCAYAAADHhFVIAAAA3UlEQVR42r3RvWpCQRCG4TlHDdiIij+gCIpWsTDEInYJFoKgWKuFYC9iIYQQFFNrE7yH1LmDgAhiZ+nd+C7MynIQyww8xfCxf7MiIh5SqOMTRXHKxzPGOOJJAmVWl/B3KzRV/ucwjEcc0ND+GrQwxw8+tA+7T/Gdd3s2GNwh33dIyOEH+mtFkcRDcK5VdNDEEDUb5jBFzPmAJRImrOAXbxoWsEBc9Ix3nLHWYdTdz37FFjuc0LW3fcEKaWR0y7291MxOQ8us2KBvmja+kNXz83qu+UKJoIeJ7jDSLb0LHpcivgAPDCcAAAAASUVORK5CYII=), so *A* = 1, *B* = 8.

In the second sample case, there are only 21 = 2 days in Udayland, but there are 3 people, so it is guaranteed that two of them have the same birthday. Thus, the probability is 1 and *A* = *B* = 1.

D. Directed Roads

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder and Chris the Baboon has explored Udayland for quite some time. They realize that it consists of *n* towns numbered from 1 to *n*.

There are *n* directed roads in the Udayland. *i*-th of them goes from town *i* to some other town *ai* (*ai* ≠ *i*). ZS the Coder can flip the direction of any road in Udayland, i.e. if it goes from town *A* to town *B* before the flip, it will go from town *B* to town *A* after.

ZS the Coder considers the roads in the Udayland *confusing*, if there is a sequence of distinct towns *A*1, *A*2, ..., *Ak* (*k* > 1) such that for every 1 ≤ *i* < *k* there is a road from town *Ai* to town *Ai*+ 1 and another road from town *Ak* to town *A*1. In other words, the roads are confusing if **some of them** form a directed cycle of some towns.

Now ZS the Coder wonders how many sets of roads (there are 2*n* variants) in initial configuration can he choose to flip such that after flipping each road in the set exactly once, the resulting network will **not** be confusing.

Note that it is allowed that after the flipping there are more than one directed road from some town and possibly some towns with no roads leading out of it, or multiple roads between any pair of cities.

**Input**

The first line of the input contains single integer *n* (2 ≤ *n* ≤ 2·105) — the number of towns in Udayland.

The next line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ *n*, *ai* ≠ *i*), *ai* denotes a road going from town *i* to town *ai*.

**Output**

Print a single integer — the number of ways to flip some set of the roads so that the resulting whole set of all roads is not confusing. Since this number may be too large, print the answer modulo 109 + 7.

**Examples**

**input**

3  
2 3 1

**output**

6

**input**

4  
2 1 1 1

**output**

8

**input**

5  
2 4 2 5 3

**output**

28

**Note**

Consider the first sample case. There are 3 towns and 3 roads. The towns are numbered from 1 to 3 and the roads are ![http://codeforces.com/predownloaded/ab/3a/ab3aa0026cb5ab74ad3902d3590f907b613f69c4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAANCAYAAAA9tuesAAABY0lEQVR42s3VzStFQRjH8bnE9f4uLIjcrrKx4C5cC1kLoZS3LLwkpRvlpUgkIrEQiZTwB1D+BHbEwk5ZkK3/wXfqOTVJmcO9w1OfzZnnnPNrzswcpZQKIAMRbKFM/Y+qxiRWcYhlVHiD3ZjCCV7NgT+sYsRQj2yEcI5LlOuGIhkYxFuCQqcJ2+rBKJKMaxHJt2g29iUwdDOGffRv4Bm1xrUSPOLKVegaWZeFlv1RzMkq8KoST7JMnITWn3kJI794Rqfk63AVWsmptIcupPi8twAXcpIEfxo6R2ZtXj6jjVkc4AW7KLUMHJT3bCP386Cf0JlowwD6LfViE/eYRp7Fe5IxhJmvArtYHiGZ4UbL/oBMzASy5Fo6mlyFTsU62n3cE5WzOl/2gBbGuLdB9JG0gnd5cFiWQLyqDvvGjH1X+kdyhwdc40bcYkw3tGIBOzjGmmycqjiGbpE/rp/j7VScGY7Q8AEox0dXYBUp9wAAAABJRU5ErkJggg==), ![http://codeforces.com/predownloaded/87/b9/87b9bfe02d6490736188a0be16d7fef0a4279045.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAANCAYAAADWgVyvAAABwUlEQVR42sXVTShlYRzH8XNxL7pxJSGDhbAYc6kpFhbjZbzlFhJFyCgSJYvJ28xIRMqGIiHpelvZKFtZTSPsJDvJYuxmQex9H/1PnY6Xe05z5KnP4j7nOaf/c+7v+R9N0zQ3yvEDM1hFG6K19x/Z6EY/xjCBDP1iFbrwAT5U4hgjsqn3GmlSaB68SMAydpGiFiwix3TTT/yF38FCvDZfRDWuUWOYq8MdmtSPG6wg3LCgFvdocLDwdpTZWJ+OUXw0zH3DP4m2NoR6uAwLVMZvJTZOjQCm/iN+kdjCtkT6yYjAGg6R6GDhcVhCic37klAo8Z1H6ksLi3GEijc4cJ8lloWmfzjUIVUR68Esip67V7WaTTQjLMQDP2FAombVIHZwKV0rxubGO3GGr8bJZMlgwELR+ibVBltsCuIPWhH1yvN9ElWXqa9fYU+fiMd3lJpOdZbDUVExnENmiHUeLGBfMq4P9a05x6neXzvk9XsMVM8scLDoJDmcuRbWeqR7rJs6iF96+4b6MY0L/DY5sPBm7IxG/LIYQ016da9E2C3nYRIncsgfv5xB2YXROGIdLFx9PL7YWO+W78gw+qRo1ZHy1cUHOA5PqqhDnpMAAAAASUVORK5CYII=), ![http://codeforces.com/predownloaded/11/40/1140548295e0c0bf64e12e6f56488dfe92f20fd4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAANCAYAAAA9tuesAAABdUlEQVR42sXVyytEYRjH8WFCTAbFMCmXhcuCokQpEslGyCVJsWElmpRbMil25E7IRtliZ0k2FjZiYWXDH2DjH/B980y9nWTmHE/NU5/NufU773me9/h8P1WKCcxgBeuo9CW/UpGDbqwiLXYihCiakIU87OAG4SQGNlnGMIs73NqhW/COceuGLnxhUDFEJjJcrnJIwh/g3g5dhEU0WDcM4xPtiqF7MOTx3n1naGel4xSX0k9aZdpvDwHN0Pny4DkcoUy5R01rbGJAM3RY2mES2+iQvtKsChyj0+Wz47aHqVG8ou2PawowJfOwkKB5nMvgryHXa+ggCh1vXo43XEiP/1Zma+yXF0zUCA7xKF804DX0Fh4kqL13P8veGFRsj3oZxtr/9rT5XNcSNFZV+JBV0errbOyiVWMQzUMiKJaD5iewjCfUKa6ymY+NeMNkVQpKUIMrvKAR1eakX4KbQZmWf/wZmpV3jj70urjeL3MQlS9+ItmWvgHdrEZKKFshyQAAAABJRU5ErkJggg==) initially. Number the roads 1 to 3 in this order.

The sets of roads that ZS the Coder can flip (to make them not confusing) are {1}, {2}, {3}, {1, 2}, {1, 3}, {2, 3}. Note that the empty set is invalid because if no roads are flipped, then towns 1, 2, 3 is form a directed cycle, so it is confusing. Similarly, flipping all roads is confusing too. Thus, there are a total of 6 possible sets ZS the Coder can flip.

The sample image shows all possible ways of orienting the roads from the first sample such that the network is **not confusing**.
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C. Coloring Trees

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder and Chris the Baboon has arrived at Udayland! They walked in the park where *n* trees grow. They decided to be naughty and color the trees in the park. The trees are numbered with integers from 1 to *n* from left to right.

Initially, tree *i* has color *ci*. ZS the Coder and Chris the Baboon recognizes only *m* different colors, so 0 ≤ *ci* ≤ *m*, where *ci* = 0 means that tree *i* is *uncolored*.

ZS the Coder and Chris the Baboon decides to color only the uncolored trees, i.e. the trees with *ci* = 0. They can color each of them them in any of the *m* colors from 1 to *m*. Coloring the *i*-th tree with color *j* requires exactly *pi*,*j* litres of paint.

The two friends define the *beauty* of a coloring of the trees as the **minimum** number of contiguous groups (each group contains some subsegment of trees) you can split all the *n* trees into so that each group contains trees of the same color. For example, if the colors of the trees from left to right are 2, 1, 1, 1, 3, 2, 2, 3, 1, 3, the beauty of the coloring is 7, since we can partition the trees into 7 contiguous groups of the same color : {2}, {1, 1, 1}, {3}, {2, 2}, {3}, {1}, {3}.

ZS the Coder and Chris the Baboon wants to color all uncolored trees so that the beauty of the coloring is **exactly** *k*. They need your help to determine the minimum amount of paint (in litres) needed to finish the job.

Please note that the friends can't color the trees that are already colored.

**Input**

The first line contains three integers, *n*, *m* and *k* (1 ≤ *k* ≤ *n* ≤ 100, 1 ≤ *m* ≤ 100) — the number of trees, number of colors and beauty of the resulting coloring respectively.

The second line contains *n* integers *c*1, *c*2, ..., *cn* (0 ≤ *ci* ≤ *m*), the initial colors of the trees. *ci* equals to 0 if the tree number *i* is uncolored, otherwise the *i*-th tree has color *ci*.

Then *n* lines follow. Each of them contains *m* integers. The *j*-th number on the *i*-th of them line denotes *pi*,*j* (1 ≤ *pi*,*j* ≤ 109) — the amount of litres the friends need to color *i*-th tree with color *j*. *pi*,*j*'s are specified even for the initially colored trees, but such trees still can't be colored.

**Output**

Print a single integer, the minimum amount of paint needed to color the trees. If there are no valid tree colorings of beauty *k*, print  - 1.

**Examples**

**input**

3 2 2  
0 0 0  
1 2  
3 4  
5 6

**output**

10

**input**

3 2 2  
2 1 2  
1 3  
2 4  
3 5

**output**

-1

**input**

3 2 2  
2 0 0  
1 3  
2 4  
3 5

**output**

5

**input**

3 2 3  
2 1 2  
1 3  
2 4  
3 5

**output**

0

**Note**

In the first sample case, coloring the trees with colors 2, 1, 1 minimizes the amount of paint used, which equals to 2 + 3 + 5 = 10. Note that 1, 1, 1 would not be valid because the beauty of such coloring equals to 1 ({1, 1, 1} is a way to group the trees into a single group of the same color).

In the second sample case, all the trees are colored, but the beauty of the coloring is 3, so there is no valid coloring, and the answer is  - 1.

In the last sample case, all the trees are colored and the beauty of the coloring matches *k*, so no paint is used and the answer is 0.

B. Chris and Magic Square

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder and Chris the Baboon arrived at the entrance of Udayland. There is a *n* × *n* magic grid on the entrance which is filled with integers. Chris noticed that exactly one of the cells in the grid is empty, and to enter Udayland, they need to fill a **positive integer** into the empty cell.

Chris tried filling in random numbers but it didn't work. ZS the Coder realizes that they need to fill in a positive integer such that the numbers in the grid form *a magic square*. This means that he has to fill in a positive integer so that the sum of the numbers in each row of the grid (![http://codeforces.com/predownloaded/e0/de/e0dedf4f5ae215df380bdb20bb1b2f792d1c1229.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAATCAYAAAAEaoRHAAACZ0lEQVR42sXXS0hUURzH8as2o1NpmlFh2cMmLbR3EDkVWCGEIfRATXHTIiuwF0VFSbugKKhNtAgKeksPalHQok20qkXZomgRLZQKapeLIMjvP34Dl8ud68zc0fnDB+d1zz33nPP/n6PjOM5r/MNbPMSjAM/xAb90zV90OnmI7fiOp5iNSQFKMQtNOIdB3EbxeHd6Ao7hN07ofTpRgHV4jIZ8jHYZ7uMnWjK81ka9Qw8x7lGLAbzT63TDlsYCFDp5iq0a7VuYksN2p2MDGlGp99FcNV6EPgzjqN6HjbVK2o1YhuN4gnguR3uqSt8PNIdsa6HKpDtPLNnfaLQzjYKggVyCj6rdNSGq0mWNarHrppdwLcvEtUHsDfrBbnzGyiw7XY1POOT6rBwvsSfLNhuUF75hjZ/HrhBVwRr/qgR0z+B7rNZmFdHfKr2epmXjd89K8Q3L6pPacCIh1nNCHVzs+mwvXmlQmpWMW3AGp9GOq1juactK6k5cQJ33RvaE3bioDSdMzFBCJ7S+bWrv4h5makOq067apwpToaUzz9Mne8B6tbfCe6NNetLqDDpnMzM/xZQmlDh2vtmsETyFLnUiqim/o3unqhiTNQuWwDH3l9bIDb8nGSXWa3ZSVYNSjWDy+xLPLMZVYeZ4rou5NrioOtyGRckf2HRdyeLcYQn1AKtCLKNWXPc5qFn16tf6t+S8qf5tS47EWexXPY0EKFGmr1HyfNGRdmKITi9Ve96IaynN1dJr1BL6X0GsUgypfj4bxQttON/wR3rG6BwUU2XxPQPtwEEcxpE02GZxQAm2T/8UjEXUpMqvET0iaZR362AyAAAAAElFTkSuQmCC)), each column of the grid (![http://codeforces.com/predownloaded/f6/c2/f6c297cd539326366bbd52d96bc948094081a192.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAATCAYAAAAEaoRHAAACYElEQVR42sXXS0hUURzH8euolTYz1iSlWfRCFz3NSgLNUsrJoHfYrkJ6SIFmREQQSc9VVosetMmlLipoUVT0WCnYIilq26IkamEGrdrU98Tvwuk2zutemj98wHu598w5//s/Dx3HcQbwC69wF/eSeIJ3+K53xlDv5CB24Ys6PBOTk4hgDjbiJr7iHPL+d6cLcBI/cAz5Gby3HX2YkYtslyjTJuPrM3y3FU1OjmIh3mMIczN4zy2ZnMVOjOK2ajiomI9G1CCK6UHOg0JcVH23B9BwvsrnDFZgDa5pEk8MMtsmC4/wEXU+24qrrUpdm44+wA2EEgzQV6zEB7zQMphNTMVTdFv3pqjNPZ5nF+E4Jvnt+FG8QVWW75sa/oS11j1TIq+xzPNsBdb5zXYprmCLj7o+hLcot+614bmW2BJr9SlLY26UaXAJ50KRPukRnyNvV3lErUnei6soxlZ1ZDMueL6IHTElYDf2aSP8Z0T7cUkN+4lV2rAqVKvNGESHathc12IJbmFbgjZMVs/rHbMDb8BZ70MtuJ7G57IjjFnjbPM7cEDb/Wr96Amdd0qVGDPp73vKyA2zrr/EPCupf606S3EHi7PYkOIpVpGIdR1VCbphBnFau2pMg42pc3ENKGw9P839o1wLfnOGG4c57fWPk+l0YgJ6sFe1HVZ2H6Mas/Xll+s36twyiqiGD6qRwiSK1VADLuOzJlYoy07nqb43qfbdiXfYOoRVKjmNqoI/X+kURvAMD1Mwq8GwztE/8U0NBhkhbfcLUv0T0IkunaeT6dKm0yFt1nob5DG5QbWdMH4DET9ou0HIEDoAAAAASUVORK5CYII=)), and the two long diagonals of the grid (the main diagonal — ![http://codeforces.com/predownloaded/e4/6b/e46b9f425e1ff0af3b28056859326374930795aa.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAATCAYAAADrqO95AAACbUlEQVR42r3WW4hNURzH8b3NOc4xF2OGQS4jjHGYwZTCGJc0ZDA1zCTSNGoUZdwv8YAiInnygHggmXlyKUXNAw/kYRR5YJ4mT9RQvJHywHfV79Rq23uPfc7urPp06uyz117n//+v/16O4ziv8Adv8AAPQzzBO3zVPcZxp8BjC4a1mOkoCVGKyViBMxjCM5QXcsEJHMUPnEYywr0LcR9rCh3lMvTiuyIeZTRgD4oKvejZeIsPqI9wn1loTcTMxDZa8EVprow5g41YhWmauzSOiUfhBH5qUyVimNNE/yI6MB+78Bgb44qG2fF9+IbNec5VqbkOwrWy+BFLPb91FbCg4Ybtk7nqt+8VlVyGecBe9fcp1vc78RIVnt92YdMI5bo/7IHbFYmmHBdcrB59y4qM+byOGz7RalSggsYCLA/bJBfQnUe7qsYgdlvfjcMLzTtaf8pEdxLGhsw1AeODLib1IjmFVB71W602aad5pcrMRGsRFuvl04nLnjLJjjnYiiuo9au7bbgaQ1tL46Zqs0h/4BIGMEOLqFFtLsMjVPl0rfWo01mmwfuQ1XrIzIitcFZAC8yoQ5jFtWKestetnpxU+Z3EWZ8u4apf79BeSHsnv4MlESNp3oo9IT07rfpLWGeXCqvNVSl6TUp5QrVdbt1/W308k510Iq6hLeJiM+qz+bwETC3fxTpl2FUAehV9czq8hw1odxTy8+pxKaUpSEoTmM1yTOeOAe3iXMcYrNWRtdgKhNn0U1X/5lpztlOY+vmM53g6gn68xif8wm+cs9Ib1yhR1sr8LnZoYxzGkf9wCAeUkX1+rSaGUat298/4C4sUahMnHq2QAAAAAElFTkSuQmCC) and the secondary diagonal — ![http://codeforces.com/predownloaded/a8/27/a827538213ceb8bffba39fc2010c7bddc2d79fc6.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAATCAYAAADReFAKAAADdElEQVR42uWYW2xMURSGz4xOp9RUNapU9aKlVaqoVklTcSltVdNoEIKmLglqKClxTZCIS4kXkUhf8IBIXOpSEeJNPKBExAOJxAOR4JGEB/xL/iM7O+ec6czpNNJZyZeZ2efsc/Ze+99rrT2GYRiPwG/wDFwF1xzoAi/BF/b5BdYbMWyLwSdwC2SARAcGg3QwCxwG78F1MDBWnRcH2sA3sIe/e2plVOS0WFZfErgMvoJFYfadCZqAJ5YdOBa8YEwrCKOfD+SBAUaMWy34DC6B5F58bgqoIMNBKkjob84T9ewF38GuXlLTZHAMVIMisBXcBlP7o/qGgitUYK3LZ40GN8FypW0deA1ytHu9fRg33YjCE2qcheAVeM5YGImJMw6BhyCgtO9jhvYpbfGgtY+y9hiwm0lSNynH/Db9JNSUckdmhnrJavCWHSKxVDr/oNIm9eANlkS6Euayhoy2ScydxwXTrQEU26hNkugy8Njmnn82BBwFK11IXOLbO630yQbdoIqO9PP56Q6Fdjyv+5lkZNWHRTgmUdZIh223BpQ79JdDxH0n58lgd1Ke8S5WeBLLnjKlbSl4yglUgnwwg0e8/dpWNhVZyS0tIaAe1ID2UKtvYVI91IED/LSyJm28umWBB3bvlhVZAU5RfW4smSVPNZ0wDnSAu2AEk0gut6uo87zFYolS5oMl7JfJWNrBNvOElMlaM1cjj9fimN1l0idBszJGtd8O0Kg9I7GnzpsNzvKmcI53OZyUbpIAtnBA4sSJDNarQAmVJot0WpmQrrwAVdfGtjRwRyl1khhegmCzRpDX5Ew+CEwAnXSKWUaZ/VrABXCC36Vto+YLW+dJhj3HSYVjIvO1Ns4z1ZOiXPdrBXghk0gBM7uHDjFXXCZ9Eczh7zpOMocx1NwxXhvU+LYJHKca0yz6mTHPa1M6mTGvSG2UB51xiAV2VsyasMLF9q7huyWJTKHa2llYexkXOxknDSpZlLjQolYMVdsdARsYJqySjqh/uk04G8Xd082s+1eRAf691EJV+BxI4CRKeRJ5w5UIuIyNtdziPg60nAkrgYOuUv7tyeAij4+gqM6n07NtrjfbZFsPE2A9Y3WDmVgkBn1gMdsVgnvgCfgIfoCfYHuUarEFFtk32lbSkwJYtUaeN7fREaFo5dYJMoZkRWkS2f/7OfYPJSCO0Rs3bwUAAAAASUVORK5CYII=)) are equal.

Chris doesn't know what number to fill in. Can you help Chris find the correct positive integer to fill in or determine that it is impossible?

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 500) — the number of rows and columns of the magic grid.

*n* lines follow, each of them contains *n* integers. The *j*-th number in the *i*-th of them denotes *ai*,*j* (1 ≤ *ai*,*j* ≤ 109 or *ai*,*j* = 0), the number in the *i*-th row and *j*-th column of the magic grid. If the corresponding cell is empty, *ai*,*j* will be equal to 0. Otherwise, *ai*,*j* is **positive**.

It is guaranteed that there is exactly one pair of integers *i*, *j* (1 ≤ *i*, *j* ≤ *n*) such that *ai*,*j* = 0.

**Output**

Output a single integer, the positive integer *x* (1 ≤ *x* ≤ 1018) that should be filled in the empty cell so that the whole grid becomes a magic square. If such positive integer *x* does not exist, output  - 1 instead.

If there are multiple solutions, you may print any of them.

**Examples**

**input**

3  
4 0 2  
3 5 7  
8 1 6

**output**

9

**input**

4  
1 1 1 1  
1 1 0 1  
1 1 1 1  
1 1 1 1

**output**

1

**input**

4  
1 1 1 1  
1 1 0 1  
1 1 2 1  
1 1 1 1

**output**

-1

**Note**

In the first sample case, we can fill in 9 into the empty cell to make the resulting grid a magic square. Indeed,

The sum of numbers in each row is:

4 + 9 + 2 = 3 + 5 + 7 = 8 + 1 + 6 = 15.

The sum of numbers in each column is:

4 + 3 + 8 = 9 + 5 + 1 = 2 + 7 + 6 = 15.

The sum of numbers in the two diagonals is:

4 + 5 + 6 = 2 + 5 + 8 = 15.

In the third sample case, it is impossible to fill a number in the empty square such that the resulting grid is a magic square.

A. Bus to Udayland

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

ZS the Coder and Chris the Baboon are travelling to Udayland! To get there, they have to get on the special IOI bus. The IOI bus has *n*rows of seats. There are 4 seats in each row, and the seats are separated into pairs by a walkway. When ZS and Chris came, some places in the bus was already occupied.

ZS and Chris are good friends. They insist to get **a pair of neighbouring empty seats**. Two seats are considered neighbouring if they are in the same row and in the same pair. Given the configuration of the bus, can you help ZS and Chris determine where they should sit?

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 1000) — the number of rows of seats in the bus.

Then, *n* lines follow. Each line contains exactly 5 characters, the first two of them denote the first pair of seats in the row, the third character denotes the walkway (it always equals '|') and the last two of them denote the second pair of seats in the row.

Each character, except the walkway, equals to 'O' or to 'X'. 'O' denotes an empty seat, 'X' denotes an occupied seat. See the sample cases for more details.

**Output**

If it is possible for Chris and ZS to sit at neighbouring empty seats, print "YES" (without quotes) in the first line. In the next *n* lines print the bus configuration, where the characters in the pair of seats for Chris and ZS is changed with characters '+'. Thus the configuration should differ from the input one by exactly two charaters (they should be equal to 'O' in the input and to '+' in the output).

If there is no pair of seats for Chris and ZS, print "NO" (without quotes) in a single line.

If there are multiple solutions, you may print any of them.

**Examples**

**input**

6  
OO|OX  
XO|XX  
OX|OO  
XX|OX  
OO|OO  
OO|XX

**output**

YES  
++|OX  
XO|XX  
OX|OO  
XX|OX  
OO|OO  
OO|XX

**input**

4  
XO|OX  
XO|XX  
OX|OX  
XX|OX

**output**

NO

**input**

5  
XX|XX  
XX|XX  
XO|OX  
XO|OO  
OX|XO

**output**

YES  
XX|XX  
XX|XX  
XO|OX  
XO|++  
OX|XO

**Note**

Note that the following is an incorrect configuration for the first sample case because the seats must be in the same pair.

O+|+X

XO|XX

OX|OO

XX|OX

OO|OO

OO|XX

F. String Set Queries

time limit per test

3 seconds

memory limit per test

768 megabytes

input

standard input

output

standard output

You should process *m* queries over a set *D* of strings. Each query is one of three kinds:

1. Add a string *s* to the set *D*. It is guaranteed that the string *s* was not added before.
2. Delete a string *s* from the set *D*. It is guaranteed that the string *s* is in the set *D*.
3. For the given string *s* find the number of occurrences of the strings from the set *D*. If some string *p* from *D* has several occurrences in *s* you should count all of them.

Note that you should solve the problem in online mode. It means that you can't read the whole input at once. You can read each query only after writing the answer for the last query of the third type. Use functions fflush in C++ and BufferedWriter.flush in Javalanguages after each writing in your program.

**Input**

The first line contains integer *m* (1 ≤ *m* ≤ 3·105) — the number of queries.

Each of the next *m* lines contains integer *t* (1 ≤ *t* ≤ 3) and nonempty string *s* — the kind of the query and the string to process. All strings consist of only lowercase English letters.

The sum of lengths of all strings in the input will not exceed 3·105.

**Output**

For each query of the third kind print the only integer *c* — the desired number of occurrences in the string *s*.

**Examples**

**input**

5  
1 abc  
3 abcabc  
2 abc  
1 aba  
3 abababc

**output**

2  
2

**input**

10  
1 abc  
1 bcd  
1 abcd  
3 abcd  
2 abcd  
3 abcd  
2 bcd  
3 abcd  
2 abc  
3 abcd

**output**

3  
2  
1  
0

E. Generate a String

time limit per test

2 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

zscoder wants to generate an input file for some programming competition problem.

His input is a string consisting of *n* letters 'a'. He is too lazy to write a generator so he will manually generate the input in a text editor.

Initially, the text editor is empty. It takes him *x* seconds to insert or delete a letter 'a' from the text file and *y* seconds to copy the contents of the entire text file, and duplicate it.

zscoder wants to find the minimum amount of time needed for him to create the input file of exactly *n* letters 'a'. Help him to determine the amount of time needed to generate the input.

**Input**

The only line contains three integers *n*, *x* and *y* (1 ≤ *n* ≤ 107, 1 ≤ *x*, *y* ≤ 109) — the number of letters 'a' in the input file and the parameters from the problem statement.

**Output**

Print the only integer *t* — the minimum amount of time needed to generate the input file.

**Examples**

**input**

8 1 1

**output**

4

**input**

8 1 10

**output**

8

D. Two Arithmetic Progressions

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given two arithmetic progressions: *a*1*k* + *b*1 and *a*2*l* + *b*2. Find the number of integers *x* such that *L* ≤ *x* ≤ *R* and *x* = *a*1*k*' + *b*1 = *a*2*l*' + *b*2, for some integers *k*', *l*' ≥ 0.

**Input**

The only line contains six integers *a*1, *b*1, *a*2, *b*2, *L*, *R* (0 < *a*1, *a*2 ≤ 2·109,  - 2·109 ≤ *b*1, *b*2, *L*, *R* ≤ 2·109, *L* ≤ *R*).

**Output**

Print the desired number of integers *x*.

**Examples**

**input**

2 0 3 3 5 21

**output**

3

**input**

2 4 3 0 6 17

**output**

2

C. Magic Odd Square

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Find an *n* × *n* matrix with different numbers from 1 to *n*2, so the sum in each row, column and both main diagonals are odd.

**Input**

The only line contains odd integer *n* (1 ≤ *n* ≤ 49).

**Output**

Print *n* lines with *n* integers. All the integers should be different and from 1 to *n*2. The sum in each row, column and both main diagonals should be odd.

**Examples**

**input**

1

**output**

1

**input**

3

**output**

2 1 4  
3 5 7  
6 9 8

B. Optimal Point on a Line

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* points on a line with their coordinates *xi*. Find the point *x* so the sum of distances to the given points is minimal.

**Input**

The first line contains integer *n* (1 ≤ *n* ≤ 3·105) — the number of points on the line.

The second line contains *n* integers *xi* ( - 109 ≤ *xi* ≤ 109) — the coordinates of the given *n* points.

**Output**

Print the only integer *x* — the position of the optimal point on the line. If there are several optimal points print the position of the leftmost one. It is guaranteed that the answer is always the integer.

**Example**

**input**

4  
1 2 3 4

**output**

2

A. King Moves

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

The only king stands on the standard chess board. You are given his position in format "cd", where *c* is the column from 'a' to 'h' and *d*is the row from '1' to '8'. Find the number of moves permitted for the king.

Check the king's moves here https://en.wikipedia.org/wiki/King\_(chess).

![http://codeforces.com/predownloaded/f6/4a/f64a2413349b842dc9b81c2a996d184014547882.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP0AAAD+CAYAAADxoQNSAAARg0lEQVR42u2dW2xUxxmAqZM+9aXqW0pATRqkOBV5qegTSS9cHJsg0uKoVIWCMQZMBUSqkyhAUoJKlGAgLTZtuTUQo4KXS1Ck5qEq7QN94X6xEXfSREqUKiqVUJWIEDM9/3/2rBdr7bPLnplz2W+kEWb34MO3Z779Z+bMmX+U8cqhQ4eoVGqN1FGB9Ldu3aJSqRmvSE+lIj2VSq1J6Rn3UKnZqWVLT6FQ0l+QnkJBeqSnUJAe6SkUpM9CGTVqlNYslywxBixp54mboeYjfdalzwpj1q4T0pfxzW7rQwp+r4soMvQcNplcn8fVOVydy3ZEdnGO1EnvfxA37qo2PpzBD93+eVx08UqxuDiPrc/NVWR09bkNd/1dip+qSJ/mxuvqorr+snQRgeOQ3vWXGNI7lxHpkz4mRfoalN5mpI+je2/rQrvt3mdXetc9F6R3NLFS6ne7mshzPWHoqouf5mFEnBOtLif0WJxDoSSkN0Okp1Bi7Flmef0G0lMoNVaQnkJBeqSnUJAe6SkUpL/Xk1Gp1OqqFelzuZw16c2pPzmpZzsbnFR44HHJY016m5GeRgUPPEhPo4IHHqSnUcEDD9LTqOCBB+lpVPAgPdLTqOBBeqSnUcGD9EhPo4IH6auTvtxHEpEeHnjsSV+Jh1VJX8neYkgPDzx2pK/UQ6SnUcGD9HTvkQQeuvdEeiSBh0iP9EgCD9IjPTzwMKZHenjgydSYnsU58MDDijykhwcepEd6eOBBehoVPPAgPY0KHniQnkYFDzxIT6OCB+mRnkYFD9IjPY0KHqRPiPRcbHjgufeK9DQqeJAe6WlU8CA90tOo4EF6pKdRwYP0SE+jggfpkR5J4EF6pEcSeJAe6eGBp8akH7pFz0hb9SA9PPDYkb5SDyPYGDP8NaSHBx670lfiYeTde6SHB574u/fOpA/bhZNGBQ889qV3uhsu0sMDTw1JP9KJkB4eeNxIX46HSE+jggfpkR5J4EF6FucgCTwszkF6JIEH6ZEeHniQHunhgQfpaVTwwIP0NCp44EF6GhU88CA9jQoepEd6GhU8SE9aKxovPKS1QnoaFTxIj/Q0KniQHulpVPAgPdIjCTxIj/RIAg/SIz088CA90sMDD9IjPTzwZE76cjJr0Kjggceu9NYz3JS7LxfSwwOPfenL9bBq6cs5EdLDA49d6SvxMBLpw7oUSA8PPPalL9fDiCL9jUJlTA8PPHFF+vI8RHoaFTxIj/RIAg/SlzFryJgeHnjin713MqZncQ488LAiD+nhgQfpkR4eeJCeRgUPPEhPo4IHHqSnUcEDD9LTqOBBeqSnUcGD9EhPo4IH6UlrReOFh7RWSE+jggfpkR5J4EF6pEcSeJAe6ZEEHqRH+vh47pzc4dXwY6rlOb2uIZJjksKD9Eif6kgykgQD8t6Zt0JFCvt/nFv/1IhSy3tyTFp4kB7p0ym91/g/P+ZJ0NdTUhQVpL/H3DwaLkqY8Kde/5G5sNGTu/OpksJffLNBj+lbn3wepEf61EkfNHYRZOKE8abzhTnGXMuZ2ye2Fd67fXybvtbzWrt5vH6c+fc/NhtzbqcvTpk8QfQWmb/78NfNS9MfMh90N5pTbwwec/KNqebDzdPMhlmPmvrRXzP/XP1907+xcdheQZw8SG9hC+yR9uZC+mh5NBJ6EfGNjjn6uW9+eYExl3Pmy+PbfUGu9pr9G5bpe8+1PGPM6V3evxt+vDxSt10i/IvTvqW/a/WPv23+1dWk4ovwH3Q3me45j+l783842vSvn5ponixKX4mHTpNdIH30PBrlvOjXvapVr4X8aS7tVUF61/uCrFzc7MnTe1dErZTnjNelF7lF+ED897sazfvd00zX7Hp9rX3KGO+1JnM2ZOyfBJ4sSu800iN9vDy3T2xXKTatnK/XY9uaRebgpg79ecXCmSqIHBM24x32/5DILl37QPy1zY+YP877jv68aPJo/RIQ2cNm8JPCg/QOMtwgvT0e7f56EXHr6jZTd/99ei3WLJ1lzMU92j0Om+kul0e68yL3b2Y+Yuq+4l/z5Y1jzbVNjWXdrksaT1a7904n8hjTxyi9FwElItbV+ZJsfXWRHxXlvVNRSt9k/jDvsYL0a5v9Mb68lzaerE7kWd/3Hulj7t7nJ7ly+UkuiYhbPEHk5y4ZE1/1u8PV8qjwMobPT9pJhJcufjDGHzqrn3QepL8H6Uv9YqSPYSLves4c2Lh8cMzrdYH9MXGLvvb7Vxbo36sZA0vXXW7Lbf6FL/zCyQ9ql14i/CszHvblVPGbdNIv6TxZkr5SDxnTp1j6YKHK7rWL9bNf1d6s42CJgkG0DGbBN7w4d9gFL+XcspOFN52zHvVn6aeOKYzhg1t2weTeiukP+Qt41iWXhzE9i3NSujjHX5H22dHtZnz9OP++tTfeHcivW5cqC1vk9pcsdBn74APmk8PdVS3OkYU3837wTY3usiovEDuY1ZeFO2O/8VVz5NdP3MPiHDc8LM5B+kwsw5WVabfO9pS8by0yDfS9bT4+3KXH3itP/4ZGc0RW2uUX3pQSWiK8CF/tMlwXPEiP9KmVXqXwol0QDYeNot4x1fCI5CJ+6DEbG1PBg/RIn+lHa32Bonm0NuxevItHa6PiQXqkZ9MJeJAe6ZEEHqRHeiSBB+mRHh54kB7p4YEH6UlrlT2ecp504/qQyw7p4YEH6WlUqeQ5u9PcOvm21rCVcVwfpEf6lPPoY63n9+hedttf79CfB8pYLMP1Saj0uVwO6ZE+9Em4N19aoA+9yMMxB3/3vIovO9pwfYj0SO+Ax1Xmmbs2ubj2rnl56Ww/0l864Am/LbU8SI/0qZPeZuYZfaotX+/kqyaZON+r+9O3zpqm0t8pPAI7eGwaMukgPdKnTnqbmWe0uy6TdLJzjWw53dejr8nkXfP0BrNixSrTuqDNdLQ9q9177QGc3+0f6/0bEb/UtlaJyKSD9EifNultZ55R4a/sN/89vtv8fdcarRfe26Tdetms8iczny1c2ylTphTeu/hup/nL5uf1+IFze/K7125LTCYdpI9Q+nK26UH6aHlsZZ5R4S/tM7s7f2UmT/ye+fns2RrRn3xyou5Zt2bpT01nZ2fh2sp7MrEnXf1Jk6eahQsXmhkzZui/FfnldxWLH3cmnSxL72y7LP8kN5A+Bp6oM89od9yTVBJMSDS/cuVK4RpKW9jbu8+MHTtGvwiCMmHCBDN+/Hjz178dNl98cdsMDAzo66dOn9FegIrvRfygq5+ETDpZlL5cDyPKcHMD6WPkiSrzTLBrjWxXJVH9o48+1msnEgdVyrm+fpX8008/VdHl55s3b951rMgfiN846Qnt6geTe0nJpJMl6SvxEOkzch84iswz2q2/nNMxe/uSJXrdAnkDoaU9SJHufUdHh2ltbS20j6HHBsdPf7rJfPjeOp3kE/GTlEkH6e9h3/tKsmUivW3pq8s8owtvLvxZu+MyJi+O7sUyS5HILt186b4HwhcfG/wsvQWJ9P85slWX7kpvIkmZdLIgfaUeRjp7T6SPhyfKzDPaBffG9HJLTsbvwVi+WOogos+dO1dv2xW/FnTt7+oRyC296+8UJvOSkkknq7P3Tve9R3r3PFFnnrmTX2Yrt+BkXC/j92KZZRwvk3syVpeJvmXLlunP8pq8V9w7kGv+9KSJ5n/H/Ydygkdxk5BJB+kjvGVH997tLTsbmWd0bH9xj95zl675li1bNaLL2LyhoUG7/nJbTsb9In1LS4u+Jl19+VOiu9RCtz6/qCcpmXRq4Zad0wSWRHr3i3NsZJ7xs8bmNOLL2F3El/F58WTd0CLvyTEi/OP143Rhz1Dh486kw+IcpE99995q5hmvSy6RWiK8dPPlCcxgxl7G88VVIr/0BuQWnlR/Tf6+kmmlE5FJB+mRPs1jehuZZ3T8LdIf26VRW8bvIvXGN3+r11LqwYMHtQY/y3sS5WWxzpKfNeky3i8rlN5VJh2kR/rUP1obdeYZndA7u1MjvUic23dApZaoLmN4qW1tbboEN3hNegAy4y9fDir99XcqjvQuM+kgPdKziUapx2rP7dHbd7oarv2X2nWXe/RD78nLzL1cY1l7X8ghf7m35MYaXB+kR/rESj/YxZeHbyR6P90wSWfoJbLLl4BUifQy7pf3ZGMNWdyje+dxfZAe6dPHo93807t0Jl82zpDuviyplcdnZZssqSK5vKb3471xvKzq4/ogPdKnnEe66dpV98b5ulHGpX36RaBVNtno79FegYzhS22cwfVBeqRPKU+wJVbwJRDUO+yGi/SktYIHHtJa0ajggQfpaVTwwIP0NCp44EF6GhU88CA9jWrIvfSwtNHlzK4nJfOMKx6kR/qU30rbMXL+uaJNLNKQecYFD9IjfTql9xr/58d26HPrpUQJEk7ePBouSiIyzzjiQXqkT+HyWP9PEURyynW+MMeYazlz+8S2wnt+osmc6XmtXR+Pla2tZYvr4dJKx5l5xhUP0ke0BXZYVg2kt8OjkdCLiJInXj7/zS8v0GWxskJOBbnaa/ZvWKbvPdfyjL+G/tTw4+W4M8+44smi9JV4WPUW2JVsyIf00fNolPOiX/eqVv385U9zaa8K0rveF2Tl4mY/qWRRRI07k07cPFmSvlIPne6Gi/R2ePQBF0+KTSvn6zWQlFSSsEI3kFw4UwWRY8JmvJOSecYVT1a7985y2dG9j5dHu79eRNy6us3U3X+fv1X00ln5rLHbQ2e6XWbSSRJPlqR30r0n0idMei8CSkSsq/Ml2frqIj8qltiyKs5MOkniIdIjfTq79/lJrlx+kksi4hZPEPm5S8bEV3tDn3FPUuYZVzxIz0ReeifyrufMgY3LB8e8sqmFjolbBver8/5ezRjYVeYZVzxM5HHLLpXSBwtVdq9drJ//qvZmHQdLFAyiZTALvuHFucMueElK5hlXPNyyY3FOeveuO/OW+ezodjO+fpx/39ob7w7k161LlYUtcvtLFrqMffAB88nh7qoW59jMPOOKh8U5SJ+JZbiyMu3W2Z6S9611G+u+t83Hh7v02ERm0omBB+mRPrXSqxTndhai4bBR1DsmiZl04uJBeqTP9KO1wWaWScykEycP0iM9m07Ag/RIjyTwID3SIwk8SI/08MCD9EgPDzxIT1oreOAhlx2NCh54kJ5GBQ88SE+jggcepKdRwYP0SE+jggfpkZ5GBQ/SIz2NCh6kR3oaFTxIb3G7LBoVPPDYkT6xGW5oVPDAE730ic5wQ6OCBx773Xtn0tO9hwee+KV3thtu2ImQHh547EtfroeRTOQxew8PPPFP5DmZvWciDx54amwir/g2QdjtAqSHBx570lfiIYtzaFTwsDgH6ZEEHqRHeiSBB+mRHkngQXqkhwcepEd6eOBBehoVPPAgPY0KHniQnkYFDzxZkJ6LDQ885LKjUcEDD9LTqOCBB+lpVPDAg/Q0KniQHulpVPAgPdLTqOBBeqSnUcGD9EhPo4IH6ZEeSeBB+ij226ZRwQOPXemd7HtfSQ4tGhU88NiR3lkuOyI9PPDUYKRHenjgQXqkhwcepEd6eOBBehoVPPCkf/Z+pNlDpIcHHjez92EesjiHRgUPi3OQHkngQXqkRxJ4kB7pkQQepEd6eOBBeqSHBx6kp1HBAw/S06jggSej0lOp1OpqqqSnUCjxF6SnUJAe6SkUpEd6CgXps1DK2U8MxuSxpJ0nboaaj/RZlz4rjFm7Tkhfxje7rQ8p+L0uosjQc9hkcn0eV+dwdS7bEdnFOVInvf9B3Lir2vhwBj90++dx0cUrxeLiPLY+N1eR0dXnNtz1dyl+qiJ9mhuvq4vq+svSRQSOQ3rXX2JI71xGpE/6mBTpa1B6m5E+ju69rQvttnufXeld91yQ3tHESqnf7Woiz/WEoasufpqHEXFOtLqc0GNxDoWSkN4MkZ5CibFnmeX1G0hPodRYQXoKBemRnkJBeqSnUGpTeiqVmo1alvRUKjWbFemp1BqU/v/lFkMTvlN5WgAAAABJRU5ErkJggg==)King moves from the position e4

**Input**

The only line contains the king's position in the format "cd", where 'c' is the column from 'a' to 'h' and 'd' is the row from '1' to '8'.

**Output**

Print the only integer *x* — the number of moves permitted for the king.

**Example**

**input**

e4

**output**

8

B. Checkpoints

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasya takes part in the orienteering competition. There are *n* checkpoints located along the line at coordinates *x*1, *x*2, ..., *xn*. Vasya starts at the point with coordinate *a*. His goal is to visit at least *n* - 1 checkpoint in order to finish the competition. Participant are allowed to visit checkpoints in arbitrary order.

Vasya wants to pick such checkpoints and the order of visiting them that the total distance travelled is minimized. He asks you to calculate this minimum possible value.

**Input**

The first line of the input contains two integers *n* and *a* (1 ≤ *n* ≤ 100 000,  - 1 000 000 ≤ *a* ≤ 1 000 000) — the number of checkpoints and Vasya's starting position respectively.

The second line contains *n* integers *x*1, *x*2, ..., *xn* ( - 1 000 000 ≤ *xi* ≤ 1 000 000) — coordinates of the checkpoints.

**Output**

Print one integer — the minimum distance Vasya has to travel in order to visit at least *n* - 1 checkpoint.

**Examples**

**input**

3 10  
1 7 12

**output**

7

**input**

2 0  
11 -10

**output**

10

**input**

5 0  
0 0 1000 0 0

**output**

0

**Note**

In the first sample Vasya has to visit at least two checkpoints. The optimal way to achieve this is the walk to the third checkpoints (distance is 12 - 10 = 2) and then proceed to the second one (distance is 12 - 7 = 5). The total distance is equal to 2 + 5 = 7.

In the second sample it's enough to visit only one checkpoint so Vasya should just walk to the point  - 10.

A. Juicer

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Kolya is going to make fresh orange juice. He has *n* oranges of sizes *a*1, *a*2, ..., *an*. Kolya will put them in the juicer in the fixed order, starting with orange of size *a*1, then orange of size *a*2 and so on. To be put in the juicer the orange must have size not exceeding *b*, so if Kolya sees an orange that is strictly greater he throws it away and continues with the next one.

The juicer has a special section to collect waste. It overflows if Kolya squeezes oranges of the total size strictly greater than *d*. When it happens Kolya empties the waste section (even if there are no more oranges) and continues to squeeze the juice. How many times will he have to empty the waste section?

**Input**

The first line of the input contains three integers *n*, *b* and *d* (1 ≤ *n* ≤ 100 000, 1 ≤ *b* ≤ *d* ≤ 1 000 000) — the number of oranges, the maximum size of the orange that fits in the juicer and the value *d*, which determines the condition when the waste section should be emptied.

The second line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 1 000 000) — sizes of the oranges listed in the order Kolya is going to try to put them in the juicer.

**Output**

Print one integer — the number of times Kolya will have to empty the waste section.

**Examples**

**input**

2 7 10  
5 6

**output**

1

**input**

1 5 10  
7

**output**

0

**input**

3 10 10  
5 7 7

**output**

1

**input**

1 1 1  
1

**output**

0

**Note**

In the first sample, Kolya will squeeze the juice from two oranges and empty the waste section afterwards.

In the second sample, the orange won't fit in the juicer so Kolya will have no juice at all.

E. Student's Camp

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Alex studied well and won the trip to student camp Alushta, located on the seashore.

Unfortunately, it's the period of the strong winds now and there is a chance the camp will be destroyed! Camp building can be represented as the rectangle of *n* + 2 concrete blocks height and *m* blocks width.

Every day there is a breeze blowing from the sea. Each block, except for the blocks of the upper and lower levers, such that there is no block to the left of it is destroyed with the probability ![http://codeforces.com/predownloaded/ae/bc/aebc9a1718343b8d2aa26810f09cf68919ffdf45.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAAUCAYAAAD2rd/BAAACAElEQVR42s3Wz0sUYRzH8f3Rmrur2a8tQbESy35gtbKWWIlgViIU2g/r0EUxYYsuKSEqotKvQ4fwEF40Si8dU1HwJHgsT4HQX9P7kc8s47LMzl5m5gsvnPUZhu88832+zxMKBTeO4Sme4yHaA5xrqBLv8QiHMYfpICf8DD+RRAQLeBLkhL9gXNc1+IXLiNtvqsI5VCCME7igWvI6PuGFrvuwgmbcsG4wSfYjiw/owAP04KNexMtowRt0Y1gzbsqk1rohjVvIYFfJH9DYrJIOF3hwRCv4ne4rZgZXXSZtFttJ5WGuj9gHTbLVSnQLKdvYFNZRXuCh5iVO6XOlXTpaJNFDuKmc8uVaW1yz9Rnzug7p7RZV9Ac9Koez6gpL+FFALkwL2cBQXvP+7dADzQw3oLUEqSIJR5RLXF81od+WXFxUchnb/27jL647PLwXE2pDblxxOdOmRC85lZBZPP80Y9aMm/KYRNThwWEl7la4hE6xiU6n3ret9tGEVxjVIvAj6rCG+kKDCXWCl2jEHbWfMh93u3tYxmm1tH1f5jz+4FqAtucxzfB9jKDNGohhADu2+vU7ytTCrI5lTm1frVl+jO96m7faXfwOsxmt2ibwtfpy1No0EvqbLNIRvApTmt90Lo5p88oG+Xh5RruuOVp26QB/PMgJm359V2trUCWyF/8B+8tPRCxmUhkAAAAASUVORK5CYII=). Similarly, each night the breeze blows in the direction to the sea. Thus, each block (again, except for the blocks of the upper and lower levers) such that there is no block to the right of it is destroyed with the same probability *p*. Note, that blocks of the upper and lower level are **indestructible**, so there are only *n*·*m* blocks that can be destroyed.

The period of the strong winds will last for *k* days and *k* nights. If during this period the building will split in at least two connected components, it will collapse and Alex will have to find another place to spend summer.

Find the probability that Alex won't have to look for other opportunities and will be able to spend the summer in this camp.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 1500) that define the size of the destructible part of building.

The second line of the input contains two integers *a* and *b* (1 ≤ *a* ≤ *b* ≤ 109) that define the probability *p*. It's guaranteed that integers *a*and *b* are coprime.

The third line contains a single integer *k* (0 ≤ *k* ≤ 100 000) — the number of days and nights strong wind will blow for.

**Output**

Consider the answer as an irreducible fraction is equal to ![http://codeforces.com/predownloaded/79/0d/790dac5b2fbfd2e79476cfb1b7cba21944d25b29.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAUCAYAAABBECfmAAAA60lEQVR42pXRz0sCQRTA8bE0soMpJIKInUIUTQIRPOgiiJ2kukSIP/Fq104RHVI86T+ggoe8BCKe/eP8vniTe9hLAx92Zt+bt/tmjDmODDpo4x5+G8hjhls4WCIigSAW6GvilSadyOIGe+Rcn/DZSRI/SOn6AgVc2qxnDFDFI4o4tbulfhRx3fk3HFVBWZ+OljZTD9LWm/nvkOazuPYKSmvfePcKnmGFJ/dLaSGGNDZ6cr9DTmeIB4yxxrnR5ueoaeIXPuyurpaRsgG9roYNjjDReQJb3Olfmx4+EdL5Ti+gZJtuoYk6XvGC8AGi6B4en/UJowAAAABJRU5ErkJggg==). Print one integer equal to ![http://codeforces.com/predownloaded/e3/05/e3059d56f4a6faa31e533ecc5d3b20d6fe191ca2.png](data:image/png;base64,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). It's guaranteed that within the given constraints ![http://codeforces.com/predownloaded/b8/fa/b8fa962e83dae20b311c949e2aee7282413a58ca.png](data:image/png;base64,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).

**Examples**

**input**

2 2  
1 2  
1

**output**

937500007

**input**

5 1  
3 10  
1

**output**

95964640

**input**

3 3  
1 10  
5

**output**

927188454

**Note**

In the first sample, each of the four blocks is destroyed with the probability ![http://codeforces.com/predownloaded/06/47/06479cd23d60c92802b763b2307abea3d29db615.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAWCAYAAAAM2IbtAAAAwklEQVR42s3SsQsBYRjH8eeckUgZbEqhKDKgW6Rwi8Vmk0X5D5Sw+gtMLP4Lm1UZlCwGg7/E99VzxaW71a8+w/O+974999yJiFhIo44lsvKRCCoY4YSq/EgOx3/YNK8Sh4MzXK3NuthoYYIVplrbEpZ1AOkECE8MZTRQQNTbSGKILtrYasfvbgfYIaEP93FByRRNLPQG0WHcdF3805pjr1P6Sg8b5P0nHB2h+WVS3klLO52hpl9njKLX0BVP3PHAAZkXUGgglzUHiDoAAAAASUVORK5CYII=). There are 7 scenarios that result in building not collapsing, and the probability we are looking for is equal to ![http://codeforces.com/predownloaded/5a/c1/5ac14015e547cfa6c97c973a008e7051c1b3fd25.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAXCAYAAAA7kX6CAAABRklEQVR42p3UyysFYRjH8TkXJw65xUa5U9iwsbETEUWyUEZuK4mFhdLZSGxkIdeUlPInyIoNWYjyP/m++s0083bMOa+nPnUu85t5553nGc+LVxr7uMVBxDoqvYSqwjnucCMv2EYmKdiAUWR1YAdWUOuVKLPUCn2uVqjNc6wp+Ei5hPK6v2HXq/XjDa2uwVm8o9k1OI571LsGM+WE/CIWxf/DnAle/MNhsKxypK3vscrpALtMNzWql8MyndGOSZyhxwoNYFX/r+kZh/3Zh3l8YigS6sWlDjbLO9GIxaoTr5GgOeGRNqJGS20pNindVrAOzzjGGBawpKlJDDbhS4Od18ZcY7NU0Az1h6Y/qAKetPSwuhQcjDyaB+xYwccgmNL9jOAbE+pT8/sMTnV1szlXeiv8VlbTvqt22sO0tj+nTdnAFpaDt90PJzI206Pv7FwAAAAASUVORK5CYII=), so you should print ![http://codeforces.com/predownloaded/11/bf/11bf9687ebbdaf4b4b26d78d44c03de52bf26e51.png](data:image/png;base64,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)
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D. Incorrect Flow

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

At the entrance examination for the magistracy of the MSU Cyber-Mechanics Department Sasha got the question about Ford-Fulkerson algorithm. He knew the topic perfectly as he worked with it many times on programming competition. As the task for the question he was given a network with partially build flow that he had to use in order to demonstrate the workflow of the algorithm. He quickly finished to write the text and took a look at the problem only to understand that the given network is incorrect!

Suppose you are given a directed graph *G*(*V*, *E*) with two special nodes *s* and *t* called source and sink. We denote as *n* the number of nodes in the graph, i.e. *n* = |*V*| and *m* stands for the number of directed edges in the graph, i.e. *m* = |*E*|. For the purpose of this problem we always consider node 1 to be the source and node *n* to be the sink. In addition, for each edge of the graph *e* we define the capacity function *c*(*e*) and flow function *f*(*e*). Function *f*(*e*) represents the correct flow if the following conditions are satisfied:

1. For each edge ![http://codeforces.com/predownloaded/ca/0b/ca0bc3567a1bbaf42ef8632cc27c9ccf5db3ca59.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAOCAYAAAC7IpUCAAACG0lEQVR42s3Wy0sVYRjH8TneM5XsaJqg0E2ySNKjSBqKFka4MpB2GknYZSG1UbACQboRbYIib5UoBWIQFG5bKEWrlrYMTPwz+j6H38QwzRnn0Cx84ANzLjPv877P877nOM7uidN4jBW8xyM8kId4ic8Y30U5O4VowAbmcQAVYten8AYv4hw0Tw8/5FGH/Cye0YJNDGb4vB3X4kg2Fx0q7TSeqJxW3glUZvGsq9hSq7hRgBxdp3DRf9M+HMcJlEZMeEj91otqlGCv7EEiYsKW2CusKw/3PXtuUq9rVb105GsGd3BBhpVAWNj3nuNgDBUrx3fM6toSb8VtFAXdcEW79ohnBUdxOGSQYiXcGtOeaMJvLGMM9/BFefwTtit/qMy24mU4i5tKLFPU460Gs8keDVCnDRolbPxttKmPi1TtLl87puMufqkM/RhAn6ePMkUz1vBaJfWbw1NURUza9sU337i2wWs8++2Mu0eWsKrjqiSLlbGVnNHRZj243yepgXIi9vNXPS/hO7vd+7slHYsBX3Y8uz9TWAmf4VwM/dyofh4OmdSo9/i8hXealRv2K3RJR1hYtGvCDf+Z9JDO55Tv/YSqNokRx5fglHrZNtV5XFb5o0Sf+ndQyVeoNZJaodyQe4/hhtrzp/5XWHLXxV5/VOvUB/2odKJHp0lpFqtkq3ES97GAD/ikPzfzO5zhSa1usxYsFaBFCf/dG38AKpdQdbL85mMAAAAASUVORK5CYII=) the flow is non-negative and does not exceed capacity *c*(*e*), i.e. 0 ≤ *f*(*e*) ≤ *c*(*e*).
2. For each node ![http://codeforces.com/predownloaded/46/5e/465e068498b4267ce8c2bb90ef74c0ed932fe3c0.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAOCAYAAABQFS4BAAAB/klEQVR42s3W3UsUURjH8fEty9V8mRBc3SwVlXzJIEk2MS2sIFAxRREMhIJCvTKoiwgvkhQib0IxVvFC0IL0JrpKJEoIuuwfCP+B/gW/R34L0zDuHHGjHvhc7Mwc5znnPOcZHeffRy1msIUPeIFq3zMFeIaPSGDwP8jbyUENfuAzorrmjw5N7qomktY4gTKc94ghO2Scuf8eOzgVcD9Tq9z6N1btBl5hCXN4iVk8RbHF35jHT03cH80YQpb/hosLOO25VoRzmm3YKj/CArpQinxExKxghkXij/EL9QH1fV8l9EeY5O7iAaZxUtfH8UWJpIoBvMaZY+7aMH4j7rt+B9eDBtxDBXqwrdV3dAhM4mdTvMzsyiIa0lBucSXu7RjmjIwdUvfObR2ON0oiWUcR1aeb4mWXsIJGtbCaALGg2gwIUyJ7mNLvXIyiLtXBiqkd9Xqul2AkpCOYFrWr5BMBlnVAXYvEozqc8/rdjr6wQeaB774DcBGdIeOatUsVmqifq3LKtEg8T6X5Tp3loc2En2PDs6VZWv3ykHERlVhbGmrcdJ51fFOjuGwz6Im2NhlNuGX5wm68RVUakp/TAZ20PBcHW76Km6qtfhRaviz5VUvoTNSpNbpSbJsEMYGvKj3rqFTiV1QCRwmTfIu+lmvY1D9En/Qlte3xpq1es3lwH8OsRtWos94HAAAAAElFTkSuQmCC), that is not source or sink (*v* ≠ *s* and *v* ≠ *t*) the sum of flows of all edges going in *v* is equal to the sum of the flows among all edges going out from *v*. In other words, there is no flow stuck in *v*.

It was clear that as the exam was prepared last night and there are plenty of mistakes in the tasks. Sasha asked one of the professors to fix the network or give the correct task, but the reply was that the magistrate student should be able to fix the network himself. As the professor doesn't want the task to become easier, he asks Sasha to fix the network in a such way that the total number of changes is minimum possible. Sasha is not allowed to remove edges, add new ones or reverse the direction of existing edges. The only thing he is able to do is to change capacity function *c*(*e*) and flow function *f*(*e*). Moreover, all the values should remain non-negative integers. There is no requirement on the flow to be maximum in any sense.

Find the minimum possible total change of the functions *f*(*e*) and *c*(*e*) that Sasha has to make in order to make the flow correct. The total change is defined as the sum of absolute differences, i.e. if new functions are *f*\*(*e*) and *c*\*(*e*), then the total change is ![http://codeforces.com/predownloaded/b7/ed/b7ed4dd0e0aec35d42a9348b1a8cf9688d1d5a5d.png](data:image/png;base64,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).

**Input**

The first line of the input contains two integers *n* and *m* (2 ≤ *n* ≤ 100, 0 ≤ *m* ≤ 100) — the number of nodes and edges in the graph respectively. Each of the following *m* lines contains the description of the edges, consisting of four integers *ui*, *vi*, *ci* and *fi* (1 ≤ *ui*, *vi* ≤ *n*, *ui* ≠ *vi*, 0 ≤ *ci*, *fi* ≤ 1 000 000) — index of the node the edges starts from, the index of the node the edge goes to, current capacity and flow value.

Node number 1 is the source, and node number *n* is the sink. It's guaranteed that no edge goes to the source, and no edges starts in the sink.

Given graph contains no self-loops but may contain multiple edges.

**Output**

Print one integer — the minimum total sum of changes that Sasha has to do in order to get the correct flow description.

**Examples**

**input**

2 1  
1 2 2 1

**output**

0

**input**

2 1  
1 2 1 2

**output**

1

**input**

3 3  
1 2 1 1  
2 3 2 2  
1 3 3 3

**output**

1

**input**

4 2  
2 3 1 1  
3 2 1 1

**output**

0

**Note**

In the first sample, the flow is initially correct. Note, that the flow is not maximum, but this is not required.

In the second sample, the flow value of the only edge is greater than its capacity. There are two ways to fix this: either increase the capacity up to 2 or reduce the flow down to 1.

In the third sample, there is only 1 unit of flow coming to vertex 2, but there are 2 units going out of it. One of the possible solutions is to reduce the value of the flow on the second edge by 1.

In the fourth sample, there is isolated circulation of flow, but this description is correct by definition.

C. Centroids

time limit per test

4 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

*Tree* is a connected acyclic graph. Suppose you are given a tree consisting of *n* vertices. The vertex of this tree is called *centroid* if the size of each connected component that appears if this vertex is removed from the tree doesn't exceed ![http://codeforces.com/predownloaded/39/fd/39fdaa6f330f6afe718c8e14bc2d862f48999d59.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAATCAYAAACtHkzTAAAA90lEQVR42o3SzUqCQRTG8aOkRKKWm/AFCRcpCRFUBLW0DwqKooXYppWhK9FN0EIQElwLCu3sAly0lu4gcCt0B92F/xNnYCQhH/jBOx/MnJl5RUQCPJpDlNDEtliucY5PPCCOFupuQg6nGGHd+np4Ei+65Kt9p/GBAyS0I4Ih7mzCJd6xj6J2pNBG1iYU8IIbG5MQojKfVay4RtVTM35bKv9YLlrHJvLY8vd30TOXcYYuGn7hGxjgyNp7mODYTUiigxNr6+N94dbfImx1aK4wRmZRsXqbfXvdPwnsYnYRcw/loss948KOeW8/z2/W8IYfTPFtRe7o4AyJdCH13JyGywAAAABJRU5ErkJggg==).

You are given a tree of size *n* and can perform no more than one edge replacement. *Edge replacement* is the operation of removing one edge from the tree (without deleting incident vertices) and inserting one new edge (without adding new vertices) in such a way that the graph remains a tree. For each vertex you have to determine if it's possible to make it centroid by performing no more than one edge replacement.

**Input**

The first line of the input contains an integer *n* (2 ≤ *n* ≤ 400 000) — the number of vertices in the tree. Each of the next *n* - 1 lines contains a pair of vertex indices *ui* and *vi* (1 ≤ *ui*, *vi* ≤ *n*) — endpoints of the corresponding edge.

**Output**

Print *n* integers. The *i*-th of them should be equal to 1 if the *i*-th vertex can be made centroid by replacing no more than one edge, and should be equal to 0 otherwise.

**Examples**

**input**

3  
1 2  
2 3

**output**

1 1 1

**input**

5  
1 2  
1 3  
1 4  
1 5

**output**

1 0 0 0 0

**Note**

In the first sample each vertex can be made a centroid. For example, in order to turn vertex 1 to centroid one have to replace the edge (2, 3) with the edge (1, 3).

B. Recover the String

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

For each string *s* consisting of characters '0' and '1' one can define four integers *a*00, *a*01, *a*10 and *a*11, where *axy* is the number of **subsequences** of length 2 of the string *s* equal to the sequence {*x*, *y*}.

In these problem you are given four integers *a*00, *a*01, *a*10, *a*11 and have to find any non-empty string *s* that matches them, or determine that there is no such string. One can prove that if at least one answer exists, there exists an answer of length no more than 1 000 000.

**Input**

The only line of the input contains four non-negative integers *a*00, *a*01, *a*10 and *a*11. Each of them doesn't exceed 109.

**Output**

If there exists a non-empty string that matches four integers from the input, print it in the only line of the output. Otherwise, print "Impossible". The length of your answer must not exceed 1 000 000.

**Examples**

**input**

1 2 3 4

**output**

Impossible

**input**

1 2 2 1

**output**

0110

A. Letters Cyclic Shift

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output
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What is the lexicographically minimum string that can be obtained from *s* by performing this shift exactly once?

**Input**

The only line of the input contains the string *s* (1 ≤ |*s*| ≤ 100 000) consisting of lowercase English letters.

**Output**

Print the lexicographically minimum string that can be obtained from *s* by shifting letters of exactly one non-empty substring.

**Examples**

**input**

codeforces

**output**

bncdenqbdr

**input**

abacaba

**output**

aaacaba

**Note**

String *s* is lexicographically smaller than some other string *t* of the same length if there exists some 1 ≤ *i* ≤ |*s*|, such that *s*1 = *t*1, *s*2 = *t*2, ..., *si*- 1 = *ti*- 1, and *si* < *ti*.

E. Garlands

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Like all children, Alesha loves New Year celebration. During the celebration he and his whole family dress up the fir-tree. Like all children, Alesha likes to play with garlands — chains consisting of a lightbulbs.

Alesha uses a grid field sized *n* × *m* for playing. The rows of the field are numbered from 1 to *n* from the top to the bottom and columns are numbered from 1 to *m* from the left to the right.

Alesha has *k* garlands which he places at the field. He does so in the way such that each lightbulb of each garland lies in the center of some cell in the field, and each cell contains **at most one lightbulb**. Of course lightbulbs, which are neighbours in some garland, appears in cells neighbouring by a side.
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The example of garland placing.

Each garland is turned off or turned on at any moment. If some garland is turned on then each of its lightbulbs is turned on, the same applies for garland turned off. Each lightbulb in the whole garland set is unique, and thus, being turned on, brings Alesha some pleasure, described by an integer value. Turned off lightbulbs don't bring Alesha any pleasure.

Alesha can turn garlands on and off and wants to know the sum of pleasure value which the lightbulbs, placed in the centers of the cells in some rectangular part of the field, bring him. Initially **all the garlands are turned on**.

Alesha is still very little and can't add big numbers. He extremely asks you to help him.

**Input**

The first line of the input contains three integers *n*, *m* and *k* (1 ≤ *n*, *m*, *k* ≤ 2000) — the number of field rows, the number of field columns and the number of garlands placed at the field respectively.

Next lines contains garlands set description in the following format:

The first line of a single garland description contains a single integer *len* (1 ≤ *len* ≤ 2000) — the number of lightbulbs in the garland.

Each of the next *len* lines contains three integers *i*, *j* and *w* (1 ≤ *i* ≤ *n*, 1 ≤ *j* ≤ *m*, 1 ≤ *w* ≤ 109) — the coordinates of the cell containing a lightbullb and pleasure value Alesha gets from it if it is turned on. The lightbulbs are given in the order they are forming a chain in the garland. It is guaranteed that neighbouring lightbulbs are placed in the cells neighbouring by a side.

The next line contains single integer *q* (1 ≤ *q* ≤ 106) — the number of events in Alesha's game. The next *q* lines describes events in chronological order. The *i*-th of them describes the *i*-th event in the one of the following formats:

* SWITCH *i* — Alesha turns off *i*-th garland if it is turned on, or turns it on if it is turned off. It is guaranteed that 1 ≤ *i* ≤ *k*.
* ASK *x*1 *y*1 *x*2 *y*2 — Alesha wants to know the sum of pleasure values the lightbulbs, placed in a rectangular part of the field. Top-left cell of a part has coordinates (*x*1, *y*1) and right-bottom cell has coordinates (*x*2, *y*2). It is guaranteed that 1 ≤ *x*1 ≤ *x*2 ≤ *n* and 1 ≤ *y*1 ≤ *y*2 ≤ *m*. There is **no more than 2000** events of this type in the input.

All the numbers in the input are integers.

Please note that the input is quite large, so be careful while using some input ways. In particular, it's not recommended to use cin in codes on C++ and class Scanner in codes on Java.

**Output**

For each ASK operation print the sum Alesha wants to know in a separate line. Print the answers in chronological order.

**Examples**

**input**

4 4 3  
5  
1 1 2  
1 2 3  
2 2 1  
2 1 4  
3 1 7  
4  
1 3 1  
2 3 3  
2 4 3  
1 4 1  
7  
4 1 1  
4 2 9  
3 2 8  
3 3 3  
4 3 4  
4 4 1  
3 4 1  
2  
ASK 2 2 3 3  
ASK 1 1 4 4

**output**

15  
52

**input**

4 4 1  
8  
4 1 1  
3 1 2  
2 1 1  
1 1 7  
1 2 5  
2 2 4  
2 3 1  
1 3 1  
3  
ASK 1 1 3 2  
SWITCH 1  
ASK 1 1 3 2

**output**

19  
0

**Note**
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This image illustrates the first sample case.

D. Persistent Bookcase

time limit per test

2 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

Recently in school Alina has learned what are the *persistent data structures*: they are data structures that always preserves the previous version of itself and access to it when it is modified.

After reaching home Alina decided to invent her own persistent data structure. Inventing didn't take long: there is a bookcase right behind her bed. Alina thinks that the bookcase is a good choice for a persistent data structure. Initially the bookcase is empty, thus there is no book at any position at any shelf.

The bookcase consists of *n* shelves, and each shelf has exactly *m* positions for books at it. Alina enumerates shelves by integers from 1to *n* and positions at shelves — from 1 to *m*. Initially the bookcase is empty, thus there is no book at any position at any shelf in it.

Alina wrote down *q* operations, which will be consecutively applied to the bookcase. Each of the operations has one of four types:

* 1 *i* *j* — Place a book at position *j* at shelf *i* if there is no book at it.
* 2 *i* *j* — Remove the book from position *j* at shelf *i* if there is a book at it.
* 3 *i* — Invert book placing at shelf *i*. This means that from every position at shelf *i* which has a book at it, the book should be removed, and at every position at shelf *i* which has not book at it, a book should be placed.
* 4 *k* — Return the books in the bookcase in a state they were after applying *k*-th operation. In particular, *k* = 0 means that the bookcase should be in initial state, thus every book in the bookcase should be removed from its position.

After applying each of operation Alina is interested in the number of books in the bookcase. Alina got 'A' in the school and had no problem finding this values. Will you do so?

**Input**

The first line of the input contains three integers *n*, *m* and *q* (1 ≤ *n*, *m* ≤ 103, 1 ≤ *q* ≤ 105) — the bookcase dimensions and the number of operations respectively.

The next *q* lines describes operations in chronological order — *i*-th of them describes *i*-th operation in one of the four formats described in the statement.

It is guaranteed that shelf indices and position indices are correct, and in each of fourth-type operation the number *k* corresponds to some operation before it or equals to 0.

**Output**

For each operation, print the number of books in the bookcase after applying it in a separate line. The answers should be printed in chronological order.

**Examples**

**input**

2 3 3  
1 1 1  
3 2  
4 0

**output**

1  
4  
0

**input**

4 2 6  
3 2  
2 2 2  
3 3  
3 2  
2 2 2  
3 2

**output**

2  
1  
3  
3  
2  
4

**input**

2 2 2  
3 2  
2 2 1

**output**

2  
1

**Note**
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This image illustrates the second sample case.

C. Pythagorean Triples

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Katya studies in a fifth grade. Recently her class studied right triangles and the Pythagorean theorem. It appeared, that there are triples of positive integers such that you can construct a right triangle with segments of lengths corresponding to triple. Such triples are called *Pythagorean triples*.

For example, triples (3, 4, 5), (5, 12, 13) and (6, 8, 10) are Pythagorean triples.

Here Katya wondered if she can specify the length of some side of right triangle and find any Pythagorean triple corresponding to such length? Note that the side which length is specified can be a cathetus as well as hypotenuse.

Katya had no problems with completing this task. Will you do the same?

**Input**

The only line of the input contains single integer *n* (1 ≤ *n* ≤ 109) — the length of some side of a right triangle.

**Output**

Print two integers *m* and *k* (1 ≤ *m*, *k* ≤ 1018), such that *n*, *m* and *k* form a Pythagorean triple, in the only line.

In case if there is no any Pythagorean triple containing integer *n*, print  - 1 in the only line. If there are many answers, print any of them.

**Examples**

**input**

3

**output**

4 5

**input**

6

**output**

8 10

**input**

1

**output**

-1

**input**

17

**output**

144 145

**input**

67

**output**

2244 2245

**Note**
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Illustration for the first sample.

B. Bakery

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Masha wants to open her own bakery and bake muffins in one of the *n* cities numbered from 1 to *n*. There are *m* bidirectional roads, each of whose connects some pair of cities.

To bake muffins in her bakery, Masha needs to establish flour supply from some storage. There are only *k* storages, located in different cities numbered *a*1, *a*2, ..., *ak*.

Unforunately the law of the country Masha lives in prohibits opening bakery in any of the cities which has storage located in it. She can open it only in one of another *n* - *k* cities, and, of course, flour delivery should be paid — for every kilometer of path between storage and bakery Masha should pay 1 ruble.

Formally, Masha will pay *x* roubles, if she will open the bakery in some city *b* (*ai* ≠ *b* for every 1 ≤ *i* ≤ *k*) and choose a storage in some city *s* (*s* = *aj* for some 1 ≤ *j* ≤ *k*) and *b* and *s* are connected by some path of roads of summary length *x* (if there are more than one path, Masha is able to choose which of them should be used).

Masha is very thrifty and rational. She is interested in a city, where she can open her bakery (and choose one of *k* storages and one of the paths between city with bakery and city with storage) and pay minimum possible amount of rubles for flour delivery. Please help Masha find this amount.

**Input**

The first line of the input contains three integers *n*, *m* and *k* (1 ≤ *n*, *m* ≤ 105, 0 ≤ *k* ≤ *n*) — the number of cities in country Masha lives in, the number of roads between them and the number of flour storages respectively.

Then *m* lines follow. Each of them contains three integers *u*, *v* and *l* (1 ≤ *u*, *v* ≤ *n*, 1 ≤ *l* ≤ 109, *u* ≠ *v*) meaning that there is a road between cities *u* and *v* of length of *l* kilometers .

If *k* > 0, then the last line of the input contains *k* distinct integers *a*1, *a*2, ..., *ak* (1 ≤ *ai* ≤ *n*) — the number of cities having flour storage located in. If *k* = 0 then this line **is not presented in the input**.

**Output**

Print the minimum possible amount of rubles Masha should pay for flour delivery in the only line.

If the bakery can not be opened (while satisfying conditions) in any of the *n* cities, print  - 1 in the only line.

**Examples**

**input**

5 4 2  
1 2 5  
1 2 3  
2 3 4  
1 4 10  
1 5

**output**

3

**input**

3 1 1  
1 2 3  
3

**output**

-1

**Note**
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Image illustrates the first sample case. Cities with storage located in and the road representing the answer are darkened.

A. Brain's Photos

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Small, but very brave, mouse Brain was not accepted to summer school of young villains. He was upset and decided to postpone his plans of taking over the world, but to become a photographer instead.

As you may know, the coolest photos are on the film (because you can specify the hashtag #film for such).

Brain took a lot of colourful pictures on colored and black-and-white film. Then he developed and translated it into a digital form. But now, color and black-and-white photos are in one folder, and to sort them, one needs to spend more than one hour!

As soon as Brain is a photographer not programmer now, he asks you to help him determine for a **single** photo whether it is colored or black-and-white.

Photo can be represented as a matrix sized *n* × *m*, and each element of the matrix stores a symbol indicating corresponding pixel color. There are only 6 colors:

* 'C' (cyan)
* 'M' (magenta)
* 'Y' (yellow)
* 'W' (white)
* 'G' (grey)
* 'B' (black)

The photo is considered black-and-white if it has only white, black and grey pixels in it. If there are any of cyan, magenta or yellow pixels in the photo then it is considered colored.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100) — the number of photo pixel matrix rows and columns respectively.

Then *n* lines describing matrix rows follow. Each of them contains *m* space-separated characters describing colors of pixels in a row. Each character in the line is one of the 'C', 'M', 'Y', 'W', 'G' or 'B'.

**Output**

Print the "#Black&White" (without quotes), if the photo is black-and-white and "#Color" (without quotes), if it is colored, in the only line.

**Examples**

**input**

2 2  
C M  
Y Y

**output**

#Color

**input**

3 2  
W W  
W W  
B B

**output**

#Black&White

**input**

1 1  
W

**output**

#Black&White

E. Working routine

time limit per test

2.5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy finally got to work, where there is a huge amount of tasks waiting for him. Vasiliy is given a matrix consisting of *n* rows and *m*columns and *q* tasks. Each task is to swap two submatrices of the given matrix.

For each task Vasiliy knows six integers *ai*, *bi*, *ci*, *di*, *hi*, *wi*, where *ai* is the index of the row where the top-left corner of the first rectangle is located, *bi* is the index of its column, *ci* is the index of the row of the top-left corner of the second rectangle, *di* is the index of its column, *hi* is the height of the rectangle and *wi* is its width.

It's guaranteed that two rectangles in one query do not overlap and do not touch, that is, no cell belongs to both rectangles, and no two cells belonging to different rectangles **share a side**. However, rectangles are allowed to share an angle.

Vasiliy wants to know how the matrix will look like after all tasks are performed.

**Input**

The first line of the input contains three integers *n*, *m* and *q* (2 ≤ *n*, *m* ≤ 1000, 1 ≤ *q* ≤ 10 000) — the number of rows and columns in matrix, and the number of tasks Vasiliy has to perform.

Then follow *n* lines containing *m* integers *vi*,*j* (1 ≤ *vi*,*j* ≤ 109) each — initial values of the cells of the matrix.

Each of the following *q* lines contains six integers *ai*, *bi*, *ci*, *di*, *hi*, *wi* (1 ≤ *ai*, *ci*, *hi* ≤ *n*, 1 ≤ *bi*, *di*, *wi* ≤ *m*).

**Output**

Print *n* lines containing *m* integers each — the resulting matrix.

**Examples**

**input**

4 4 2  
1 1 2 2  
1 1 2 2  
3 3 4 4  
3 3 4 4  
1 1 3 3 2 2  
3 1 1 3 2 2

**output**

4 4 3 3  
4 4 3 3  
2 2 1 1  
2 2 1 1

**input**

4 2 1  
1 1  
1 1  
2 2  
2 2  
1 1 4 1 1 2

**output**

2 2  
1 1  
2 2  
1 1

D. Vasiliy's Multiset

time limit per test

4 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Author has gone out of the stories about Vasiliy, so here is just a formal task description.

You are given *q* queries and a multiset *A*, initially containing only integer 0. There are three types of queries:

1. "+ x" — add integer *x* to multiset *A*.
2. "- x" — erase one occurrence of integer *x* from multiset *A*. It's guaranteed that at least one *x* is present in the multiset *A* before this query.
3. "? x" — you are given integer *x* and need to compute the value ![http://codeforces.com/predownloaded/af/1b/af1b4d5401ef843e35de22bbd1367fa78816de31.png](data:image/png;base64,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), i.e. the maximum value of bitwise exclusive OR (also know as XOR) of integer *x* and some integer *y* from the multiset *A*.

Multiset is a set, where equal elements are allowed.

**Input**

The first line of the input contains a single integer *q* (1 ≤ *q* ≤ 200 000) — the number of queries Vasiliy has to perform.

Each of the following *q* lines of the input contains one of three characters '+', '-' or '?' and an integer *xi* (1 ≤ *xi* ≤ 109). It's guaranteed that there is at least one query of the third type.

Note, that the integer 0 will always be present in the set *A*.

**Output**

For each query of the type '?' print one integer — the maximum value of bitwise exclusive OR (XOR) of integer *xi* and some integer from the multiset *A*.

**Example**

**input**

10  
+ 8  
+ 9  
+ 11  
+ 6  
+ 1  
? 3  
- 8  
? 3  
? 8  
? 11

**output**

11  
10  
14  
13

**Note**

After first five operations multiset *A* contains integers 0, 8, 9, 11, 6 and 1.

The answer for the sixth query is integer ![http://codeforces.com/predownloaded/f1/be/f1be3f0eb002b70f2885010a36a4ee3437035f76.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAAOCAYAAAC8YEsXAAADGklEQVR42tWX20tUQRzHZ7dSW93cNivtgmgmeUkjKbGblbpSaSm2ll1du21ldL9AFEEJXbCHIJDqH6iXoJco6qGH6LHeNnqNLi9BBPXc9xffjWk6Z85B2jV/8IHdOTNzZn7zm+/vd5RSagIIg0ZwE8xRf1sA5IC54DTYorJvss4mcBgcAUPgOJiaxTXMBNvBIDgKjoGK9MMeNtwFH0CZwwTzOPAs+AhOjYEjl4GLPMzJoBw8BcMg1+ccRaABtINWUAsKfI4N8xCXgHzSDK6CWYonKp22gk8ujpSFTgMzwFtGZbZNDvEdqNHaroH3elS4mGy6AxwCGzjXbtAF9vGQgh5zyG0479B+gb77bb0WR6YtAlJj5MiF4ACI8r9s/B54DaZbxoW40XY6VGwTqOZvGbsLrPdwZitvQIUhN5c5dtw40rRK8AocpIYrF21fB1qM9m4eTNrywACo99DHF+ANiFMS5GqfA1My6UiJhDYu2g8xLWLcLMir3cNoFM2aZOkvUrSHjrI5UjHJJjzmE318Cb6BR5SIiNnpXzuygBse8EmcWm2zAJNNAzXuNlhu6d/IiDSti4nGnHsHmG2ZT3xzAtyhr1L028TxfLUDLIHkqlW59BGH3WDk6oyAKw7ttygZTibaeB3UMWpXgcesdHoz6Ug5pWJGkB9KzJM1rnS9wyZF5H+Ak5YEsRPMN0hyrN5WSWeWubz/Eug32qMsG59l0pFRbnDIJ2dY5zlZCSPvgVEzShL5zk062QKwzSVSaxw0fT8odOifR01ucni2AjzRGzbTkaUeRWnKZ0EeYOGc75OQJfvKodynhukmXxhfmNSUS/2b4AeFV7JZDTa6rCEdkXsdnnWyBFKLtSz4lem8m9dSj8ROhv5n8JARvDSLetjCgrqOa1sJnnODuR5lUpJRrTtSTzaLWJhHLPOUU0PjlCJJSmsYVL9ucRUXGWPRKqe71rhmYdZMbewT45jaLCcXKaL7WEAPcg05PsZWs5hvZknUx4xeyiBKWGRFt2IGUD+1t8PnuP/WgqMYU6R9Jg7zuz3JwwiN4v1/rOEnmJyOfcolMZEAAAAASUVORK5CYII=) — maximum among integers ![http://codeforces.com/predownloaded/37/b9/37b978f8f58974079cd14c236f215799c4498de1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAOCAYAAACIGYoLAAADMElEQVR42sWX2W9MURzH78yY1pSpaqtKO9axNUaJhBa1JQiqlqq1GmopsYWQqCW1REVL2hJ9kRAkPIgn4sGT2CKCSHjwgvAi4cWDP8D3N763ObnOuffOg9tv8snMnLn3nHt+57ddy/qr4aAR7AXN4DyYbAWnfmAT2MbPXWCEFbzGgx20wwlwBiTtPweD02AGyAG54CR4Bsb4XCAbjAWzwWJQCUpAyMe9fcABcAQM4FxLQDcoDNBI4iytYBLtkM9neABK5YKZ4BtoUm6qAL/BTh8LlPHe9WA1aAGLQAPHijzunwiegpQyFgP36OVBSQ7nO1iujK2gHWQfVgE3Wq5cUA1+gRqPyaeCLUqYiBdt4PcomA52c9wkWfsVvUlVF7gDwgEZaiifdbQyth38BHN0N2TR5e7S/UxKgK2ODQ5jjlE3V87ck62ZQ0KzAzynF6k6C17yIHtDcdqgmzm0R8VgITgFrthxaZBssI7xbHkYKsSQnKKZJwKugfs8IFWHwXseiCkvzgMrfVLt0+iSq5aCdtCmc5Y8blyS8UVWnpiLtcVL+mu8rF6TxCeA2gwNdQh8cDFUjPmk0Sf1LFxeGsQokLkvMz9FTRdXgS8slbrKJQt2gn2Ma5vj4DrY4xg/xspmMtQjTWg2e3hUEKqlHdJ5dySY5jhRcdHXrEZ5mgkKeOIpthA20h4cBOMc4/NZBXUhfIFr5Tj+k17uBRho2ESEB5bwSYnGa1UlmR4iypjY5hN4LD9ugc8s82oYykO+NZT3LCbyIY7xUrq4U1I1FhgeUMLijaZnugpuuFS9OBvDViZ+L1q4cZ36MnG/c1RoMfBH2iGdsLq4sNqhfgWX2BDqVEHXDHkk81z2Y8UuJ/mE/ZytfIbjGo+CEmNF8kvYpentYKOtpgB5ph/gnMXQkPwxl9ZM0nAPHT2Fruo00FsihmQep+GqXOYJs19po4fm0svaHYf3v5WiHSrZU0mE3QS3+bsnOddwU038LPIxuWxkLVhHg5cxJAvZbIonzfLRNEb5CrWK1WaZpgENQglGif2+WWfI0ekNhTKcPMoOfTM4ymq4H2wEozKcK+xIpr2lf+zwBwYxhD4PzPGuAAAAAElFTkSuQmCC), ![http://codeforces.com/predownloaded/5d/c1/5dc10ff70d05fbc23f9ca460fcdaabd323da2000.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAAAOCAYAAABToiApAAADe0lEQVR42tWYS2xNURSGz71tb3urt6gqfVCPFqVuiGhTpLSi6lEupQb1KC0NJeIVrbeKCokQEZEaeTNADDAggmIgJKhBDYRISIyMzP0r/pPs7Jx9zhFyy0q+pHd33332WXutf619LeuX5YNGsAnsAkdAsRU/GwK2kh1gA+hnxdcCIASGcg/LDPMywFrQAFaBJjDQ/ucg0A7KQCroCzrAIzDc50bke0WgAlSDEq7rx7LBRbAOROjE/WAvSIqjMwvAZrATfAXbHOYk01fNoA8I06Ed/GxNA5/pYdvKwQ9O9DrNiWA9WAqWgzYwB6wGi3k4btYKnoEBylgUvACT4ujMZO4hC7wH2x3mTGeQ5SljEpX3QY3FBcTT45UJ4oTvYLaHI6eCFSCHY6PBIv6dAioZcf0Na4S5kZsgURmX+a+Z9vE2eXaPwZkHwT0tY2TfN8AZp8XECefAZY+oKmTkpipjY8ESh9MU/UlwWCMdPAVXtfE08AZ0guA/4kzZ/3U6LqCNXwJPdO2SSDwETvGzyYJM6QJt3MmZiXT6MId1EqiXd3mIqo7LC93SxlWTjJrPTPBDuU8NNjlTsugOA03P0NPgnb6IaNVccIIamuzyIo2sfqpJEap1mD8FzDSsJQXrMRipRfNHD2cOBvVgjQ9kr/P+kjM7/ThTNXnxT2ClFtKW0kpJ9G4ELQrtfFiLxmG+uJMl8jltLDil1OxX4Lympb2Z5mFm0AUHZ54F3Rbbn8lalEmavWVxiDg8MIetQxG106aaPWKhRsyudi42ghEZZbXsZqV3q7657FH9kGUIjN/RzCuMTl0zr4GHFsXzAx2jpvFL8NxQicOs0npjPcaQ5jGXNieFh6NusITOLPVw/j5GvRcdbN/Cf1jN94AH2johRqxIo3UMnGQFtU1uP1/AUZdqWkF99SpA2Wy9IoZ1anho+cpJH6CMpHgUwVQ2y16k+XSk3WH0GNoyyeAutoDqoXaxDbRGgS1MsVympfRMt5UXNN16mhhFAUMByuTVK+qyzgy2RuOY3g0U9Lxe0MoF1Phv7H3r+H62JfGGtJvZm8GrZ6sqk6KRC9mAN7NYZPrYQAZbpFpFe+t5Kyinfk7wWCPEq2w9C1FMuw3Fy9J5sLPYIlaxEBc7SFyl0nJVmaI+6FOk9UJQxvZD7tTH+YNJnXIz8vtDQ9D6fyyoX0R+AsjSmut52cqiAAAAAElFTkSuQmCC), ![http://codeforces.com/predownloaded/25/ea/25eadc76e65c2dcc9e605d7cbcb8b85c432154b6.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAAAOCAYAAABToiApAAADHElEQVR42t2Y20sVURTG55wyO17K1C5HKS2zMizMMrIOx0zpZKiZmgXaVUsqI6IgKigyswy6PvjQ5c3+gHqJqCCyegqCHnorIoieIoh671v1DWx2M3v2Qzjogh+eM7PPzN5rr7W+tXWcv1YEusERcBpcAuXO2NkkkAeawQCY4jEmCmJgKRgCK51wbDboAn3gKFmo3uwH1SADTAeD4DmYb/kC+V0ZqAWbwGo+18YywS5O6hl44eNMmd8xbvR3sD4ER2aDw2AV5y3UgMugQAYkwGfQo/woCX6B3QEPj4AV4CDYxh07BRrAXtDKzTGZRFwuo+4WeOXjTJl4DqgC30Jy5jpwxuP6WbDDYXr1gmXKzVbufirAkfLwne6uwBaDrfw8FWwAB8AMy8neNDjTtcoQnbkRPAYlWokaYAD9Y+KEO+B+QFSVMnIzlGtSz9q1cZIG2/nS8e7MOWAUvOU6sziPk2CaOjDOSLzAdIsHpGaXWngNzpxMpxeH4MyZoJHZYkOC8zWZ6MFr8AM8pCNz9EGSisvBZnCdNTTd54F5VH990SJCbR7j14K6EJwZ56bvs6CbqZoW8MwF4Diz9yt4T73w3QRZ+CeqbMTjfhGjt4/q5iJdwW3tmnARdE6ANJfSdoX6ksYS9gh8AR0O258qbQHS1rwDT9gO6FbA3SnjC1ykLTqkXRNaQFMIzpTMKgRzLZnlEzxuaev36HCkE7kLnsqXEfCBjlHT+A1rg5cSx6jSeq1Y4pPmLZZN9v92pmzkOWZGEINck19pkzXfA2s87iWo8n/C9gaVybVyhu4Qd8TLallfgwQoztYr22LxMo+XAcpfQWcmLU9WmZZksZMxie551lbdmijcziKeLGqYErKbw+ABa6Pp1NNDdYv4CFA+2E9hM00yyaZXTl0fKQgNXKRrxex/paf7Ca7xXaVjWDNLqBXtLAuF7KVPqKdFqZFb2ID3UizyLR6eS7VsU2pvJ1uSJOtnhcUJqJKilyL1TJ2YVqfr2Din+Fe+zwuh15S+eQ/91ejnq6ihAJuKfDXDX+rTVf7DpEM5GU1Ei+ol8DfZQY7LJwPnDAAAAABJRU5ErkJggg==), ![http://codeforces.com/predownloaded/4e/9f/4e9f7b2b7c9c3c4a682f5417c5422483016ee463.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAOCAYAAACIGYoLAAADLklEQVR42sWX2W9McRTHZ6adkepMlZZptbYyRZPSyVg6mCqxJg1BqaXTKoaKfUusKRKERGiDB2vEo3cSDxKxxIN4ECok1hdPEg/+AN9T32l++bm/e+9IOnOSz8M99/628zvb9Xj+yhiwCewCR8B5UOfJrgwHm8E+7iMJhmVxfR84DM6BdaCFz3tBSD4Ig9NgFhgMisBJ8AxEXC4yCFSDBrAUxEEF8LocXwYu0TjFoBzcAxuzaKg8cA18Az/AGz7Xps8xG3wH25RB9eA36HSxQA3Hyi00gy6wGLRRN8JhfABcIPnUlYK7YE0WDeUHKTADTAfjqeuXEh50qqJrAr/AMofJY6ADjOWzeNF6ZeGZYAf1JomCXtCo6Qv1jQ6wBHi5oUwGiMvdd8gRo5hThii60Qwfn6KTC9jC8LSSneADDRZn6IrRglnOkXLudjAZTGOkTbRKH5InFoFT4CqotJlUBq8GUzS9laG8DMmoYZ4r4BONXssLSDEUhzrkxXlghUuaGD0myWfybue5oixqG5i/+qWYH8iNXgTbQYFh0hC9JGjhZa0WtyC3tMqQQG+Bnzx0WqSgPAKHbAqC7G05q7UbWlm47KpejGunRbzqFZhjGpQAX8BWw0ZlwctgN3NQmuPgDsNJ1R9j2bfa3HXwFVRp726A57zAXMlI8BZ0y8M4ZvqAluDFkk8NG5X3BxkqEQVpD/YztlX9fCZKK5FQ/2gR6uL27+mlpnIe5ns3VGhn1GUBo6RAS0fvwEMP+5XPLPNqGL4Arw3lPcCcUq7pK+niuswFCw0bbGbVq9b04mkvbQpKiI3pWXDGBV10CpPcBI/Z+Koe1Uvv7kua3VpZnMTGq0fpbXSpZ97xOiTzIvZjZYZ5xLhPmGzTEmSOOmGTo7y8/cIM8NkYSnq+JZqugR7Vp48wfzTSPSfQcA/YdNlVnTZ6S54hmYdouIRDBW1hg1nHOaSvu23hsQMpYYZenOvGGG0H1JANs7lMcpNJFx112hByyLU0eA1DspTNZicrhs/F70OCG+3gnCU5SN5y5pU8f4oe5TeVSG+Gk/tpffkvO8pquIf9R9V//pzmWv7Zwx85VYIEwM2/BgAAAABJRU5ErkJggg==) and ![http://codeforces.com/predownloaded/6f/0d/6f0d4181cb4df733db930b2d79c66c1f83fafd42.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAOCAYAAACIGYoLAAAC0UlEQVR42t2Xz0tUURTH38zoiDpjkmWZmmZlZfRDwpos+2E/xkKs6IdWNppFGmllBFEGVlBQUKhgUC2SWraLaOPSaBUtc5cWgu1q0R/Q90zfF5fLe/Pu5NBIBz7MzHn3vnvPuefHHcv6LWWgA/SA6+A+WG/9OwmAPFALHoGFVnpkNbgE7oAn4BZYbD9cwAeyyRxuWAa8A8sNF8gClWAb2Ac2g2LgM5ibAQ6Ay2AEfAWlaXBSGZ0kzgrT9pfgNSiXAVu4uU5lUgT8BF0GC1Rx7nFwBPSDKIhRV+gxX5yZD0LgNJgCJWlw1HnQDvyKrgZM0yargIauUwY0gh+gyePlG2hcOX9LFJ3g90ywCVyg3kTa0+ioZ2AcLFF0ReATeOM0IQgeg1dgboIXS3qcAXMUneTzKe1U5ADOMj1ns6Mi3HuuopNyMgmeqgOlgO4Ft8Gwx2YlXY6CtZreyVE+pmR1ih0ljt8JDhnSyOxJRqTBTYAdqjKfhksxfsiczXZ5QZhREnKIslaHIr4KHE6xo7LZBDoMaWXjMpUKMMqylOE2qI6ePOfSuWTBAXCRNcjmJngOujV9H+id5amnynwGSw9LUVykeG1UFQzRD2CMkaaLPL8K1rCN2sj14ApYoenr2QVT6agAD6zUkGLNRjeRmnsNHGNDsteK3xU+s82rafgefHRp70EW8iJNX8IQ12U72JNiR4V54vfAXQP6tY7mls5SUvYrupDd/R+AQS5sy0rwBQwlyM8I647Po5jn8T5mctuO0VGLDMb6aFhuEvgTvC9IJ3XR/koSZb2Op0YvK7uE5zI67i1Y6tF1YoyWgEsxD9NxdR5GV7MzvgDfmdYHkyy+M5U28I1MK0zRhj/FuYmKTn4WGoZ/M2ihw6uYkvN42ZTT2epxknYE7+L1JMo0rf+Ldj4TkftegwO7nXzhN/x/pkomb+hSX26wG8p/ppNssf+F/AIHnHqqyh/CVQAAAABJRU5ErkJggg==).

C. Hard problem

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy is fond of solving different tasks. Today he found one he wasn't able to solve himself, so he asks you to help.

Vasiliy is given *n* strings consisting of lowercase English letters. He wants them to be sorted in lexicographical order (as in the dictionary), but he is not allowed to swap any of them. The only operation he is allowed to do is to reverse any of them (first character becomes last, second becomes one before last and so on).

To reverse the *i*-th string Vasiliy has to spent *ci* units of energy. He is interested in the minimum amount of energy he has to spent in order to have strings sorted in lexicographical order.

String *A* is lexicographically smaller than string *B* if it is shorter than *B* (|*A*| < |*B*|) and is its prefix, or if none of them is a prefix of the other and at the first position where they differ character in *A* is smaller than the character in *B*.

For the purpose of this problem, two equal strings nearby do not break the condition of sequence being sorted lexicographically.

**Input**

The first line of the input contains a single integer *n* (2 ≤ *n* ≤ 100 000) — the number of strings.

The second line contains *n* integers *ci* (0 ≤ *ci* ≤ 109), the *i*-th of them is equal to the amount of energy Vasiliy has to spent in order to reverse the *i*-th string.

Then follow *n* lines, each containing a string consisting of lowercase English letters. The total length of these strings doesn't exceed 100 000.

**Output**

If it is impossible to reverse some of the strings such that they will be located in lexicographical order, print  - 1. Otherwise, print the minimum total amount of energy Vasiliy has to spent.

**Examples**

**input**

2  
1 2  
ba  
ac

**output**

1

**input**

3  
1 3 1  
aa  
ba  
ac

**output**

1

**input**

2  
5 5  
bbb  
aaa

**output**

-1

**input**

2  
3 3  
aaa  
aa

**output**

-1

**Note**

In the second sample one has to reverse string 2 or string 3. To amount of energy required to reverse the string 3 is smaller.

In the third sample, both strings do not change after reverse and they go in the wrong order, so the answer is  - 1.

In the fourth sample, both strings consists of characters 'a' only, but in the sorted order string "aa" should go before string "aaa", thus the answer is  - 1.

B. Interesting drink

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy likes to rest after a hard work, so you may often meet him in some bar nearby. As all programmers do, he loves the famous drink "Beecola", which can be bought in *n* different shops in the city. It's known that the price of one bottle in the shop *i* is equal to *xi* coins.

Vasiliy plans to buy his favorite drink for *q* consecutive days. He knows, that on the *i*-th day he will be able to spent *mi* coins. Now, for each of the days he want to know in how many different shops he can buy a bottle of "Beecola".

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the number of shops in the city that sell Vasiliy's favourite drink.

The second line contains *n* integers *xi* (1 ≤ *xi* ≤ 100 000) — prices of the bottles of the drink in the *i*-th shop.

The third line contains a single integer *q* (1 ≤ *q* ≤ 100 000) — the number of days Vasiliy plans to buy the drink.

Then follow *q* lines each containing one integer *mi* (1 ≤ *mi* ≤ 109) — the number of coins Vasiliy can spent on the *i*-th day.

**Output**

Print *q* integers. The *i*-th of them should be equal to the number of shops where Vasiliy will be able to buy a bottle of the drink on the *i*-th day.

**Example**

**input**

5  
3 10 8 6 11  
4  
1  
10  
3  
11

**output**

0  
4  
1  
5

**Note**

On the first day, Vasiliy won't be able to buy a drink in any of the shops.

On the second day, Vasiliy can buy a drink in the shops 1, 2, 3 and 4.

On the third day, Vasiliy can buy a drink only in the shop number 1.

Finally, on the last day Vasiliy can buy a drink in any shop.

A. Beru-taxi

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy lives at point (*a*, *b*) of the coordinate plane. He is hurrying up to work so he wants to get out of his house as soon as possible. New app suggested *n* available Beru-taxi nearby. The *i*-th taxi is located at point (*xi*, *yi*) and moves with a speed *vi*.

Consider that each of *n* drivers will move directly to Vasiliy and with a maximum possible speed. Compute the minimum time when Vasiliy will get in any of Beru-taxi cars.

**Input**

The first line of the input contains two integers *a* and *b* ( - 100 ≤ *a*, *b* ≤ 100) — coordinates of Vasiliy's home.

The second line contains a single integer *n* (1 ≤ *n* ≤ 1000) — the number of available Beru-taxi cars nearby.

The *i*-th of the following *n* lines contains three integers *xi*, *yi* and *vi* ( - 100 ≤ *xi*, *yi* ≤ 100, 1 ≤ *vi* ≤ 100) — the coordinates of the *i*-th car and its speed.

It's allowed that several cars are located at the same point. Also, cars may be located at exactly the same point where Vasiliy lives.

**Output**

Print a single real value — the minimum time Vasiliy needs to get in any of the Beru-taxi cars. You answer will be considered correct if its absolute or relative error does not exceed 10- 6.

Namely: let's assume that your answer is *a*, and the answer of the jury is *b*. The checker program will consider your answer correct, if ![http://codeforces.com/predownloaded/c6/2e/c62ea64d4651240724c5ac4779b671c741edec24.png](data:image/png;base64,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).

**Examples**

**input**

0 0  
2  
2 0 1  
0 2 2

**output**

1.00000000000000000000

**input**

1 3  
3  
3 3 2  
-2 3 6  
-2 7 10

**output**

0.50000000000000000000

**Note**

In the first sample, first taxi will get to Vasiliy in time 2, and second will do this in time 1, therefore 1 is the answer.

In the second sample, cars 2 and 3 will arrive simultaneously.

B. Spider Man

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Peter Parker wants to play a game with Dr. Octopus. The game is about cycles. *Cycle* is a sequence of vertices, such that first one is connected with the second, second is connected with third and so on, while the last one is connected with the first one again. Cycle may consist of a single isolated vertex.

Initially there are *k* cycles, *i*-th of them consisting of exactly *vi* vertices. Players play alternatively. Peter goes first. On each turn a player must choose a cycle with at least 2 vertices (for example, *x* vertices) among all available cycles and replace it by two cycles with *p* and *x* - *p* vertices where 1 ≤ *p* < *x* is chosen by the player. The player who cannot make a move loses the game (and his life!).

Peter wants to test some configurations of initial cycle sets before he actually plays with Dr. Octopus. Initially he has an empty set. In the *i*-th test he adds a cycle with *ai* vertices to the set (this is actually a multiset because it can contain two or more identical cycles). After each test, Peter wants to know that if the players begin the game with the current set of cycles, who wins?

Peter is pretty good at math, but now he asks you to help.

**Input**

The first line of the input contains a single integer *n* (1 ≤ *n* ≤ 100 000) — the number of tests Peter is about to make.

The second line contains *n* space separated integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109), *i*-th of them stands for the number of vertices in the cycle added before the *i*-th test.

**Output**

Print the result of all tests in order they are performed. Print 1 if the player who moves first wins or 2 otherwise.

**Examples**

**input**

3  
1 2 3

**output**

2  
1  
1

**input**

5  
1 1 5 1 1

**output**

2  
2  
2  
2  
2

**Note**

In the first sample test:

In Peter's first test, there's only one cycle with 1 vertex. First player cannot make a move and loses.

In his second test, there's one cycle with 1 vertex and one with 2. No one can make a move on the cycle with 1 vertex. First player can replace the second cycle with two cycles of 1 vertex and second player can't make any move and loses.

In his third test, cycles have 1, 2 and 3 vertices. Like last test, no one can make a move on the first cycle. First player can replace the third cycle with one cycle with size 1 and one with size 2. Now cycles have 1, 1, 2, 2 vertices. Second player's only move is to replace a cycle of size 2 with 2 cycles of size 1. And cycles are 1, 1, 1, 1, 2. First player replaces the last cycle with 2 cycles with size 1 and wins.

In the second sample test:

Having cycles of size 1 is like not having them (because no one can make a move on them).

In Peter's third test: There a cycle of size 5 (others don't matter). First player has two options: replace it with cycles of sizes 1 and 4 or 2and 3.

* If he replaces it with cycles of sizes 1 and 4: Only second cycle matters. Second player will replace it with 2 cycles of sizes 2. First player's only option to replace one of them with two cycles of size 1. Second player does the same thing with the other cycle. First player can't make any move and loses.
* If he replaces it with cycles of sizes 2 and 3: Second player will replace the cycle of size 3 with two of sizes 1 and 2. Now only cycles with more than one vertex are two cycles of size 2. As shown in previous case, with 2 cycles of size 2 second player wins.

So, either way first player loses.

A. Hulk

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Dr. Bruce Banner hates his enemies (like others don't). As we all know, he can barely talk when he turns into the incredible Hulk. That's why he asked you to help him to express his feelings.

Hulk likes the Inception so much, and like that his feelings are complicated. They have *n* layers. The first layer is hate, second one is love, third one is hate and so on...

For example if *n* = 1, then his feeling is "I hate it" or if *n* = 2 it's "I hate that I love it", and if *n* = 3 it's "I hate that I love that I hate it" and so on.

Please help Dr. Banner.

**Input**

The only line of the input contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of layers of love and hate.

**Output**

Print Dr.Banner's feeling in one line.

**Examples**

**input**

1

**output**

I hate it

**input**

2

**output**

I hate that I love it

**input**

3

**output**

I hate that I love that I hate it

E. Iron Man

time limit per test

5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Tony Stark is playing a game with his suits (they have auto-pilot now). He lives in Malibu. Malibu has *n* junctions numbered from 1 to *n*, connected with *n* - 1 roads. One can get from a junction to any other junction using these roads (graph of Malibu forms a tree).

Tony has *m* suits. There's a special plan for each suit. The *i*-th suit will appear at the moment of time *ti* in the junction *vi*, and will move to junction *ui* using the shortest path between *vi* and *ui* with the speed *ci* roads per second (passing a junctions takes no time), and vanishing immediately when arriving at *ui* (if it reaches *ui* in time *q*, it's available there at moment *q*, but not in further moments). Also, suits move continuously (for example if *vi* ≠ *ui*, at time ![http://codeforces.com/predownloaded/e7/1f/e71ff9cf57a2d8eb419b65095d7700e94133f384.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAYCAYAAACx4w6bAAACe0lEQVR42t2Yy08TYRTFZyi0SFFs0ygYKEqDmiivRsKGoAUrOA2Vgg+ixiiJosaUjTHgQhI3hMcCg4YAMW6MxrgCjYkL/gMWJrrir/Hc5EwyaSbTznTaDtzkl850Hv3ON/ee+00V5eBENWgFGZDl/qGII6AfLIBvwK8csrgPvtoVVg9qPC7sgV1hjeAjiLs0gDpOVMWFJcE/0O7SAOR+d7wg7DXYAQGXBjAOnpWoxr4U4oojQAO7nAnZP+/CAMSWn7ps981gFvwG50DQ6oJOCtsH09w/5UFhUq8pMAWeg9ugJd9F18AfcMbkmMqb+mwOJA0eOxBQxd8yw/a58xb11QRWLGbnGGfyVg7LYNPk+xsgZCFMnvIW2CiCRd2WtynOLERsh4WpNICb4JGBh2ANfOK28dgkCFsIi3OitCIYkhudZRqOGAZ6nNvyedFhP5In86SSnVxmew9EmbMyoDYKHAWvwEyZzUOy6BK4ChJMd9sxSas/AfrAdVqr2Gk3eANellGYn7WYZLa8BR+ciAszZe5ydmr5vawZT9NUuuiO5WjQ+m92cl9K5a9eNzl9LW+ofC3IjXtgnW0gZnOAg2DCgbAGGk6U+zF6gC4swlaS4f1POknTLJdaadq+nQi4sDyTCX8BPlNwI9vIGAWJ6w4bBKcKfTuRkwcK6fAlistgyZAtspx6zzT0sQaP8liQ6etTPB69TMkQJ1ic+jtX97lPNcp21eZlQVVc4q3RsTW6sjj2Kk1OZZqLa/cwq+Yq3TcLcel34Bf4AX6ylqTGL7DmNNZ9gouICEX3eflPHpW9rIaf+rbebmoppM5wTTeFJVx6M/FMNPNV5oruiv8B99hhFOGIeJkAAAAASUVORK5CYII=) it's in the middle of a road. Please note that if *vi* = *ui* it means the suit will be at junction number *vi* only at moment *ti* and then it vanishes.

An explosion happens if at any moment of time two suits share the same exact location (it may be in a junction or somewhere on a road; while appearing, vanishing or moving).

Your task is to tell Tony the moment of the the first explosion (if there will be any).

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100 000) — the number of junctions and the number of suits respectively.

The next *n* - 1 lines contain the roads descriptions. Each line contains two integers *ai* and *bi* — endpoints of the *i*-th road (1 ≤ *ai*, *bi* ≤ *n*, *ai* ≠ *bi*).

The next *m* lines contain the suit descriptions. The *i*-th of them contains four integers *ti*, *ci*, *vi* and *ui* (0 ≤ *ti* ≤ 10 000, 1 ≤ *ci* ≤ 10 000, 1 ≤ *vi*, *ui* ≤ *n*), meaning the *i*-th suit will appear at moment of time *ti* at the junction *vi* and will move to the junction *ui* with a speed *ci*roads per second.

**Output**

If there would be no explosions at all, print -1 in the first and only line of output.

Otherwise print the moment of the first explosion.

Your answer will be considered correct if its relative or absolute error doesn't exceed 10- 6.

**Examples**

**input**

6 4  
2 5  
6 5  
3 6  
4 6  
4 1  
27 6 1 3  
9 5 1 6  
27 4 3 4  
11 29 2 6

**output**

27.3

**input**

6 4  
3 1  
4 5  
6 4  
6 1  
2 6  
16 4 4 5  
13 20 6 2  
3 16 4 5  
28 5 3 5

**output**

-1

D. Captain America

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Steve Rogers is fascinated with new vibranium shields S.H.I.E.L.D gave him. They're all uncolored. There are *n* shields in total, the *i*-th shield is located at point (*xi*, *yi*) of the coordinate plane. It's possible that two or more shields share the same location.

Steve wants to paint all these shields. He paints each shield in either red or blue. Painting a shield in red costs *r* dollars while painting it in blue costs *b* dollars.

Additionally, there are *m* constraints Steve wants to be satisfied. The *i*-th constraint is provided by three integers *ti*, *li* and *di*:

* If *ti* = 1, then the absolute difference between the number of red and blue shields on line *x* = *li* should not exceed *di*.
* If *ti* = 2, then the absolute difference between the number of red and blue shields on line *y* = *li* should not exceed *di*.

Steve gave you the task of finding the painting that satisfies all the condition and the total cost is minimum.

**Input**

The first line of the input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100 000) — the number of shields and the number of constraints respectively.

The second line contains two integers *r* and *b* (1 ≤ *r*, *b* ≤ 109).

The next *n* lines contain the shields coordinates. The *i*-th of these lines contains two integers *xi* and *yi* (1 ≤ *xi*, *yi* ≤ 109).

The next *m* lines contain the constrains. The *j*-th of these lines contains three integers *tj*, *lj* and *dj* (1 ≤ *tj* ≤ 2, 1 ≤ *lj* ≤ 109, 0 ≤ *dj* ≤ *n*).

**Output**

If satisfying all the constraints is impossible print -1 in first and only line of the output.

Otherwise, print the minimum total cost in the first line of output. In the second line print a string of length *n* consisting of letters 'r' and 'b' only. The *i*-th character should be 'r' if the *i*-th shield should be painted red in the optimal answer and 'b' if it should be painted blue. The cost of painting shields in these colors should be equal the minimum cost you printed on the first line.

If there exist more than one optimal solution, print any of them.

**Examples**

**input**

5 6  
8 3  
2 10  
1 5  
9 10  
9 10  
2 8  
1 9 1  
1 2 1  
2 10 3  
2 10 2  
1 1 1  
2 5 2

**output**

25  
rbrbb

**input**

4 4  
7 3  
10 3  
9 8  
10 3  
2 8  
2 8 0  
2 8 0  
1 2 0  
1 9 0

**output**

-1

C. Black Widow

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Natalia Romanova is trying to test something on the new gun S.H.I.E.L.D gave her. In order to determine the result of the test, she needs to find the number of answers to a certain equation. The equation is of form:

![http://codeforces.com/predownloaded/0d/63/0d637ea7cd9d50e60ff47db836c3a91e0eb849b0.png](data:image/png;base64,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)

Where ![http://codeforces.com/predownloaded/f6/6d/f66d5a8baeb3645356745f84de710ee8bca95c8d.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMCAYAAAC0qUeeAAAAoklEQVR42mNgYGCYCMTKDPiBPRBXgxh1QJyKRyEzELcCcTSIYwDEc4BYFIdiXSCeDZMH6WwB4mAcikuBOAVZwAaIJwMxF5pCGaitcsiCnEA8AaoJGSQAcSU26/yhHmGG8gWhphpgUywE9YgulO8HxD1AzIIrmEAeKQFiDqiznPAFvjwQzwTiUCCeBsS8BCKLoQyITwFxGAMRwBiI1wGxFLoEAPi6E2KNI8UnAAAAAElFTkSuQmCC) represents logical OR and ![http://codeforces.com/predownloaded/7b/ea/7beade55e90846d70020a3d03521d3458b66751b.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAYAAABy6+R8AAAA+0lEQVR42o3ST0sCQRjH8SdbWyHo0J/bkgYRJGEnO3SIECS6WNRFDxH9JRSVglKC8Ngb6B10qzfp95HfwrS04MCHZ52d3zg7M2Z/W4IWuvjEAGcoYyEz1hZxjB4aqOJZ9RAPOMFSGvAZmrjCivq83ge/l9HGuf7AanjUC8sJeYtxjbpp/bXMcv8LedtG3x/esIqiRFjDk2oUvPNJXjz0iw+MMFad4Ec17Xfv+DYFKljHhuoWhqphf6LgbJt35vymRJPZAW7CM8gJ+VZ3cGT60AvdhDgn5GNOdVbF8Aw8dId9bGrZXve0kkuUslepgF3djFd8acdudY5ROnAKZrAfKQJQmJ4AAAAASUVORK5CYII=) represents logical exclusive OR (XOR), and *vi*,*j* are some boolean variables or their negations. Natalia calls the left side of the equation a XNF formula. Each statement in brackets is called a clause, and *vi*,*j* are called literals.

In the equation Natalia has, the left side is actually a 2-XNF-2 containing variables *x*1, *x*2, ..., *xm* and their negations. An XNF formula is 2-XNF-2 if:

1. For each 1 ≤ *i* ≤ *n*, *ki* ≤ 2, i.e. the size of each clause doesn't exceed two.
2. Each variable occurs **in the formula at most two times** (with negation and without negation in total). Please note that it's possible that a variable occurs twice but its negation doesn't occur in any clause (or vice versa).

Natalia is given a formula of *m* variables, consisting of *n* clauses. Please, make sure to check the samples in order to properly understand how the formula looks like.

Natalia is more into fight than theory, so she asked you to tell her the number of answers to this equation. More precisely, you need to find the number of ways to set *x*1, ..., *xm* with *true* and *false* (out of total of 2*m* ways) so that the equation is satisfied. Since this number can be extremely large, you need to print the answer modulo 109 + 7.

Please, note that some variable may appear twice in one clause, or not appear in the equation at all (but still, setting it to *false* or *true*gives different ways to set variables).

**Input**

The first line of input contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 100 000) — the number of clauses and the number of variables respectively.

The next *n* lines contain the formula. The *i*-th of them starts with an integer *ki* — the number of literals in the *i*-th clause. It is followed by *ki* non-zero integers *ai*, 1, ..., *ai*,*ki*. If *ai*,*j* > 0 then *vi*,*j* is *xai*,*j* otherwise it's negation of *x*-*ai*,*j* (1 ≤ *ki* ≤ 2,  - *m* ≤ *ai*,*j* ≤ *m*, *ai*,*j* ≠ 0).

**Output**

Print the answer modulo 1 000 000 007 (109 + 7) in one line.

**Examples**

**input**

6 7  
2 4 -2  
2 6 3  
2 -7 1  
2 -5 1  
2 3 6  
2 -2 -5

**output**

48

**input**

8 10  
1 -5  
2 4 -6  
2 -2 -6  
2 -7 9  
2 10 -1  
2 3 -1  
2 -8 9  
2 5 8

**output**

544

**input**

2 3  
2 1 1  
2 -3 3

**output**

4

**Note**

The equation in the first sample is:
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The equation in the second sample is:
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The equation in the third sample is:

![http://codeforces.com/predownloaded/14/91/149195216145c6b69c5cf61dd873530f481f8a68.png](data:image/png;base64,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)

B. Ant Man

704B

time limit per test

4 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Scott Lang is at war with Darren Cross. There are *n* chairs in a hall where they are, numbered with 1, 2, ..., *n* from left to right. The *i*-th chair is located at coordinate *xi*. Scott is on chair number *s* and Cross is on chair number *e*. Scott can jump to all other chairs (not only neighboring chairs). He wants to start at his position (chair number *s*), visit each chair **exactly once** and end up on chair number *e* with Cross.

As we all know, Scott can shrink or grow big (grow big only to his normal size), so at any moment of time he can be either small or large (normal). The thing is, he can only shrink or grow big while being on a chair (not in the air while jumping to another chair). Jumping takes time, but shrinking and growing big takes no time. Jumping from chair number *i* to chair number *j* takes |*xi* - *xj*| seconds. Also, jumping off a chair and landing on a chair takes extra amount of time.

If Scott wants to jump to a chair on his left, he can only be small, and if he wants to jump to a chair on his right he should be large.

Jumping off the *i*-th chair takes:

* *ci* extra seconds if he's small.
* *di* extra seconds otherwise (he's large).

Also, landing on *i*-th chair takes:

* *bi* extra seconds if he's small.
* *ai* extra seconds otherwise (he's large).

In simpler words, jumping from *i*-th chair to *j*-th chair takes exactly:

* |*xi* - *xj*| + *ci* + *bj* seconds if *j* < *i*.
* |*xi* - *xj*| + *di* + *aj* seconds otherwise (*j* > *i*).

Given values of *x*, *a*, *b*, *c*, *d* find the minimum time Scott can get to Cross, assuming he wants to visit each chair exactly once.

**Input**

The first line of the input contains three integers *n*, *s* and *e* (2 ≤ *n* ≤ 5000, 1 ≤ *s*, *e* ≤ *n*, *s* ≠ *e*) — the total number of chairs, starting and ending positions of Scott.

The second line contains *n* integers *x*1, *x*2, ..., *xn* (1 ≤ *x*1 < *x*2 < ... < *xn* ≤ 109).

The third line contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *a*1, *a*2, ..., *an* ≤ 109).

The fourth line contains *n* integers *b*1, *b*2, ..., *bn* (1 ≤ *b*1, *b*2, ..., *bn* ≤ 109).

The fifth line contains *n* integers *c*1, *c*2, ..., *cn* (1 ≤ *c*1, *c*2, ..., *cn* ≤ 109).

The sixth line contains *n* integers *d*1, *d*2, ..., *dn* (1 ≤ *d*1, *d*2, ..., *dn* ≤ 109).

**Output**

Print the minimum amount of time Scott needs to get to the Cross while visiting each chair exactly once.

**Example**

**input**

7 4 3  
8 11 12 16 17 18 20  
17 16 20 2 20 5 13  
17 8 8 16 12 15 13  
12 4 16 4 15 7 6  
8 14 2 11 17 12 8

**output**

139

**Note**

In the sample testcase, an optimal solution would be ![http://codeforces.com/predownloaded/9a/2c/9a2c9cc57ddd19f3cc63a835f9a9a7ddf11d438f.png](data:image/png;base64,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). Spent time would be 17 + 24 + 23 + 20 + 33 + 22 = 139.

A. Thor

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Thor is getting used to the Earth. As a gift Loki gave him a smartphone. There are *n* applications on this phone. Thor is fascinated by this phone. He has only one minor issue: he can't count the number of unread notifications generated by those applications (maybe Loki put a curse on it so he can't).

*q* events are about to happen (in chronological order). They are of three types:

1. Application *x* generates a notification (this new notification is unread).
2. Thor reads all notifications generated so far by application *x* (he may re-read some notifications).
3. Thor reads the first *t* notifications generated by phone applications (notifications generated in first *t* events of the first type). It's guaranteed that there were at least *t* events of the first type before this event. Please note that he doesn't read first *t* unread notifications, he just reads the very first *t* notifications generated on his phone and he may re-read some of them in this operation.

Please help Thor and tell him the number of unread notifications after each event. You may assume that initially there are no notifications in the phone.

**Input**

The first line of input contains two integers *n* and *q* (1 ≤ *n*, *q* ≤ 300 000) — the number of applications and the number of events to happen.

The next *q* lines contain the events. The *i*-th of these lines starts with an integer *typei* — type of the *i*-th event. If *typei* = 1 or *typei* = 2then it is followed by an integer *xi*. Otherwise it is followed by an integer *ti* (1 ≤ *typei* ≤ 3, 1 ≤ *xi* ≤ *n*, 1 ≤ *ti* ≤ *q*).

**Output**

Print the number of unread notifications after each event.

**Examples**

**input**

3 4  
1 3  
1 1  
1 2  
2 3

**output**

1  
2  
3  
2

**input**

4 6  
1 2  
1 4  
1 2  
3 3  
1 3  
1 3

**output**

1  
2  
3  
0  
1  
2

**Note**

In the first sample:

1. Application 3 generates a notification (there is 1 unread notification).
2. Application 1 generates a notification (there are 2 unread notifications).
3. Application 2 generates a notification (there are 3 unread notifications).
4. Thor reads the notification generated by application 3, there are 2 unread notifications left.

In the second sample test:

1. Application 2 generates a notification (there is 1 unread notification).
2. Application 4 generates a notification (there are 2 unread notifications).
3. Application 2 generates a notification (there are 3 unread notifications).
4. Thor reads first three notifications and since there are only three of them so far, there will be no unread notification left.
5. Application 3 generates a notification (there is 1 unread notification).
6. Application 3 generates a notification (there are 2 unread notifications).

E. Mishka and Divisors

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

After playing with her beautiful array, Mishka decided to learn some math. After learning how to multiply, divide and what is divisibility, she is now interested in solving the following problem.

You are given integer *k* and array *a*1, *a*2, ..., *an* of *n* integers. You are to find **non-empty** subsequence of array elements such that the product of its elements is divisible by *k* and it contains minimum possible number of elements.

Formally, you are to find a sequence of indices 1 ≤ *i*1 < *i*2 < ... < *im* ≤ *n* such that ![http://codeforces.com/predownloaded/2b/ec/2bec6578cb577365a1915ce3f256f59319071cce.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAqCAYAAAAnH9IiAAADWUlEQVR42u2YS0hUURjHr40zTqOpjU5Wg2mjPSijx2RlZWVmTRY+eilJ9ALLRxHpKojoiRGVREHZIiiKIlpUBC1dWRFEqzYt2gQFrcKK2kT/j/4Dh8OdoXFm7r2SH/zg3uPF8597vvud//kMI3Z4QQPoBAtBEzgEakAYtIJ2MNlwUMwDa8FdcAIUggh4SuH5oA/scpLoYjAHPAELONYCboHxwA0GQLPhsFgD7oFs3p8Dh3k9AzwGs5S/OyKOgFO8zgGP+EMk2kA/qGSOOyLGgV6wgfdTwQUQ4H01OAk28gc5JkRMJq9dWhrIj5oIsoyx+E9CUmE+WAGWgSpex2K59lyxHaJ9oAcMgR/gPbgKLplwETwAX8EXXtfZ+caXgM9gkDufRIaGRC0YBg+dUEHKwAeKzovznIj+Bq6zmowq0TfGRDtUtOyq67nbhsA0kOtk0RXgMgWXgA7Os8qpogtZadqVsa3gHZhp4n08ThDdBV6DKcqYWN1n9OhqrKRhy7RTtBzfnoObyrNykLhDn66H5Pkiu9+0nCXfMoejUQRegC10iz6OF4BgohUpXaJfgkZlLMIfEqJ3mc3UaaZNCJt4o4CVomXCK2A/70vpYQZptFrpz+VwMZcH6mrtf8jKHLD6QyxjG2IH2MTz5VGwh34nmvtivO5rc0v+T4hXz9NZp0WUX6kKHs6RoRiz86w0IQrN5lz72H9JWvRwig1TDlsT28BmfqCTuBHt5cqYhuTUR/BGq6l6yFf/E9zm8qUi5E0v5oG5SBl3sTm02mzpdrKf8Qt8Zx2NKMtncHm7wSvwG3ziR1WZRj8kb/ua2enIy2XpZj3t4HWdtvwiejfz7iCf6+IbSnXkcj7xJmec4Cb/JUTsMb6UcLx66k4iHz1aKiUbXqZEfryHxIG1jKAbJRVnO7tOlvf2KlheEm09SIe1k44tzyqxUg/LjeSa5OuMv61hS0RLHtazcvQrtVka620sg2Y0cceyRfR0uqwgJy3neAnNeCyWavlrqWg3P6ZabiY+JVez4qBXCktFR0P29ePKfRWPPD0m9LLS+O0U7aFba9R6e4E4+OkJXIrtHKI/KEin2OjyBuk5ykaYXtI9beDpup5nvLSFnARqWA36Ej222xWnwVnmaeloEPwH/SOrTf+OMA0AAAAASUVORK5CYII=) is divisible by *k* while *m* is minimum possible among all such variants.

If there are more than one such subsequences, you should choose one among them, such that sum of its elements is **minimum possible**.

Mishka quickly solved this problem. Will you do so?

**Input**

The first line of the input contains two integers *n* and *k* (1 ≤ *n* ≤ 1 000, 1 ≤ *k* ≤ 1012).

The second line of the input contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 1012) — array elements.

**Output**

Print single positive integer *m* in the first line — the number of elements in desired sequence.

In the second line print *m* distinct integers — the sequence of indices of given array elements, which should be taken into the desired sequence.

If there are more than one such subsequence (e.g. subsequence of minimum possible number of elements and with minimum possible sum of elements), you can print any of them.

If there are no such subsequences, print  - 1 in the only line.

**Example**

**input**

5 60  
2 4 6 5 2

**output**

3  
4 3 1

D. Mishka and Interesting sum

time limit per test

3.5 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Little Mishka enjoys programming. Since her birthday has just passed, her friends decided to present her with array of non-negative integers *a*1, *a*2, ..., *an* of *n* elements!

Mishka loved the array and she instantly decided to determine its beauty value, but she is too little and can't process large arrays. Right because of that she invited you to visit her and asked you to process *m* queries.

Each query is processed in the following way:

1. Two integers *l* and *r* (1 ≤ *l* ≤ *r* ≤ *n*) are specified — bounds of query segment.
2. Integers, presented in array segment [*l*,  *r*] (in sequence of integers *al*, *al*+ 1, ..., *ar*) **even number of times**, are written down.
3. XOR-sum of written down integers is calculated, and this value is the answer for a query. Formally, if integers written down in point 2 are *x*1, *x*2, ..., *xk*, then Mishka wants to know the value ![http://codeforces.com/predownloaded/ea/45/ea4547ffed8a3c8eb751acf0531e94388122e790.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAAOCAYAAAD5TSTQAAAFhElEQVR42u2Z6W+VVRDG79bbDVpaSimtLS1FaEsLtKCCUkHoJmIXarEUZFfEpRgFNcZoBOIeojGiJkYwGk3cEjHBaOIHY+IHE2NcPhn/GGfi7yTjybu1kN6aOMkT7nt67zlzZp7zzJyXVGpurFKwXXBEcEbwuOBuQYcgkyq8pfFFfXpMcFZwTLAN3+ejVQv68fMsfk8IVrGf/7xdLzguGBWsFNwr2CxYJzgg2CNYUED/ygRjgqOCHsEWCN4qGBLcL2ifZzFdg1+78POEYIOgW3CI/ZTOlTOavGbBIp4rBMuvMqktJGG5GZtks2pFnJqDguKYuXKCZYLrBFmgn2uvQrV0/btQwyLGVjPmTH1/iPH5YOrHYUGDUcv9xEItD6H2mj1F7V/nqSeGGuNGwZKkMVUlGOeEneHfUWTwbRI2UyuF/S3e+CTr2TKha/fGqMIdgkHBA5ywQXx8k9/PxjYxh5X2NiTf2gqUsqzApFnAQaw3Y5rge0i4syzEuSFiroWCYcGA4CSKeztq9Q6fI62W2r6E5xcE3wnqOHlfG3bPVE4nAsZ94qgtJiAlIf1HP0l2vcif+FwjuAxBZ2p5glXrjbd5iuNsjPJaSNtIslMecaziOKtHyYNUJ8NB7OH5RsFfjGmuvzGHMU2sSvzeSWvjelMO3hNc4EvlhlBpVKQZac/HbHIXbK72cIw17ZiucV8IQcthv1tP1/6dBKcheLE5Rb0EYBhihVkd6lXr+XITpcD3WxvlkQITRwl9q+dXDf1Olzdex3hNyGVlCGVKsa9fBE2QapkhnLYs04LX/bYlbybQRX5E5oLq4VbBc4KvmDDKlO3nBacEpw3eR9X88Qs4HnQ6bP/zBCrjq1Mxkt1LaXlKcNH0bL5p7/IWNzzng/r0kuCS559+foU9FdKU6C97vqn/H3KzsuMapzcCFNWVMnvwnxd8hHAEKb4epHejeqZbYF6715S6CYo4/ZcTEEcZ3UeCLfZTxuzYQkrV0pg5lRyfCp71gpCGdFdQM3eb+wOFCivRJ9iH9WUdB8f3u5c9FdLGyJH1q4zErvTGq1D3qgR9k7Yjj3g5T5v4vip40AhIxv2wnMGHBd8aSWqk/vmESEKcVZAkk6DHaWCT+ZDTsYiNaB3/mVLkNrgN4pXSMDvydXAINkXc0g57N76w5ljX3seccTe/uFtM3O+j3sGspbcL6nEavfFWer9syDouppqnXymBrgLdZi4C+r0vIGwbMVM1S30C2yqQvItGyoY5ubMhTo7S0R1DnDwb3xAyj/rwOc3ebsFvpqnrgES5gAQ9Q6mMep/RRfnJxxBnLUmI6uv6iWVnxA3uswgid6Km/TGKe8QjcNCtqoQErwmZZ0rwMa3JAQ6Ye93QTW+aMc9XyLve0nbQVqQ+oE7uRgrPCXaarjs9S+K4BvQ48zhH9tCDuMZrgkY6GzLHCH3RKJ3+SWr9DvysCFCoEU5FTYx/+t078aHSKOW4Scp69hD3SkL9+56bT5BpyfwhonRu5PejMes00fR2mtzsMxeLKojRH/EuZoqeZYS8n+J1Qx+qXW6+q8T6iT6oi0NZ6pK3miQ7aWrnphMkmzrxl5SHJFbLxqY4bY+S8CHq5vYI0jjlakKl8jyvAPkAIvQRjDw3wOYEyriVwA2gcNP4ehClWZpgn1liGZasTMzf0/w9m2CtehI6iZ+nIcpOYrol5gVejri0QoQi4tvilVP15TXiMYhK1RmuJLI0p3Iv73laQt67hAW1lc0d4lp5s7nqXwsrQp61XDyZ+uf/bs5HyLVv7io+AWEGOFC51Py0HOo4yL7HIdHia7hGNTfoHg6vxnZzAlX8l5UQ1Ke55k3PIClzYVW8KrhEaVO8mKBc/W/h1kAbU0n+j3KoWv8GXnTAOszB9ngAAAAASUVORK5CYII=), where ![http://codeforces.com/predownloaded/7b/ea/7beade55e90846d70020a3d03521d3458b66751b.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAYAAABy6+R8AAAA+0lEQVR42o3ST0sCQRjH8SdbWyHo0J/bkgYRJGEnO3SIECS6WNRFDxH9JRSVglKC8Ngb6B10qzfp95HfwrS04MCHZ52d3zg7M2Z/W4IWuvjEAGcoYyEz1hZxjB4aqOJZ9RAPOMFSGvAZmrjCivq83ge/l9HGuf7AanjUC8sJeYtxjbpp/bXMcv8LedtG3x/esIqiRFjDk2oUvPNJXjz0iw+MMFad4Ec17Xfv+DYFKljHhuoWhqphf6LgbJt35vymRJPZAW7CM8gJ+VZ3cGT60AvdhDgn5GNOdVbF8Aw8dId9bGrZXve0kkuUslepgF3djFd8acdudY5ROnAKZrAfKQJQmJ4AAAAASUVORK5CYII=) — operator of exclusive bitwise OR.

Since only the little bears know the definition of array beauty, all you are to do is to answer each of queries presented.

**Input**

The first line of the input contains single integer *n* (1 ≤ *n* ≤ 1 000 000) — the number of elements in the array.

The second line of the input contains *n* integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109) — array elements.

The third line of the input contains single integer *m* (1 ≤ *m* ≤ 1 000 000) — the number of queries.

Each of the next *m* lines describes corresponding query by a pair of integers *l* and *r* (1 ≤ *l* ≤ *r* ≤ *n*) — the bounds of query segment.

**Output**

Print *m* non-negative integers — the answers for the queries in the order they appear in the input.

**Examples**

**input**

3  
3 7 8  
1  
1 3

**output**

0

**input**

7  
1 2 1 3 3 2 3  
5  
4 7  
4 5  
1 3  
1 7  
1 5

**output**

0  
3  
1  
3  
2

**Note**

In the second sample:

There is no integers in the segment of the first query, presented even number of times in the segment — the answer is 0.

In the second query there is only integer 3 is presented even number of times — the answer is 3.

In the third query only integer 1 is written down — the answer is 1.

In the fourth query all array elements are considered. Only 1 and 2 are presented there even number of times. The answer is ![http://codeforces.com/predownloaded/f3/f4/f3f48ca9259e359e0f860214756305ac8291888b.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAOCAYAAABjLjEIAAACz0lEQVR42tWXy2sTURTGJ2nUJrVUSxttTaqp8VWqxYq2RIviq76K8YGoNL61+H4g+EK0+ERFUFTQhaALQZeC7sWVLgR3bsSFC7XuxD/A34VvYBiTmUmQKR74LXJy5zLzzfnOPWNZllUFo2Eu3IaJVrjRDPvgAtzTPcy2wo9puo/DcB4uQdb+cwMcg4fwHaaUufkIbdYDKyEHaYgGuLYODsB8qJVgl+EdzAlRoBa4Ch2QgHq4D68gZRaM1Q1uhB9limTW7oV+yMMgrICCcs0+15u15yDuyI2Hj/BYVR5GmJf7DdY5cmvhN2xxLlxfpkjtsFtVFIEG2KYKiskyh2CSxx4HYQgWO3LV8BLeq9LCiCbdS9aR2wM/YVGlIiW1SaMjNw52yH52TIcBlXCxmKxKbHJZ8C28lmDDEcZZL+AB1FQqUh90uXLFRLLXdpdxg6Y/fZVlS8VIWCh7BKFPlR6kN62Cm3BDvcmqRKRq2ay+SHVtl9Wc0QqbZckgjfwp3PKoPhOjYA3sCkhBvc4vGtS8TT+6C1vdLz2oSHV6iOPysc1peAJHiuTPBBDJiH8SruswGe4wenyRUGWLZGaqE9CptTbdesg2V75H/SviY5+dmlFqlYt6XBNV5aYDklL1WR69sdPlggx8hjeViFSlUyzjyjeWsFuXeoLXfnlda5d2RONBKcvVaL4ys82VAFyUEKWs+1xjR8qRN+J+gg/OxXmJ1BqgFDtUhjGfxp3QFNtSYh8jxmpZcqZe0FSYB0eLHALO6+ISKyilhtuYpvxBV7XlNJ5cs1RmZup+BL803JkTYYLPlG2a8XLHgyRdIsW1ZqmHbRbobQ1pmLMxv8+G2H/a1WNzGoDbdIA8swfiGbBED9wLyzTcJX02Tsii/ZqHsqqapD4pBrSP19Scka2KEfY3ZFrPY07C/bAJxvyLjY0As9SjTsEdfQcWZJv/Mf46MP4ALQx6Uq0EM5wAAAAASUVORK5CYII=).

In the fifth query 1 and 3 are written down. The answer is ![http://codeforces.com/predownloaded/a1/ba/a1ba125fbec1b545761705318974b0be213f2ef2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAOCAYAAABjLjEIAAACwklEQVR42sWXW0tUURTHt2dMG2dKumhaWWoW2sXuaJEUOqZGilpQiJOZ3e9FVBZdoQi6QG+VEETfIMqX6hP01kNFEfUQWS899An6r/gPbDbnzN7nQKcFv5d99tlz1n9d9hqllEqANFgL7oH5Kl6rBLvAMXAW3AbrVPy2GJwA18EDcFXXYhs4CR6CH2BhyMMngTrQArrAelAFPId3p4LLIANSDNYp8AasiFGgeRRoCZhCf56CZ6BaNkzjg+3gZ0iRZO8+MAh6wTXQCbJcm215fxH4DEa1tQbwC1yIUaSDYNgI7BrwHVzRN/aHFGkpGKHqBWAmy0Z+qBCsBEdzkQiwFM9o1tY2UKShGEWSKvoAao028A48jypSOdgLyrS1WWA3yy9n9eAAKHH8WOmPN8E4PzIua2KA00aWfwVjUUXq5sHKIlJub7PlPMnCNpbdmMM3FIGNoM+Rbv5GGNsDvoBNUUSazBKZ7pNdQyw13SSFd7Ikg0x64jLQDm6B01wLsmKwlY64ID2yIoRANeAle1VhFJFKwR3eQkc0zoMn4LjP+qhFJN2Wg48cBzwVv0nG3aUfReZDV5HSjPQq7s0hJXWG84a+3sL+5SdSBd9LGue/Am/zRN9j5lY5MpfZpxwSQIKzQ2sbiSgiJdjkaoz1soBya2JP8LNLnM30niVN/gX4xPkl6FY8zCZ/wwEZDBdY/EoymFuMgPXom3opUq1jSQwYgvg1bnF4fx5nxdHHRlOVqL/nMBcU/QI6lQqBZ7kIRtiD6nmzCR3gkGLZyNT9CPwGF3kjzLFM2dKMN2uilBsiJbknk6cfVXLab2dZVDPyr9nI4zJp7BPM6gmNb3z2d8Jto8Md/OBWOp3PSliig1S/jlkj763mfNRq1rSPzWCKZzm9D1sC9C+skf8UTDIOOjgNf43sUefAfWZGlukaxrz/dJtZ7Q+123pirauE/QAAAABJRU5ErkJggg==).

C. Chris and Road

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

And while Mishka is enjoying her trip...

Chris is a little brown bear. No one knows, where and when he met Mishka, but for a long time they are together (excluding her current trip). However, best friends are important too. John is Chris' best friend.

Once walking with his friend, John gave Chris the following problem:

At the infinite horizontal road of width *w*, bounded by lines *y* = 0 and *y* = *w*, there is a bus moving, presented as a convex polygon of *n*vertices. The bus moves continuously with a constant speed of *v* in a straight *Ox* line in direction of decreasing *x* coordinates, thus in time **only *x* coordinates** of its points are changing. Formally, after time *t* each of *x* coordinates of its points will be decreased by *vt*.

There is a pedestrian in the point (0, 0), who can move only by a vertical pedestrian crossing, presented as a segment connecting points (0, 0) and (0, *w*) with any speed not exceeding *u*. Thus the pedestrian can move only in a straight line *Oy* in any direction with any speed not exceeding *u* and not leaving the road borders. The pedestrian can instantly change his speed, thus, for example, he can stop instantly.

Please look at the sample note picture for better understanding.

We consider the pedestrian is *hit by the bus*, if at any moment the point he is located in lies **strictly inside** the bus polygon (this means that if the point lies on the polygon vertex or on its edge, the pedestrian is not hit by the bus).

You are given the bus position at the moment 0. Please help Chris determine minimum amount of time the pedestrian needs to cross the road and reach the point (0, *w*) and not to be hit by the bus.

**Input**

The first line of the input contains four integers *n*, *w*, *v*, *u* (3 ≤ *n* ≤ 10 000, 1 ≤ *w* ≤ 109, 1 ≤ *v*,  *u* ≤ 1000) — the number of the bus polygon vertices, road width, bus speed and pedestrian speed respectively.

The next *n* lines describes polygon vertices in counter-clockwise order. *i*-th of them contains pair of integers *xi* and *yi* ( - 109 ≤ *xi* ≤ 109, 0 ≤ *yi* ≤ *w*) — coordinates of *i*-th polygon point. It is guaranteed that the polygon is non-degenerate.

**Output**

Print the single real *t* — the time the pedestrian needs to croos the road and not to be hit by the bus. The answer is considered correct if its relative or absolute error doesn't exceed 10- 6.

**Example**

**input**

5 5 1 2  
1 2  
3 1  
4 3  
3 4  
1 4

**output**

5.0000000000

**Note**

Following image describes initial position in the first sample case:
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B. Mishka and trip

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Little Mishka is a great traveller and she visited many countries. After thinking about where to travel this time, she chose XXX — beautiful, but little-known northern country.

Here are some interesting facts about XXX:

1. XXX consists of *n* cities, *k* of whose (just imagine!) are capital cities.
2. All of cities in the country are beautiful, but each is beautiful in its own way. Beauty value of *i*-th city equals to *ci*.
3. All the cities are consecutively connected by the roads, including 1-st and *n*-th city, forming a cyclic route 1 — 2 — ... — *n* — 1. Formally, for every 1 ≤ *i* < *n* there is a road between *i*-th and *i* + 1-th city, and another one between 1-st and *n*-th city.
4. Each capital city is connected with each other city directly by the roads. Formally, if city *x* is a capital city, then for every 1 ≤ *i* ≤ *n*,  *i* ≠ *x*, there is a road between cities *x* and *i*.
5. There is **at most one** road between any two cities.
6. Price of passing a road directly depends on beauty values of cities it connects. Thus if there is a road between cities *i* and *j*, price of passing it equals *ci*·*cj*.

Mishka started to gather her things for a trip, but didn't still decide which route to follow and thus she asked you to help her determine summary price of passing **each of the roads** in XXX. Formally, for every pair of cities *a* and *b* (*a* < *b*), such that there is a road between *a* and *b* you are to find sum of products *ca*·*cb*. Will you help her?

**Input**

The first line of the input contains two integers *n* and *k* (3 ≤ *n* ≤ 100 000, 1 ≤ *k* ≤ *n*) — the number of cities in XXX and the number of capital cities among them.

The second line of the input contains *n* integers *c*1, *c*2, ..., *cn* (1 ≤ *ci* ≤ 10 000) — beauty values of the cities.

The third line of the input contains *k* distinct integers *id*1, *id*2, ..., *idk* (1 ≤ *idi* ≤ *n*) — indices of capital cities. Indices are given in ascending order.

**Output**

Print the only integer — summary price of passing each of the roads in XXX.

**Examples**

**input**

4 1  
2 3 1 2  
3

**output**

17

**input**

5 2  
3 5 2 2 4  
1 4

**output**

71

**Note**

This image describes first sample case:
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It is easy to see that summary price is equal to 17.

This image describes second sample case:
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It is easy to see that summary price is equal to 71.

A. Mishka and Game

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Mishka is a little polar bear. As known, little bears loves spending their free time playing dice for chocolates. Once in a wonderful sunny morning, walking around blocks of ice, Mishka met her friend Chris, and they started playing the game.

Rules of the game are very simple: at first number of rounds *n* is defined. In every round each of the players throws a cubical dice with distinct numbers from 1 to 6 written on its faces. Player, whose value after throwing the dice is greater, wins the round. In case if player dice values are equal, no one of them is a winner.

In average, player, who won most of the rounds, is the winner of the game. In case if two players won the same number of rounds, the result of the game is draw.

Mishka is still very little and can't count wins and losses, so she asked you to watch their game and determine its result. Please help her!

**Input**

The first line of the input contains single integer *n* *n* (1 ≤ *n* ≤ 100) — the number of game rounds.

The next *n* lines contains rounds description. *i*-th of them contains pair of integers *mi* and *ci* (1 ≤ *mi*,  *ci* ≤ 6) — values on dice upper face after Mishka's and Chris' throws in *i*-th round respectively.

**Output**

If Mishka is the winner of the game, print "Mishka" (without quotes) in the only line.

If Chris is the winner of the game, print "Chris" (without quotes) in the only line.

If the result of the game is draw, print "Friendship is magic!^^" (without quotes) in the only line.

**Examples**

**input**

3  
3 5  
2 1  
4 2

**output**

Mishka

**input**

2  
6 1  
1 6

**output**

Friendship is magic!^^

**input**

3  
1 5  
3 3  
2 2

**output**

Chris

**Note**

In the first sample case Mishka loses the first round, but wins second and third rounds and thus she is the winner of the game.

In the second sample case Mishka wins the first round, Chris wins the second round, and the game ends with draw with score 1:1.

In the third sample case Chris wins the first round, but there is no winner of the next two rounds. The winner of the game is Chris.

F. T-Shirts

time limit per test

4 seconds

memory limit per test

1024 megabytes

input

standard input

output

standard output

The big consignment of t-shirts goes on sale in the shop before the beginning of the spring. In all *n* types of t-shirts go on sale. The t-shirt of the *i*-th type has two integer parameters — *ci* and *qi*, where *ci* — is the price of the *i*-th type t-shirt, *qi* — is the quality of the *i*-th type t-shirt. It should be assumed that the unlimited number of t-shirts of each type goes on sale in the shop, but in general the quality is not concerned with the price.

As predicted, *k* customers will come to the shop within the next month, the *j*-th customer will get ready to spend up to *bj* on buying t-shirts.

All customers have the same strategy. First of all, the customer wants to buy the maximum possible number of the highest quality t-shirts, then to buy the maximum possible number of the highest quality t-shirts from residuary t-shirts and so on. At the same time among several same quality t-shirts the customer will buy one that is cheaper. The customers don't like the same t-shirts, so each customer will not buy more than one t-shirt of one type.

Determine the number of t-shirts which each customer will buy, if they use the described strategy. All customers act independently from each other, and the purchase of one does not affect the purchase of another.

**Input**

The first line contains the positive integer *n* (1 ≤ *n* ≤ 2·105) — the number of t-shirt types.

Each of the following *n* lines contains two integers *ci* and *qi* (1 ≤ *ci*, *qi* ≤ 109) — the price and the quality of the *i*-th type t-shirt.

The next line contains the positive integer *k* (1 ≤ *k* ≤ 2·105) — the number of the customers.

The next line contains *k* positive integers *b*1, *b*2, ..., *bk* (1 ≤ *bj* ≤ 109), where the *j*-th number is equal to the sum, which the *j*-th customer gets ready to spend on t-shirts.

**Output**

The first line of the input data should contain the sequence of *k* integers, where the *i*-th number should be equal to the number of t-shirts, which the *i*-th customer will buy.

**Examples**

**input**

3  
7 5  
3 5  
4 3  
2  
13 14

**output**

2 3

**input**

2  
100 500  
50 499  
4  
50 200 150 100

**output**

1 2 2 1

**Note**

In the first example the first customer will buy the t-shirt of the second type, then the t-shirt of the first type. He will spend 10 and will not be able to buy the t-shirt of the third type because it costs 4, and the customer will owe only 3. The second customer will buy all three t-shirts (at first, the t-shirt of the second type, then the t-shirt of the first type, and then the t-shirt of the third type). He will spend all money on it.

E. Analysis of Pathes in Functional Graph

time limit per test

2 seconds

memory limit per test

512 megabytes

input

standard input

output

standard output

You are given a *functional graph*. It is a directed graph, in which from each vertex goes exactly one arc. The vertices are numerated from 0 to *n* - 1.

Graph is given as the array *f*0, *f*1, ..., *fn*- 1, where *fi* — the number of vertex to which goes the only arc from the vertex *i*. Besides you are given array with weights of the arcs *w*0, *w*1, ..., *wn*- 1, where *wi* — the arc weight from *i* to *fi*.

![http://codeforces.com/predownloaded/c5/ce/c5ce8a6cd6a0d89ac9e345437447c09d756f2217.png](data:image/png;base64,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)The graph from the first sample test.

Also you are given the integer *k* (the length of the path) and you need to find for each vertex two numbers *si* and *mi*, where:

* *si* — the sum of the weights of all arcs of the path with length equals to *k* which starts from the vertex *i*;
* *mi* — the minimal weight from all arcs on the path with length *k* which starts from the vertex *i*.

The length of the path is the number of arcs on this path.

**Input**

The first line contains two integers *n*, *k* (1 ≤ *n* ≤ 105, 1 ≤ *k* ≤ 1010). The second line contains the sequence *f*0, *f*1, ..., *fn*- 1 (0 ≤ *fi* < *n*) and the third — the sequence *w*0, *w*1, ..., *wn*- 1 (0 ≤ *wi* ≤ 108).

**Output**

Print *n* lines, the pair of integers *si*, *mi* in each line.

**Examples**

**input**

7 3  
1 2 3 4 3 2 6  
6 3 1 4 2 2 3

**output**

10 1  
8 1  
7 1  
10 2  
8 2  
7 1  
9 3

**input**

4 4  
0 1 2 3  
0 1 2 3

**output**

0 0  
4 1  
8 2  
12 3

**input**

5 3  
1 2 3 4 0  
4 1 2 14 3

**output**

7 1  
17 1  
19 2  
21 3  
8 1

D. Road to Post Office

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Vasiliy has a car and he wants to get from home to the post office. The distance which he needs to pass equals to *d* kilometers.

Vasiliy's car is not new — it breaks after driven every *k* kilometers and Vasiliy needs *t* seconds to repair it. After repairing his car Vasiliy can drive again (but after *k* kilometers it will break again, and so on). In the beginning of the trip the car is just from repair station.

To drive one kilometer on car Vasiliy spends *a* seconds, to walk one kilometer on foot he needs *b* seconds (*a* < *b*).

Your task is to find minimal time after which Vasiliy will be able to reach the post office. Consider that in every moment of time Vasiliy can left his car and start to go on foot.

**Input**

The first line contains 5 positive integers *d*, *k*, *a*, *b*, *t* (1 ≤ *d* ≤ 1012; 1 ≤ *k*, *a*, *b*, *t* ≤ 106; *a* < *b*), where:

* *d* — the distance from home to the post office;
* *k* — the distance, which car is able to drive before breaking;
* *a* — the time, which Vasiliy spends to drive 1 kilometer on his car;
* *b* — the time, which Vasiliy spends to walk 1 kilometer on foot;
* *t* — the time, which Vasiliy spends to repair his car.

**Output**

Print the minimal time after which Vasiliy will be able to reach the post office.

**Examples**

**input**

5 2 1 4 10

**output**

14

**input**

5 2 1 4 5

**output**

13

**Note**

In the first example Vasiliy needs to drive the first 2 kilometers on the car (in 2 seconds) and then to walk on foot 3 kilometers (in 12 seconds). So the answer equals to 14 seconds.

In the second example Vasiliy needs to drive the first 2 kilometers on the car (in 2 seconds), then repair his car (in 5 seconds) and drive 2 kilometers more on the car (in 2 seconds). After that he needs to walk on foot 1 kilometer (in 4 seconds). So the answer equals to 13 seconds.

C. Cellular Network

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* points on the straight line — the positions (*x*-coordinates) of the cities and *m* points on the same line — the positions (*x*-coordinates) of the cellular towers. All towers work in the same way — they provide cellular network for all cities, which are located at the distance which is no more than *r* from this tower.

Your task is to find minimal *r* that each city has been provided by cellular network, i.e. for each city there is at least one cellular tower at the distance which is no more than *r*.

If *r* = 0 then a tower provides cellular network only for the point where it is located. One tower can provide cellular network for any number of cities, but all these cities must be at the distance which is no more than *r* from this tower.

**Input**

The first line contains two positive integers *n* and *m* (1 ≤ *n*, *m* ≤ 105) — the number of cities and the number of cellular towers.

The second line contains a sequence of *n* integers *a*1, *a*2, ..., *an* ( - 109 ≤ *ai* ≤ 109) — the coordinates of cities. It is allowed that there are any number of cities in the same point. All coordinates *ai* are given in non-decreasing order.

The third line contains a sequence of *m* integers *b*1, *b*2, ..., *bm* ( - 109 ≤ *bj* ≤ 109) — the coordinates of cellular towers. It is allowed that there are any number of towers in the same point. All coordinates *bj* are given in non-decreasing order.

**Output**

Print minimal *r* so that each city will be covered by cellular network.

**Examples**

**input**

3 2  
-2 2 4  
-3 0

**output**

4

**input**

5 3  
1 5 10 14 17  
4 11 15

**output**

3

B. Powers of Two

time limit per test

3 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given *n* integers *a*1, *a*2, ..., *an*. Find the number of pairs of indexes *i*, *j* (*i* < *j*) that *ai* + *aj* is a power of 2 (i. e. some integer *x*exists so that *ai* + *aj* = 2*x*).

**Input**

The first line contains the single positive integer *n* (1 ≤ *n* ≤ 105) — the number of integers.

The second line contains *n* positive integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109).

**Output**

Print the number of pairs of indexes *i*, *j* (*i* < *j*) that *ai* + *aj* is a power of 2.

**Examples**

**input**

4  
7 3 2 1

**output**

2

**input**

3  
1 1 1

**output**

3

**Note**

In the first example the following pairs of indexes include in answer: (1, 4) and (2, 4).

In the second example all pairs of indexes (*i*, *j*) (where *i* < *j*) include in answer.

A. Maximum Increase

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You are given array consisting of *n* integers. Your task is to find the maximum length of an increasing subarray of the given array.

A subarray is the sequence of consecutive elements of the array. Subarray is called increasing if each element of this subarray **strictly greater** than previous.

**Input**

The first line contains single positive integer *n* (1 ≤ *n* ≤ 105) — the number of integers.

The second line contains *n* positive integers *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ 109).

**Output**

Print the maximum length of an increasing subarray of the given array.

**Examples**

**input**

5  
1 7 2 11 15

**output**

3

**input**

6  
100 100 100 100 100 100

**output**

1

**input**

3  
1 2 3

**output**

3

C. They Are Everywhere

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Sergei B., the young coach of Pokemons, has found the big house which consists of *n* flats ordered in a row from left to right. It is possible to enter each flat from the street. It is possible to go out from each flat. Also, each flat is connected with the flat to the left and the flat to the right. Flat number 1 is only connected with the flat number 2 and the flat number *n* is only connected with the flat number *n* - 1.

There is exactly one Pokemon of some type in each of these flats. Sergei B. asked residents of the house to let him enter their flats in order to catch Pokemons. After consulting the residents of the house decided to let Sergei B. enter one flat from the street, visit several flats and then go out from some flat. But they won't let him visit the same flat more than once.

Sergei B. was very pleased, and now he wants to visit as few flats as possible in order to collect Pokemons of all types that appear in this house. Your task is to help him and determine this minimum number of flats he has to visit.

**Input**

The first line contains the integer *n* (1 ≤ *n* ≤ 100 000) — the number of flats in the house.

The second line contains the row *s* with the length *n*, it consists of uppercase and lowercase letters of English alphabet, the *i*-th letter equals the type of Pokemon, which is in the flat number *i*.

**Output**

Print the minimum number of flats which Sergei B. should visit in order to catch Pokemons of all types which there are in the house.

**Examples**

**input**

3  
AaA

**output**

2

**input**

7  
bcAAcbc

**output**

3

**input**

6  
aaBCCe

**output**

5

**Note**

In the first test Sergei B. can begin, for example, from the flat number 1 and end in the flat number 2.

In the second test Sergei B. can begin, for example, from the flat number 4 and end in the flat number 6.

In the third test Sergei B. must begin from the flat number 2 and end in the flat number 6.